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Abstract

Over the last decade, numerous educational institutions and corporate world have employed various kinds of e-learning software solutions. One of the major components of end-to-end e-learning solution is the learning management system (LMS). These LMS are either developed as open source software (OSS) or close source software (CSS) product. In this regard, CSS for e-learning systems has a major drawback of being expensive and this hinders its widespread use. On the other hand, OSS is virtually free and not restricted by the licensing costs. The benefits of OSS can be completely realized only if there is an effective contribution from OSS community towards its development.

It is clear from the literature that the OSS development community does not follow an explicitly defined and documented software development process. This in turn results in lack of detailed information in the literature about the problems arising due to the absence of a defined process. Nevertheless, some of the major issues with regard to OSS development for LMS that have been identified include software design issues, weak user Interface, lack of complete and accessible documentation, lack of co-ordination between unknown developers, etc.

This research develops a generalized OSSD process that could be used for the development of an open source (OS) e-learning system. To begin, in order to understand the current development practises of the existing OS e-learning systems, a detailed analysis was carried out for three different and popular OS e-learning systems (Moodle, ILIAS and Dokeos). The result of this analysis was represented as an Activity Flow Diagram which enabled precise identification of the implicit software development stages. In the next stage, in order to identify the output produced for each and every stage of development, a DEMO methodology was applied and DEMO models were built for three e-learning systems (Moodle, ILIAS and Dokeos). This is a particularly novel contribution that helps enable the development of the generalized OSSD process.

In order to select the different stages of development for the proposed process, the output resulting from each stage of the DEMO model was compared with the outputs prescribed by the ISO/IEC 12207:2008 standard. Further, in order to validate the
proposed process, an expert review method was employed by preparing a web-based questionnaire and circulating it along with the proposed process to three different and geographically separated OS experts. The proposed process was subsequently refined based on the feedback received from these experts. It is anticipated that the proposed OSSD process had the potential to streamline the future development of OS e-learning systems.
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1. Introduction

1.1 Research Background

Over the last decade, the rapid advancements in Internet and multimedia technologies have resulted in e-learning techniques moving from a marginal education mechanism to being an accepted form of education - across all primary education, secondary education, university education, etc (Allen and Seaman, 2008; Allen and Seaman, 2010; Allen and Seaman, 2011). This gives an opportunity for the learners and the teachers to opt for technology enhanced education which could be delivered virtually over a long distance, without having any time barrier. In addition, e-learning provides an excellent opportunity for both the learners and the teachers to quickly learn and teach new and relevant topics. This has resulted in a continuous increase in the demand for high-quality e-learning systems (Selim, 2007; Bernard, et al., 2007).

In order to meet the demand, many e-learning systems have been developed over the last decade or so. While some of them are developed as commercial closed-source software (CSS) product(s), others are developed as an open-source software (OSS) product(s). Both types of systems co-exist in the current market though they follow different development and business principles. Notably, most of the OSS e-learning products are developed in an ad-hoc manner and the software products are distributed free of charge by networks of large volunteering group of computer programmers. On the other hand, the CSS products are developed for-profit and for commercial purposes by trained software professionals.

Over the years, OSS products have gained considerable popularity and recognition as compared to CSS products (Paulson, et al., 2004; Nakakoji, et al., 2002). However, there are still numerous and significant software development issues especially in the context OS e-learning system development. In an OSS development environment, the individual/group of people initiates a project to meet their immediate requirement (Krogh and
Hippel, 2006). More often than not, OSS community does not follow a well-defined/ well-documented software process (Scacchi, 2003; Glosiene, and Manzuch, 2004; Jensen, et al., 2006), which raises development problem within the OSS community during product development. Due to the absence of an explicitly defined and documented software development process for OSS development, the drawbacks which arise due to the absence of a process are also not documented elaborately in the literature. However, few specific problems were identified and debated in detail within the OS e-learning development community (Boufford, 2004). The major problems that were identified include software design issues, lack of complete and accessible documentation (technical as well as user documentation), not addressing all user requirements, etc. Since, the OS systems and its features are mainly developed to address the developer’s immediate requirement; it mainly results in less attention being paid to design issues. The poor design and requirement analysis in-turn leads to factors like, misunderstood features, poor user interface, etc. Also, due to the absence of a defined process, the co-ordination between unknown developers might be difficult and the new comers to OSS development might find it complicated to understand the development process, etc. All these issues significantly affects the OS e-learning system development and thereby the product quality itself. This in turn could make the users to prefer commercially developed proprietary software products which are much easier to work with.

Importantly, an OSS development (OSSD) process has several advantages (Jensen and Scacchi, 2008). Having a defined process prepares the community in developing the OS e-learning system for likely eventualities that might arise during development due to unforeseen circumstances. Further, it would assist a new comer to the OS community to clearly understand the development practices/activities and also the required deliverables from each of the tasks. This would indirectly help the OS community to gain an increased amount of valuable contributions from the new comers. However, the above benefits of OSS can be realized only if there is an effective contribution from the OSS community towards the OSS product development. Further, a defined OSSD process will facilitate the developer to understand the gaps in development
practices followed, thereby enabling the OSS community to efficiently contribute towards the product development. Once an OSSD process is defined, it will be much easier for the core team to manage the development. Also, it will enable the core team to predict and validate the development of software and easily productizing the end product (Scacchi, 2001). Hence, the fundamental premise for this research is to develop a generalised open source software development process for the OSS community.

1.2 Research Problem and Research Questions

Having identified the downsides of not using a defined process; and at the same time, the benefits of following a defined development process, the research problem and the research questions are presented in this section. The main goal of this research is:

“To develop a generalised open source software development process (OSSD process) that can be used for implementation of an OS e/m-learning system in an OSS environment.”

However, the fundamental problem that needs to be addressed in order to achieve the above mentioned research goal is:

“What approach should be followed in order to design a generalised OSSD Process?”

The research problem is further divided into three fundamental research questions:

RQ1: What are the current development practices followed by the OS e-learning product development communities?

RQ2: How should the current development practices be assessed in order to design a generalised OSSD Process?

RQ3: How is the OSSD process designed based on previous findings?
RQ4: What approach should be followed to assess the proposed process and also to evaluate results of the appraisal?

Answering these questions will provide a platform for improving the OS e-learning system and its development; thereby addresses the shortcoming of not having a defined OSSD process.

1.3 Research Context

The research work carried out in this thesis is based on three popular OS e-learning systems, i.e., Moodle, ILIAS and Dokeos. All three e-learning systems are developed as free OSS products – specially an OS learning management system (LMS). The three systems are selected based on their high popularity and also the OSS community’s commitment in developing the e-learning system.

**Moodle:** Moodle is an abbreviation of Modular Object-Oriented Dynamic Learning Environment. It is one of the early and successful OS e-learning platforms that had been developed following strong pedagogical principles. Its focus is to help the educators with creating the course content and delivering it to learners keeping the interaction and collaboration as one of the major criteria. Notably, Moodle has 58,207,428 users as of 2nd June 2012 (Moodle, 2012).

**ILIAS:** ILIAS stands for Integriertes Lern-, Informations- und Arbeitskooperations-System (in German) which was released as an OSS in 2002 (ILIAS, 2012). It was the first open source learning management system to follow SCROM 1.2 compliance completely. Also, unlike other OS e-learning system, ILIAS does not restrict learning to be confined to courses but offer a flexible environment for learning and working online with integrated tools. Interestingly, more than 2000 new users log onto ILIAS every month on an average that on an average every month with constant increase in number of users each year (Balogh and Budai, 2009).
**Dokeos:** Dokeos provides both commercial and OSS for e-learning purposes. Dokeos strictly follows SCORM principles and has one of the largest user-base. Although Dokeos have both the commercial and OS version of the product, even the free/OS version provides all the features that are need for blended learning management – from authoring to reporting. Dokeos has 42,45,929 users using the system for e-learning purposes (Dokeos, 2012).

### 1.4 Research Contribution

The main contribution of this research work is to propose and develop a generalised OSSD process, which could be used during the development of an OS e-learning system. The main benefit of the proposed OSSD process is that it would streamline the development of next generation OS e-learning systems.

To begin with, the current problems in OSSD, especially in OS e-learning system development were identified. Secondly, in order to understand the current development practises of the existing OS e-learning systems, a detailed analysis was carried out. The results of the analysis were then interpreted using Activity flow diagrams for three different and popular OS e-learning systems (Moodle, ILIAS and Dokeos). Thirdly, in order to identify the output produced for each and every stages of development, DEMO methodology was applied and DEMO models were built for all three e-learning systems.

Subsequently, the generalised OSSD process and its various development stages were then proposed based on the conjunctive results of Activity flow diagrams, DEMO models and ISO/IEC 12207:2008 standard. This is a particularly novel and significant contribution of this research work.

### 1.5 Structure of the Thesis

The thesis is organised into eight chapters. Chapter 1 introduces the research background and the motivation of the work before dwelling onto the research problem and the research questions. Notably, the research contribution and the structure of the thesis are also presented in chapter 1. In chapter 2, the research background is elaborated and the main topics, i.e., e-learning systems
and *software development process* are discussed in detail along with related works. Chapter 3 provides an overview of the research approach followed in this work along with corresponding detailed information of the same. Chapter 4 describes the review process carried out for the three OS e-learning systems, i.e., Moodle, ILIAS and Dokeos and the results of this study is modelled and presented as activity flow diagrams. The comparisons of the results are detailed along with the advantages and drawback of such modelling technique and ways to overcome the same. Chapter 5 describes the modelling of current practices using DEMO methodology and how it overcomes the drawbacks of activity flow diagram. Further, the DEMO models are evaluated with the help of software implementation processes as described in ISO/IEC 12207:2008. Chapter 6 then elucidates the process of designing the OSSD process in detail. Chapter 7 details the procedure followed for validating the proposed OSSD process along with the validation results. Finally, chapter 8 concludes the thesis with information on major research finding, the limitations and future work.
2. Literature Review

2.1 Introduction

This chapter begins with identifying two important topics related to this research work; e-learning systems and software development process. The two topics are then described in detail followed by the challenges in developing e-learning systems. Further, various types of e-learning system and their development principles are discussed.

E-learning systems and software development processes are independent topics on their own. At the same time, software development process plays an important role in the development of e-learning systems. This is being depicted in Fig 2.1 and is highlighted in green colour. The entire research work focuses on this green shaded area.

![Fig. 2.1 Relationship between e-learning system and software development process](image)

Software development process employed during the implementation influences the quality of the final product (Zahran, 1994; Clarke, P. and O'Connor, R. 2010). This is very crucial for an e-learning system as it directly affects the perceived satisfaction and usefulness of an e-learning system for both the educators and learners (Liaw, 2008). Therefore, it is important to make use of a suitable and appropriate development process during OS e-learning software implementation.
2.2 E-Learning Systems

E-learning can be defined as “technology-based learning in which learning materials are delivered electronically to remote learners via a computer network” (Stockley, 2003; Oguzor, 2011; Zhang, et al., 2004; Yong, 2008). Further, e-learning systems are those software systems that supports e-learning such as, computer based learning, web based training/learning, virtual classroom, etc (Tavangarian et al., 2004). These software systems can potentially remove barriers of space, time and location and importantly, provide knowledge in different media formats, anytime and anywhere (Shea, 2002; Milojevic, 2011). The usages of such systems also enables self-paced learning, provide consistent learning materials to its learners, allow the educators to easily and quickly update the learning materials and is usually less expensive to provide education as a whole. Also, it could potentially lead to an increased retention and a stronger grasp on the subject; while at the same time could be easily managed for large groups of students (Cantoni, et al., 2004). Further, the advancement of computer and networking technologies provide highly diverse means to support learning in a more personalized, flexible, portable, and on-demand manner.

An effective e-learning system can be viewed as an integrated, end-to-end learning system comprising of three major components and is depicted in Fig. 2.2.

**Component 1:** The first component is the transmission network and seamless communication mechanism between the different electronic and handheld mobile devices and falls under the realm of wireless networks and Internet-supported solutions.

**Component 2:** The second component is the learning content. This includes course materials for different courses and modules, content authoring, etc. However, these aspects come under the category of content developers.

**Component 3:** The third component is the e/m-learning application software which is the learning management system (LMS). This is the bridge that links the first and second component in the end-to-end learning system. In other words, an effective LMS connects the different components of the integrated
learning system efficiently. Therefore, it is not only vital to develop this component efficiently but also imperative to have a structure/system that would facilitate seamless and flexible learning to the users, taking into account the diverse set of devices with different features and capabilities.

These LMS’s are not only an integral part of an e-learning system but also form a basis/platform to impart technology-based-education to the learners. There are several LMS’s available and the most popular ones includes Moodle, Blackboard, Dokeos, Sakai, Blue apple, ILIAS, Adobe acrobat e-learning suite and several others. The LMS is briefly explained in sub-section 2.2.1. Notably, since LMS is an important component for an effective end-to-end e-learning system, these two terms would be used interchangeably and whenever e-learning is used, it in fact refers an LMS.

**2.2.1 Learning Management System (LMS)**

LMS is a software application for the administration, documentation, planning, delivering, tracking and managing the learning events within an organization, which include online/web based learning, virtual classroom, instructor-led courses, etc (Ellis, 2009). A robust LMS should be able to do the following six tasks efficiently and these include; centralize and automate administration, use self-service and self-guided services, assemble and deliver learning content rapidly, consolidate training initiatives on a scalable web-based platform,
support portability and standards, deliver online training and webinars and personalize content and enable knowledge reuse (Ellis, 2009).

It should be noted that, the selection of parameters (like mode of operation and usage, intended audience, etc.) and the system design will also depend on program goals, the infrastructure/facilities and importantly, the culture/background/diversity of the learners (Kruse, 2009). Based on these parameters, an LMS is selected for an institute/organisation. LMS’s are available either as a commercial CSS product or as an OSS product. Some of the popular CS e-learning systems are Adobe e-learning suite, Blackboard, Blue apple, etc. Likewise, popular examples of OS e-learning systems are Moodle, Dokeos, .LRN, Sakai, ILIAS, etc. However, not all LMS’s have been successful. This is because, not all LMS are able to meet/satisfy the different challenges – educational challenges, technological challenges, sociological & cultural challenges, and psychological challenges (Cemal Nat, et al., 2008). In this research however, only the technical challenges of LMS is focussed.

Importantly, in order to make an e-learning system successful it should satisfy the need of different types of users involved. An in-depth understanding of the benefits and drawbacks of LMS/e-learning systems from the perspective of each player - a learner, instructor and the institution is essential. These are summarised in Appendix A for further reading. The next section describes the software development process, its roles, goals and finally the broad classification of software development processes.

2.3 Software Development Process

A software development process is defined as “a coherent set of policies, organizational structures, technologies, procedures, artefacts and activities that are needed to conceive, develop, deploy and maintain software” (MingshuLi et al., 2006; Fuggetta, 2000; Humphrey, 1988; Sommerville, 2004). Further, a software development process describes the internal relationships among different phases of development by expressing their order and frequency, as well as by defining the deliverables of the project. It also specifies criteria for
moving from one phase to another phase (Curtis, et al., 1992). In addition, a software process also describes a series of actions or steps to be taken in order to achieve a particular goal (Fuggetta, 2000).

Any software development process includes various roles, goals and activities. In fact, there are four key roles and seven goals for any given software development process (Kruchten, 2000).

- The first and foremost role of a software process is to provide guidance in ordering and following various software development activities, as mentioned in Table 2.1.
- The second role is to clarify when and what are the different artefacts that are to be produced during and at the end of each activity.
- The third important role is to direct the tasks of the development team.
- Lastly, the software process should monitor and assess the project progress and henceforth its success.

These four roles are applied during the software development in order to achieve product goals like effectiveness, maintainability, predictability, repeatability, quality, improvement and tracking (Tyrrell, 2000). The process activities form a major aspect of software development processes. These activities form the basis to realize the process goals. The broad set of activities carried out during the development of a software product is represented in Table 2.1 (Sommerville, 2004).

<table>
<thead>
<tr>
<th>Development Activities</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Inception</strong></td>
<td>The software product is conceived and defined.</td>
</tr>
<tr>
<td><strong>Planning</strong></td>
<td>Initial schedule, resource and cost are determined.</td>
</tr>
<tr>
<td><strong>Requirement Analysis</strong></td>
<td>Defines what the software should do.</td>
</tr>
<tr>
<td><strong>Design</strong></td>
<td>Specifies the parts and how they fit.</td>
</tr>
<tr>
<td><strong>Implementation</strong></td>
<td>Software code is written.</td>
</tr>
<tr>
<td><strong>Testing</strong></td>
<td>Execute and test the application with test input data.</td>
</tr>
<tr>
<td><strong>Maintenance</strong></td>
<td>Repair defects and add capabilities/ functionalities.</td>
</tr>
</tbody>
</table>

**Table 2.1 Software development activities**
A software process model can be defined as a “simplified description of a software process that presents one view of a process and may also include activities that are part of software process and products, along with the constraints that apply to the process and roles of the people involved” (Sommerville, 2004). Further, a software development model differs from software development method; where the primary goal of a software development method is to “focus on how to navigate through each phase by determining data, control, or uses hierarchies; partitioning functions; allocating requirements and how to represent phase products such as structure charts; stimulus-response threads; state transition diagrams” (Boehm, B.W. 1988). Some of the popularly known and used software development process models and methods are Waterfall model, Evolutionary development, Exploratory model, Component based development, Unified software development and Agile methodology.

Notably, the software development processes can also be broadly classified into two categories – Closed Source Software Development (CSSD) process and Open Source Software Development (OSSD). The main difference between OSSD and CSSD are in their development principles (Devine, 2008; Raymond, 1998) which are presented in the following section.

### 2.3.1 Open Source and Closed Source Software Development

The development of software can also be broadly classified into OSSD and CSSD. CSSD can be defined as the one where, trained software professionals are employed in developing a software product (termed as CSS products). In many cases, these software professionals follow a defined and documented software development process. CSS products are developed for commercial purposes (for-profit) and only the executables are sold through sales team/person to the licensed customers. Also, the source code is not released to public and cannot be modified as most of the products would be protected under the copyright license or patents (Stephan Donovan, 1994; Tysver, 2008). Further, CSSD in general has a formalised organisation and structure. Some well known examples of CSS products are Microsoft Windows, Adobe Acrobat Suite, Oracle solutions, Blackboard, etc. On the other hand, OSSD is
oriented towards the joint development of a community of developers (Scacchi, 2001; Krogh, 2006). OSS products are developed by volunteers out of interest and any person could volunteer to play any role in its development, based on their skills and interest. Usually, the volunteers self assign tasks that they would like to perform. Also, OSS is built as an open-source project initiated by an individual/group of people to meet their immediate requirement (Krogh, 2006). The people involved in OSS and its development share ideas, ideologies, technologies, source code and yet work independently in a geographically distributed environment and are spread across the world (Scacchi, et al., 2006). They communicate through Internet forums, e-mails, informal chats or through any other communicative channels (Scacchi, 2007). Also, majority of the OSS does not have corporate owner or management staffs to organize, direct, monitor, and improve the software development practices that are followed for development (Scacchi, et al., 2006). Some well known examples of OSS products are Linux, Firefox, Moodle, etc. The next section will specify the major similarities & differences between OSSD and CSSD.

2.4 Comparison between OSSD and CSSD Processes

There are several aspects in which the OSSD and CSSD process differ. These differences apply in the case of e-learning systems as well and are listed below (Open source initiative; Raymond, 1998; Ghosh et al., 2002; Feller and Fitzgerald, 2002; Fuggetta, 2003; Ye and Kishida, 2003; Paulson, 2004).

**Underlying principle:** CSSD is purely for commercial purposes and focuses completely on business perspective and thereby, the financial growth. On the other hand, OSSD mainly aims at constantly providing software solutions and improving the software through open contributions from entire community of developers.

**Availability of source code and software license:** In any CSS developed using CSSD processes; only the executables/binaries are made available to the customers. The number of users is based on the number of licenses purchased by the customer. On the other hand, the source code of OSS is publicly
available. There is no need of any intermediate vendor for downloading the software. Further, OSS’s are in general published under general public license (GPL) where anyone can download OSS products, make modifications and redistribute it under same GPL. Notably, there is no restriction on the number of user(s) licenses.

**Structure of the organization:** In case of CSSD, the team and their hierarchy are completely defined. Tasks are allocated to the team members and plans are drawn for the development. On the other hand, in case of OSSD, anyone interested in the proposed idea could join in and contribute based on their ability and interests. There are no strict hierarchy and the developer’s self-assign tasks. Usually, the administrative executive has a weak control over the development. A rough plan would be drawn by the developer as a check point to check their output and to answer any queries that arises in the community.

**People and location:** In most of the cases, people working in CSSD know each other and may or may not be geographically distributed. On the other hand, in case of OSSD, unknown people work together from different part of the world on the same module.

**Defined process:** Many of the CSSD process follow a defined and documented software development process and most commonly it happens to be the conventional software development process or a customised form of the same. However, in an OSS environment, the software development process is not defined or documented. The OSS community follow their own development practices (ad-hoc practices) which reflect their expertise on software development.

**Need for software:** In CSSD, the products are developed, with main focus on the customer’s requirement. Therefore, the development is user-oriented and the developers are paid for their efforts. However, in case of OSSD, most of the development is initiated due to the developer’s personal requirement/need. It should be however noted that this difference is slowly fading out, especially in designing e-learning systems like Moodle, Sakai, ILIAS, etc.

**Developer/Tester:** In general, most of the popular OSS products are developed by more than hundreds of developers and testers. However, in CSSD, only
major software companies can afford to have a huge number of developers/testers for a single project.

<table>
<thead>
<tr>
<th>S.No.</th>
<th>Attributes</th>
<th>OSSD</th>
<th>CSSD</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Formalised Organisation</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>2.</td>
<td>Defined structure</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>3.</td>
<td>Follow a defined and documented development process</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>4.</td>
<td>Most often the development happens in ad hoc fashion</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>5.</td>
<td>Source code made available to all its user</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>6.</td>
<td>Developed for commercial benefits and financial profits</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>7.</td>
<td>Wider space for testing</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>8.</td>
<td>Reliable and responsible 24X7 software support</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>9.</td>
<td>Up to date technical reports/documents</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>10.</td>
<td>Up to date user documents</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>11.</td>
<td>Very intuitive and outstanding software design</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>12.</td>
<td>Append many new feature to cope competition</td>
<td>No</td>
<td>Yes</td>
</tr>
<tr>
<td>13.</td>
<td>Burdened with license cost</td>
<td>No</td>
<td>Yes</td>
</tr>
</tbody>
</table>

Table 2.2 Comparison between OSSD and CSSD processes

The comparison between the OSSD and CSSD are tabulated and shown in Table 2.2. Also, this table enables pointing out the weaknesses of OSSD practices which is then subsequently addressed partially in this research work.

2.5 Summary

This chapter provided a brief definition of an e-learning system and discussed its various components, including a major component of an end-to-end e-learning system – the Learning Management System (LMS). This was followed by a definition of software development process, its activities, roles, goals along with a broad classification of software development processes. The underlying principles of the two main classifications of software development processes – OSSD and CSSD were then explained along with a comparison between the two. Since this research work focuses on OS e-learning system, a further analysis is subsequently carried out for OS e-learning systems.
3. Research Approach

3.1 Introduction
This chapter discusses the approach followed for carrying out this research work. The research approach is divided into two distinct stages as shown in Fig.3.1 and involves various tasks at each stage. The first stage is called the foundation stage (described inside a box with dotted line) while the second stage is called the execution stage (described within a box with regular lines). The two stages are described in detail in section 3.2 and section 3.3 respectively. Further, the methodology followed in proposing a generalised OSSD process – a major contribution of this research work is also described in section 3.3.

Fig. 3.1 Two stage research approach
3.2 Foundation Stage

The first task in the foundation stage was to carry out an initial background study of open source software, open source e-learning systems and open source software development. Based on this study, the research problems were identified which was followed by various research questions. The research problem and the precise research questions were described in detail in Chapter 1. Answering the different research questions led to the solution for the identified research problem(s); which are summarised in Chapter 8.

The first task towards the solution is to understand the current development practices; followed by the OS e-learning system development community. Unfortunately very little literature is available with respect to the OS e-learning system development. Only few of the OSS communities had updated their development practices in the form of blogs, wiki pages or as guidelines to its members. Also, this information was distributed randomly across their web-pages. This made it very difficult to capture all the required information. Hence, there was a need to do individual analysis on the development of each of the three OS e-learning systems.

For each of the three OS e-learning systems, an in-depth analysis was done in a manner that is comparable/ consistent with the case study. This approach was chosen as it is comparable with case studies and it answers questions like ‘how’ and ‘why’ (similar to case studies). This method is particularly beneficial for an OSSD environment where there is little/ no control over the events. The final task of the foundation stage was to evaluate the results obtained through analysis. The results are represented using the activity flow diagrams for easier and quicker understanding. Further, these results were compared and their similarities and differences were identified. This led to the identification of development patterns followed by these OSS development communities. A detailed explanation along with its advantages and disadvantages are described in chapter 4.
3.3 Execution Stage

The second stage of this research is called the execution stage. The first task under execution stage is to device an appropriate research approach to be followed that would answer the research questions. This research approach was developed and refined over number of iterations. It can be viewed as two sub stages towards the solution.

- Development of OSSD Process - This task forms the core of this research work and is the focus of this chapter. The tasks carried out are described in detail in section 3.3.1.
- Validation of OSSD Process - The second task is to validate the research outcomes using appropriate validation method. The validation methods selected for validating the proposed OSSD process is described in section 3.3.2.

3.3.1 Development of OSSD Process

In order to develop a generalised OSSD process, the best developmental practises from different OS e-learning systems needs to be incorporated. However, in-order to do that, it is essential to understand how it is being performed currently. As a part of foundation stage, analysis similar to case study was carried out and the development practices were identified. As a first step, the development practices are represented using an activity flow diagram. This representation was used as it would provide a dynamic aspect of an overall flow of the development practices followed by the OS communities. This type of representation is preferred for this research over the state diagrams or event driven process diagrams. This is because, what is required is not an abstract model or an exhaustive detail about various events carried out for each of the activities; but an overall flow of activities carried out within the community for its software development. In this regard, the activity flow representation of each OS e-learning system indicates different stages of its software development.
However, this representation was not independent of the technique followed during development and also does not identify the outcomes produced when these development activities are carried out. Further, the analysis done for activity flow diagram revealed that there are considerable variations in activities performed by various OS e-learning systems. Therefore, it is extremely complex to arrive at a generalized OSSD process for OS e-learning systems, based on the above analysis alone. Hence, there is a strong need for a level of abstraction in order to model the OSSD process (Lonchamp, 2005).

There have been couple of works carried out for modelling the OSSD process. However, each of them has its own limitations. For instance, the model proposed by Jensen and Scacchi (Jensen and Scacchi, 2008) for discovering the process followed for OSS development does not provide a complete clarification for investigating the results obtained. This inhibits its use for generalising the OSSD process. Likewise, the model developed by Basili and Lonchamp uses a multi-level approach (3 layer approach - definitional, general and specific) for modelling the OSSD process (Basili and Lonchamp, 2005). However, its main drawback is that it does not provide precise notations for specifying the relationship between the product and the role. In addition, both the models are dependent on the development activities carried out in modelling the process. Hence, an alternate approach - DEMO methodology - is considered in this research work. This model was selected because it could overcome the drawbacks of the activity flow representation and also, is independent of how the development activities were carried out. For deeper understanding, the DEMO methodology is further explained in section 3.4

Results of activity flow diagrams and DEMO models constructed for OS e-learning system development led to the identification of various implicit software development stages, activities carried out in each of its development stages and also the outcome of each such activity along with the actor who was responsible for producing an outcome. As mentioned before, various e-learning communities follow different approaches towards software development thereby differing in execution of various development stages and activities within each stage. Thereby, all of them produce a mix of various
other outcomes. Based on these finding, it is difficult to generalise the OSSD process for OS e-learning systems.

![Activity flow diagram and DEMO model results](image)

**Fig. 3.2 Methodology for developing OSSD process**

Therefore, there is need to use a well defined standard as a base tool in selecting different stages of development, ordering them and also to iterate as required. For this purpose, ISO/IEC 12207:2008 standard (ISO/IEC 12207:2008) was selected and was used as a foundation for proposing an OSSD process. This standard acts as a guide for both system life cycle processes and also software specific processes. The standard also lists various sub-processes along with its lower level processes. For each of these; the standard defines the *purpose, list of outcomes, activities* and *tasks*. This research work utilises the outcomes listed for software specific process and in particular the software implementation process as a base tool in selecting different software development stages. This is done by comparing the outcomes listed in the standard with the outcomes that are identified for each OS e-learning system development (activity flow diagrams and DEMO model results). In other words, these outcomes were selected in conjunction with the outcome achieved by the OS e-learning systems. The OSSD process is thereby generalised as shown in Fig. 3.2. These are explained in detail under chapter 5 and chapter 6.
3.3.2 Validation of the OSSD Process

Once the OSSD process is generalised, it has to be validated to see if it is feasible in the real-world OSS environment. This forms the second part of the execution stage, i.e., validation (Fig. 3.1). The best way to validate is to develop a feature following the recommendations provided in the proposed OSSD process and assess the proposed process as a post-mortem. Unfortunately, this method could not be followed due to time constraint and other practical problems. Another alternative approach for validation is to present the proposed OSSD process to the OS developers and ask them to follow the process recommendations during development. This was not practical as well, because in this case, we would not have had any control over the development activities and the way it might be adopted during development. Also, it would require considerable time in order to carry out a feasible longitudinal study. At this stage, it should be noted that the best person(s) to validate the OSSD process will be the OSS developers and/or its community member as they know exactly how it can be adapted to best suit the development of OS e-learning system; while also maintaining the integrity of the proposed OSSD process with OSS development. Therefore, another approach called ‘expert review’ method was selected for carrying out the validation process.

In the ‘expert review’ method, the experts (OSS developers or its community members) were provided with information about the proposed OSSD process and are asked to review it. Once reviewed, the experts were then provided with a web-based questionnaire and their feedback on the proposed process was then collected. Notably, the experts who could perform the validation were selected based on pre-set criteria’s which are further discussed in chapter 7. This was considered to be a viable approach to validate the process since it did not require the experts to spend lot of time, thereby reducing the overall response time. Also, this approach was simple to implement and could be done at no monetary cost. An additional advantage of the ‘expert review’ method was that the analysis of the results was also easier, especially since the questionnaire had both objective and subjective questions. Moreover, the
questionnaire allowed sufficient space for the experts to provide their feedback/comments at all stages. The feedback obtained from the reviewers was then used to refine the OSSD process and is shown as iteration in Fig.3.1 under the execution stage.

3.4 DEMO Methodology

DEMO is abbreviated for **Design** and **Engineering** **Methodology for Organisations** and has its origin from organisational engineering domain. This methodology is used for developing high-level and abstract models of construction and operation of organizations. This methodology applies enterprise ontology theory and ‘Ontology’ can be simply defined as “an explicit specification of a conceptualization” (Gruber, 1994). Enterprise ontology theory is described as the implementation independent essence of an enterprise (Dietz, 2006) and has a strong theoretical foundation. The strong theoretical foundation ensures that DEMO models can be claimed to be coherent, comprehensive, consistent, concise and essential (Albani and Dietz, 2011).

It is essential to understand briefly the enterprise ontology theory and importantly its terms in order to understand how DEMO methodology and its models can be used for modelling OS e-learning system development. Therefore, *Enterprise ontology theory and its axioms* are first explained along with the different terms used.

**Enterprise Ontology Theory**

The enterprise ontology theory consists of four axioms which form the basis for DEMO methodology and its models. They are **Distinction Axiom**, **Production Axiom**, **Transaction Axiom** and **Composition Axiom**. The distinction axiom differentiates between three human abilities which are required to fulfil certain actions - *datalogical actions, infological actions* and *ontological actions* (Stamper, 1973). Ontological actions are considered to be the fundamental human actions in a process flow. Since, the actions on the infological and datalogical level do not introduce new products/services/
information, if is sufficient to focus on the ontological level actions in-order to describe its essence using DEMO.

The production axiom states that social individuals/actors fulfil the goals of an enterprise by performing ‘acts’. The result of successfully performing an act is recorded in a ‘fact’. On the ontological level, two kinds of acts occur: *production acts* (P-acts) and *coordination acts* (C-acts). Performing a P-act correspond to the delivery of products, services and information to the environment of an organization. By performing a P-act, a new production fact (P-fact) is brought into existence. In order to complete the performance of a P-act, social individuals/actors have to communicate, negotiate and commit themselves. These activities are called coordination acts (C-acts), and they result in coordination facts (C-facts).

The transaction axiom states that the coordination involved to successfully complete a P-act can be expressed in a universal pattern, which is called a ‘Transaction’. A transaction consists of three phases: *order phase*, *execution phase* and *result phase*. In the order phase, the actors negotiate about the P-fact that is the subject of the transaction. Once an agreement is reached, the P-fact is produced in the execution phase. In the result phase, the actors can negotiate and discuss about the result of the transaction. These phases are subdivided into process steps, which consist of four coordination acts and one production act. C-act includes *request, promise, state* and *accept*. While the production act includes execute (process step). In DEMO, exactly two actors are associated with a transaction: an initiator and an executor. The authority over the execution of a single transaction is assigned to the executor (Huysmans *et al.*, 2010). This authority can be attributed to individuals or groups of individuals.

Some processes may produce more than one P-fact for the organization. In that case, a DEMO transaction needs to be created for each P-fact. This requires coordination between transactions. The composition axiom describes how these transactions can interact. One aspect of interaction is how transactions are initiated. Any transaction is either initiated by an external party (e.g., a request for a bug fix by a user) or a time-based trigger (e.g., the nightly building of the software), or enclosed in another transaction. In the case of an
enclosed transaction, an information dependency usually exists between the enclosing and the enclosed transaction. The models created using the DEMO methodology for this research are based on these four axioms.

Further, DEMO methodology focuses on the communication pattern and various outputs produced during various software developments (Huysmans, et al., 2010). From the context of this research, DEMO methodology gives a high level overview of how the OS e-learning software products are developed without taking into consideration the technology or technique used for the development. Yet, it identifies precisely who is responsible for producing an output. Also, the DEMO methodology has been already applied to OS systems and has been proved to provide a high quality, abstract model (Huysmans, et al., 2010). Unlike other modelling methods used for modelling OSS development, DEMO exhibits two specific features within the context of OSSD process modelling that adds strength to this approach.

- DEMO analyses processes at the ontological level and provides high-level process descriptions, instead of focusing on the implementation level.
- DEMO studies the communication pattern between human actors, instead of the sequences in which activities are performed.

These characteristic of DEMO makes it extremely appropriate for modelling the development practices of software products and therefore OS e-learning systems by extension. The DEMO models and its application are explained in detail in chapter 5.

### 3.5 Summary

This chapter introduced the two-stage research approach and also explained each stage in detail. Further, the various tasks performed under each of these stages were explained that provided a comprehensive overview of this research work. A detailed and individual explanation of each tasks are provided in the remainder of this thesis under chapter 4, 5, 6 and 7.
4. Analysis of OS E-Learning System Development Practices

4.1 Introduction and background information

In this chapter, three OS e-learning systems, i.e., Moodle, Dokeos and ILIAS are analysed in detail. These three e-learning systems were selected mainly because of the following two factors:

- **Popularity**: All three e-learning systems selected are currently used and are quite popular among the institutions offering e-learning courses.
- **Development Activities**: The OSS communities constantly perform various development activities and have significant contributions towards its developmental.

The development activities of these three OS e-learning systems were identified using two different approaches. The first approach was to collect information from their websites, blogs, wiki pages and/or from any social network/media used by the community to broadcast the information. In addition to these, information was also collected from bug tracking system (or any other tracking systems), as some of the OSS communities track each of its development activities in such systems.

The second approach was applied only when the information collected from the first approach was either incomplete and/or ambiguous. This was in-fact a direct method whereby, questions were posted in public OSS community forums. The rationale was; anyone with the information can directly provide his/her answer(s) through the same forum or could even send e-mail or private messages. This helped in identifying many of its current development activities. However, the disadvantage of this approach was that, many-a-times, there were no clear consensus from the contribution of the community member’s. In these scenarios, separate e-mails had to be sent to the core
members and other experienced developers within the OSS development communities. Importantly, no analysis was done until all the information was gathered. This was strictly followed to avoid any ambiguity or misconception due to wrongly assuming the current development practices.

Once the information on the development practices of each of the three e-learning systems was gathered, they were then modelled using activity flow diagrams. The flowing three sections will explain the development practices of Moodle, ILIAS and Dokeos. The development practices were then compared and are presented in section 4.5.

### 4.2 Moodle Development Activities

The different activities in case of Moodle development are shown in Fig. 4.1. The first step of development involves selecting the right candidate feature. For selecting a candidate feature, the community pools the entire feature requests raised in the Moodle moot discussions, user’s feature request from forums and feature request from moodle vendors. These candidate features are then voted for entering into the release roadmap list. At this stage, it should be noted that there is no clear boundary between various development stages in Moodle when compared with ILIAS/Dokeos (these are explained latter in this chapter).

Any developer interested in developing the new feature listed in the release road map will initiate a discussion with other fellow community developers, in order to ensure that no one else is working on that requirement/feature. The developer(s) will then discuss their ideas with others, confirm the merits and the need for the particular feature, and importantly, evaluate theirs and other’s ideas.

Once the feature is selected for development by a Moodle developer, he/she is expected to come with design documents along with other specification documentations. These documents are then posted in the Moodle wiki. In addition, a tracker item is created for the feature and assigned to the developer.
Subsequent changes are to be made, based on the feedback received by the developer in the respective documents which are then updated in the wiki.

Once the changes are made and agreed by the Moodle community, the developer begins coding. Once the development is completed or a major milestone is reached, it is the responsibility of the developer to advertise the feature for testing. Testing could be done by interested candidate(s) within the community.

**Fig. 4.1 Activity flow representation for Moodle development**
moodle community. Subsequently, bugs (if any) are then reported and fixed. It is then integrated with the main version of Moodle and then released as a new version, which would be open and freely available.

4.3 ILIAS Development Activities

ILIAS (ENG: Integrated Learning Information and co-operAtion System) is one of the popular OS e-learning systems and comprises of six stages of development. They are; Vision/Concept, Specification, Implementation, Documentation, Testing and Release & Maintenance. In each of these stages, the OSS community perform various developmental activities which can be observed clearly in Fig. 4.2.

1\textsuperscript{st} Stage: The first stage is about developing the vision or the concept. In this stage, ideas are proposed and published in wiki. The core development team will then decide on how to start the development. If the idea is already been put on to the feature wiki, people with similar interest are requested to work with them and develop the feature collaboratively.

2\textsuperscript{nd} Stage: The second stage is the specification stage whereby, all major development is expected to have corresponding use cases or mock up screen-shots. For other minor developments/enhancements, developers would start with the feature wiki where it will describe the feature in detail, the purpose, etc.

3\textsuperscript{rd} Stage: The third stage in the development of ILIAS is implementation. In this stage, the coding/programming is done by the developers. Each module that is developed in this stage is tested by the developer who also fixes the initial bugs that comes across. Further, the developer would either perform a unit-testing using PHP Unit, or get it done by a tester. Subsequently, the code is then merged with CVS.

4\textsuperscript{th} Stage: The fourth stage is documentation. There are two types documentation prepared for a feature developed for ILIAS - technical documentation and user documentation. The technical documentation consists
of the class and functional documentation generated by PHPDoc. The user documentation will be mainly instructions for the average user on how to use it. The user documentation is only released at the time of release of the product.

**Fig. 4.2 Activity flow representation for ILIAS development**

**5th Stage:** The fifth stage is the testing stage which mainly follows the implementation stage. In this stage, once the unit-testing and code merger is done, an alpha release is carried out for further testing and bug fixing. It is the
responsibility of the developer to appoint a tester to test the module developed by him. If the developer is unsuccessful in finding a tester to test his/her module, then the core team would carry out the required testing. However, in any case, the developer himself cannot be a tester for his own developed module.

6th Stage: The sixth and the last stage is the release stage wherein, the new modules that have undergone alpha testing are released under the beta version. Errors/bugs encountered after the beta release are then entered into the bug tracker (Mantis bug tracker). These bugs are then fixed and released as the main stable version.

4.4 Dokeos Development Activities

Dokeos is developed both as commercial and OSS version. The development of OSS version is the responsibility of the Dokeos community – from initiation of idea through release. Although there are two different existing systems, the OS version does provide all the basic features for free without any licensing cost to its users.

Dokeos community does not follow any defined stages as in ILIAS, but often, they do perform some activities in a particular order as shown in Fig. 4.3. Development of a feature starts with feature selection where the selected feature is added to the roadmap for development. The feature is then developed by the community of developers. The features are first tested before it is given it to the users for further testing. If any anomalies are found they are fixed and then passed on to the users for user testing.

The users would test the developed feature and if they do find any bug(s), they would report it. These bugs are then fixed and once again sent to the user for testing.

Once the user is satisfied with the features, they are subsequently released to the community as a stable version. All the users could then download it for free and use it.
4.5 Comparison of OS E-Learning System Development Practices

The individual analysis of the three OS e-learning systems provide interesting insights into their software developed practices. Each of the three OS e-learning system has executed different activities at different stages of development. Notably, the manner in which each stage is carried out depends entirely on the expertise, experience and availability of resources and skills. There are distinct similarities and differences between Moodle, ILIAS and Dokeos on different aspects. These are summarized in Table 4.1.
<table>
<thead>
<tr>
<th>LMS Parameter</th>
<th>Moodle</th>
<th>ILIAS</th>
<th>Dokeos</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Number of development stages</strong></td>
<td>Do not categorize development stages</td>
<td>Does categorize six development stages</td>
<td>Does not categorize stages</td>
</tr>
<tr>
<td><strong>Who validates the proposed idea</strong></td>
<td>Anyone can validate the idea and comment on it</td>
<td>Only the core team validates the proposed idea</td>
<td>Does not validate the proposed idea at this stage</td>
</tr>
<tr>
<td><strong>Detailed development plan</strong></td>
<td>No plan is produced</td>
<td>No plan is produced</td>
<td>No plan is produced</td>
</tr>
<tr>
<td><strong>Person(s) responsible for development</strong></td>
<td>A person who volunteered initially &amp; the team that was formed latter on the fly.</td>
<td>A person who volunteered initially &amp; the team that was formed latter on the fly.</td>
<td>Any interested volunteer engages in developing the software.</td>
</tr>
<tr>
<td><strong>Testing</strong></td>
<td>Anyone can test at any time.</td>
<td>Anyone can test at anytime.</td>
<td>Anyone can test till the product is released.</td>
</tr>
<tr>
<td><strong>Release</strong></td>
<td>Two stage release process is followed.</td>
<td>Two stage release process is followed.</td>
<td>Once the testing is done &amp; bugs are fixed, the product is released. There is no beta release.</td>
</tr>
</tbody>
</table>

Table 4.1 Comparison between three OS e-learning system development

The comparative analysis is based on the development activities carried out by the OS e-learning communities. It begins with differences in number of developmental stages (as defined in chapter 2). The common developmental activities in each of the stages are then compared, based on factors like, how it has been performed, who performs it, etc. Each of these differences and similarities are discussed briefly and is described as an observation and critique. The critique is one of the inputs (recommendation) towards the development of the proposed OSSD Process.

- **Number of software development stages**
  
  **Observation:** In ILIAS, it is easy to identify different development stages /phases during development. However, Moodle and Dokeos do not categorize different software development stages, even though it has many tasks similar to ILIAS.
Critique: Having defined stages or phases of development are important as it aids in easy tracking of the development activities as well as assists in planning and testing different phases independently.

- Scrutiny of the proposed idea

Observation: New ideas proposed to Moodle and ILIAS is scrutinized immediately after its proposal. At the same time, there is one major difference between Moodle and ILIAS. In case of Moodle, anyone who is interested in the new idea, including the core team, co-developers, testers, users, etc. can read the proposal document and comment on it. Based on the received feedback, the core team or the core members will signal the development. However, in case of ILIAS, only the core members will review the idea/feature and would decide its future. On the other hand in Dokeos, specifications are not detailed or developed for idea scrutinization.

Critique: Assessing the features credibility and need even before the specifications are developed might lead to inappropriate judgment with regard to the features need and importance.

- Person(s) responsible for specification scrutiny

Observation: In case of Moodle, the entire community could scrutinize the specification by reading the proposal document and commenting on it. Based on the feedback the core team/members would either agree/disagree with the idea. On the other hand, as compared to Moodle, ILIAS has a different approach. In case of ILIAS, only the core members would scrutinise the idea/feature decide its future. On the other hand, Dokeos does not have any such activity and therefore the community is not responsible for the same.

Critique: Being open source and built by users for users, the specification validation should be kept open. This will make sure that the specification is acceptable from the OSS user’s point of view. This is very important because, in all cases, development happens based on the specification. If the specification happens to be wrong, then the developed feature would go wrong. This is true for all the software
products including OS e-learning systems, irrespective of the development method followed.

- **Developmental plan**

  *Observation:* In all three systems i.e., Moodle, ILIAS and Dokeos, there are no explicit plans portrayed for its development. It is the responsibility of the person in-charge to develop the feature as agreed upon. At the same time, it is the individual or team’s responsibility to answer all queries regarding the module/feature development.

  *Critique:* Even though having a defined plan is beneficial in tracking the development; it is very complicated to come up with plans and follow it strictly in the OSS environment where the volunteers develop the product during their free time.

- **Person responsible for development**

  *Observation:* In Moodle and ILIAS the person who agreed to develop the feature takes responsibility of its implementation. Further, the team formation happen on-the-fly based on the personal interest of the community member(s). If anyone is interested in its implementation, testing, documentation, etc. they volunteer to the working group/person.

  *Critique:* Even though having a defined plan for developing a feature may seem to be a ‘failsafe’ approach, it is not practical to follow such a structure in an OSS environment. This is especially so, when a feature is developed by geographically distributed community members who volunteer to do the same in their spare time not just for themselves but also for others.

- **Testing**

  *Observation:* In all the three OS e-learning systems, any individual from the community who is interested in a particular feature can test the developed code for any potential bug(s). However, there is one notable difference. In case of Moodle and ILIAS, the common ground testing could be carried out even after new versions are released. On the other
hand, in case of Dokeos, this type of common ground testing could be done only till the product is released.

**Critique:** Testing is one of the important activities in producing a quality software product. OS software products are usually well-tested due to the large number of user-base/testers, who are geographically distributed, have varied skill sets and could test the module/feature independently.

- **Product Release**

  **Observation:** A two-stage testing process is employed in case of Moodle and ILIAS. Once the initial testing is over, both Moodle and ILIAS release their features as a ‘beta’ version. Subsequently, this is tested again. Once the testing is completed, the features are then finally released along with other items as final version of the major product release. On the other hand, Dokeos does not have any beta release. The feature(s) are tested by users/community once it is developed and the bugs are reported. Once the encountered bugs are fixed, the feature is subsequently released.

  **Critique:** Having a beta test stage will enable identification of problems before the integration to the stable version. This would potentially save any additional costs (in most cases it’s the time spent by the OSS community) that might have to be incurred if the stable version is corrupted.

### 4.5 Summary

This chapter provided a state-of-the-art overview of the developmental activities followed by three different OS e-learning systems. The development activities were presented using an activity flow representation, primarily because, it is easy to use, understand, interpret and compare. Following this, the corresponding developmental activities were compared. This demonstrated the clarity and explicitness of the different stages of development for each of the OS e-learning systems. At the same time, there were two main limitations with this type of representation. Firstly, this representation does not identify precisely which actor(s) were involved in carrying out a particular task/
activity. Secondly, the activity flow representation does not specify the outcome of a particular activity. In-order to overcome these drawbacks, a model that gives a high level view, needs to be constructed which will in-turn focus on the actors activity and outcome, instead of just looking at how a particular activity have been performed. Hence, DEMO methodology has been used subsequently. A DEMO model prescribes various models that can be drawn to depict the development practices followed; and is described in detail in chapter 5.
5. DEMO Methodology

5.1 Introduction

This chapter describes the DEMO models for OS e-learning systems, based on DEMO methodology and subsequently, explains in detail, the two critical models used to model all three OS e-learning systems selected for this research work. The resulting information from these models forms the basis for developing the proposed OSSD process.

5.2 DEMO Models

There are several ways (i.e., numerous diagram representations) for modelling a development process using DEMO methodology. They include: State model, Action model, Interstriction model, Process structure diagram (PSD) and Actor transaction diagram (ATD). Of these, the last two - PSD and ATD - enable in obtaining a high-level and abstract overview of the process used for development. Hence, they are very essential models that are always developed for a given process or organization.

The PSD details the interactions of each transaction and also between the transactions. On the other hand, the ATD shows the various actors’ involvement in specific communication for executing a task. Also, it shows which actor actually produces the P-fact. This is a major advantage over the activity flow representation. In addition, ATD provides an overview of the actors and transactions within the scope of the enterprise/project and therefore aggregates the information contained within the PSD.

In-order to make the diagrams compact, the act and fact related to each process step were merged into single symbol. A combination of a P-act and P-fact was represented by a diamond in a square, while a combination of a C-act and C-fact was represented by a circle within a square. Also, an arrow with a solid line represent the normal process flow, while an arrow with a dotted line represent a wait condition.
For an ATD, a single symbol was used for each transaction, which contained all the process steps. This symbol was represented by a diamond in a circle, in order to represent the combination of the P-fact and C-facts related to the transaction. The initiator was connected to the transaction symbol by a solid line. The executor was connected to the transaction by a solid line ending in a black square.

DEMO models (ATD & PSD) were constructed for all three OS e-learning systems (Moodle, ILIAS and Dokeos) and elaborated in section 5.3, 5.4 and 5.5 respectively. Further, the achieved P-facts are also described for the corresponding activities carried out for each OS e-learning system development. Importantly, these diagrams were constructed under the assumption that all the activities carried out during the development of e-learning system have been successfully completed at once. This might not be the case in the real world as not all activities are successful until the activities are iterated/ customized whenever required.

5.3 DEMO Models for Moodle

The ATD for moodle development is shown in Fig. 5.1, wherein the information of each of the PSD is aggregated. The actors involved in developing Moodle include; the Moodle community, core team/owner, developer, triage, integration reviewer, tester and a maintainer. Notably, Moodle carries out 11 transactions in total, from inception to release. These are denoted by ‘T0x’, where ‘x’ ranges from 1 to maximum number of transactions. In addition, Fig. 5.1 demonstrates two important points: Firstly, it shows which actor starts communicating with the other for executing a particular task. Secondly, it shows which actor actually executes the task to produce corresponding output (P-fact). For instance, ‘Community’ starts communicating with the ‘Core team’ for performing a transaction ‘T01’. It is the ‘Core Team’s’ responsibility to carry out the task and is denoted by a ‘■’ at the end of the line. Each of the transactions (T01 through T011) can be further expanded into individual PSD’s.

In the PSD, each transaction is detailed with expressions of communication (rq, pm, st & ac) and indicates the execution phase (ex) which when
successful, produces a P-fact. Fig. 5.2, Fig. 5.3 and Fig.5.4 describes various activities carried out from the conception of the idea till the idea is productized and released. These PSD’s are divided based on the general developmental stages such as Moodle feature selection & requirement specification, construction, testing and release.

**Fig. 5.1 ATD representation for Moodle development**

In Moodle, there are 4 transactions to be executed in order to select a feature and develop requirement specification for the selected feature(s). They are T01, T02, T03 and T04. The roles that execute the tasks corresponding to these transactions are the Moodle community, owner/core team and the developer.

P-fact is produced on successful execution of T01 which implies successful completion of voting process for selecting the feature. Once the voting is done, the features with highest number of votes are selected (immediate requirement) and are added to the roadmap list. Therefore, the P-fact of T02 is the roadmap developed for feature implementation. In Moodle, specification document are to be created for each of the feature added to the roadmap. Hence the corresponding P-fact produced by executing T03 is the specification document.
Finally, the P-fact for the transaction T04 is the suggestions and discussion on the specification document which the entire community provides, based on the specification released earlier.

![Figure 5.2 PSD for Moodle feature selection and requirement specification](image)

The next stage in moodle development is the implementation of the selected moodle feature. The PSD for Moodle development is shown in Fig. 5.3. Two transactions were executed for implementing and verifying the implementation of the moodle feature (T05 & T06). The owner/core team starts communicating with the developer by placing a request ‘T05 rq’ for developing a particular feature. The developer promises to do the work which is indicated as ‘T05 pm’ and executes the task denoted by ‘T05 ex’.

The developer then requests the community to verify his work before merging the code ‘T06 rq’. The community promises to verify the code ‘T06 pm’, verifies it and changes its status as verified ‘T06 st’. Further, it sends the
feedback to the developer who in turn acknowledges the work, ‘T06 ac’. It then changes the status ‘T05 st’ and sends the code to the owner/core team. They in turn acknowledge the developer ‘T05 ac’. The P-fact of transaction, T05 implies the successful implementation of the moodle feature. P-fact of T06 is the completion of initial testing and bugs found in this testing are then reported for a fix.
<table>
<thead>
<tr>
<th>Transaction(s)</th>
<th>P-facts</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>T01</strong></td>
<td>Voting process is completed.</td>
</tr>
<tr>
<td><strong>T02</strong></td>
<td>Development road map is created.</td>
</tr>
<tr>
<td><strong>T03</strong></td>
<td>Specification document created.</td>
</tr>
<tr>
<td><strong>T04</strong></td>
<td>Selected features are discussed.</td>
</tr>
<tr>
<td><strong>T05</strong></td>
<td>Feature is developed.</td>
</tr>
<tr>
<td><strong>T06</strong></td>
<td>Developed feature is tested by the community and bugs are reported.</td>
</tr>
<tr>
<td><strong>T07</strong></td>
<td>Reported bugs are prioritised.</td>
</tr>
<tr>
<td><strong>T08</strong></td>
<td>Bugs are fixed.</td>
</tr>
<tr>
<td><strong>T09</strong></td>
<td>Features are added to the integration queue.</td>
</tr>
<tr>
<td><strong>T010</strong></td>
<td>Features are integrated and tested.</td>
</tr>
<tr>
<td><strong>T011</strong></td>
<td>A stable feature is released.</td>
</tr>
</tbody>
</table>

Table 5.1 P-facts produced during Moodle development

Once the implementation was successfully finished, the feature is then tested and released to the Moodle-using community. Fig. 5.4 depicts the roles involved in carrying out the transactions T07 through T011 (for testing and releasing the moodle feature developed). The P-fact of T07 is the prioritized list of items developed by the triage for fixing & testing. These are then sent to the developer. The developer then fixes the issue and tests it. The bugs that are fixed form the P-fact of T08 and are then added to the integration queue. The integration reviewers are responsible for integrating the same - the P-fact of T09. In transaction T010, the integrated code is tested and verified. The corresponding P-fact is the updated tracker item. The P-fact of the final transaction T011 is latest version of the software which would be freely available for download from production repository. For a quick review, the P-facts produced during Moodle development are summarised in Table 5.1.

5.4 DEMO Models for ILIAS

The ATD for ILIAS feature development is shown in Fig.5.5. The various actors’ involved in its development are: the user community, core team, developer, tester and maintainer. The transactions carried out for its development are denoted from T01 through T09.
The PSD is divided based on the general software development phases. Fig. 5.6 shows the PSD for ILIAS feature selection. The user community and the core team communicate with each other and subsequently, the core team executes the transaction T01. The P-fact produced for this transaction is a feature wiki page which includes the selection decision along with the discussions that led to the final decision.

Fig. 5.7 represents the PSD for ILIAS requirement specification development. The various actor’s involved in developing and verifying the requirement specifications are: core team, user community and the developer. There are three transactions involved in developing the specification (T02, T03 and T04). The P-facts produced for each transaction (T02, T03 & T04) are the creation of requirement specification document, discussions on the specification document. Subsequently, the core team improves the specification doc by implementing some of the suggestions.
Fig. 5.6 PSD for ILIAS feature selection

Fig. 5.7 PSD for developing requirement specification
Fig. 5.8 shows the PSD for feature implementation. This involves 3 main actors: the core team, the developer and the user community over 2 transactions T05 and T06. The P-fact produced by successful execution of T05 is the successful implementation of the feature selected. The P-fact of T06 is the bug reported on that feature in their bug reporting system.

Fig. 5.9 shows the transactions involved in testing and releasing the ILIAS feature. The actors involved are developer, maintainer, core team and tester. There are three transactions T07, T08 & T09 executed by these roles. The P-facts achieved by the transactions are:

- Released working feature
- Updated roadmap with the released feature included in it and
- The bugs reported after the release in the bug tracking system.

In this sub-section, each transaction represented in ATD is elaborated with corresponding process structure diagram for ILIAS. Also, the P-facts are highlighted for each of the transactions assuming they were successful. The P-facts have been summarised and are presented in Table 5.2 for a quick review.
Table 5.2 Summary of ILIAS P-facts

<table>
<thead>
<tr>
<th>Transactions</th>
<th>P-facts</th>
</tr>
</thead>
<tbody>
<tr>
<td>T01</td>
<td>Feature wiki with selected features is created.</td>
</tr>
<tr>
<td>T02</td>
<td>Specification document is developed.</td>
</tr>
<tr>
<td>T03</td>
<td>Specification document is discussed.</td>
</tr>
<tr>
<td>T04</td>
<td>Specification document is improved.</td>
</tr>
<tr>
<td>T05</td>
<td>Feature is developed.</td>
</tr>
<tr>
<td>T06</td>
<td>Feature is tested and bugs are reported.</td>
</tr>
<tr>
<td>T07</td>
<td>Accepted feature is released.</td>
</tr>
<tr>
<td>T08</td>
<td>Release road map is developed.</td>
</tr>
<tr>
<td>T09</td>
<td>Tested the released feature and bugs are reported to bug tracking system.</td>
</tr>
</tbody>
</table>

5.6 DEMO Models for Dokeos

The ATD for Dokeos development is shown in Fig. 5.10. The actors involved in Dokeos development are user community, core team and the Dokeos Company. In all, 7 transactions are executed in developing a feature successfully for Dokeos (T01 through T07). ATD will be followed by the PSD.
and the ATD’s are split into PSD’s based on the general software development stages.

Dokeos features are selected by the core team from the dream map (user community requests are polled in dream map) to road map. This is done in a single transaction T01 as shown in Fig.5.11. The transaction is initiated by the user community by adding the feature’s request to the dream map. The core team would then select the feature and add it to the roadmap - the P-fact of the transaction T01.

Once, the feature is selected by the core team for development, the developers are requested to build the feature which is depicted in transaction T02 in Fig. 5.12. The P-fact for T02 is the developed feature itself. Once the feature is developed, the developer requests the core team (T03) to verify and fix anomalies, if any. The P-fact of T03 is the verified and fixed feature.

**Fig. 5.10 ATD representation for Dokeos development**
Fig. 5.11 PSD for Dokeos feature selection

Fig. 5.12 PSD for Dokeos feature development

Fig. 5.13 shows the PSD depicting the communication pattern between the developer, core team and the user community for testing and fixing the bug. The developer requests the user community to carry out testing on the newly developed feature (T04). Once the user finishes testing, the bug fixes are reported to the core team which is the P-fact of T04. The core team in turn verifies, categorizes and organizes all the reported bugs. This list of verified, categorised and organized bugs is the P-fact of T05. These are then forwarded to the corresponding developer to fix the issues (T06). The fixed and working feature becomes the P-fact of T06.
Table 5.3 Summary of Dokeos P-facts

<table>
<thead>
<tr>
<th>Transactions</th>
<th>P-facts</th>
</tr>
</thead>
<tbody>
<tr>
<td>T01</td>
<td>Feature is selected for development.</td>
</tr>
<tr>
<td>T02</td>
<td>Feature is implemented.</td>
</tr>
<tr>
<td>T03</td>
<td>Implemented feature is verified.</td>
</tr>
<tr>
<td>T04</td>
<td>Feature is tested and bugs are reported.</td>
</tr>
<tr>
<td>T05</td>
<td>Bugs are prioritised.</td>
</tr>
<tr>
<td>T06</td>
<td>Bugs are fixed.</td>
</tr>
<tr>
<td>T07</td>
<td>Feature is released.</td>
</tr>
</tbody>
</table>

Fig. 5.13 PSD for Dokeos testing and bug fix

Fig. 5.14 PSD for Dokeos feature release
Fig. 5.14 depicts the release process in the PSD. The core team initiate the release process by requesting the Dokeos Company with a request. Then the feature is released by the Dokeos Company which is executed in transaction T07. Table 5.3 represents the summary of various P-facts that are produced during the development of Dokeos.

5.7 Discussion

Chapter 4 and chapter 5 provide sufficient details with regard to the development practices followed by the three OS e-learning systems. The activity flow diagrams provided information about the implicit/explicit software development stages and also helped in classifying the same. On the other hand, DEMO models provided information about what outcomes have been produced in each of the development stages (by executing a particular transaction) and by whom was that transaction executed.

<table>
<thead>
<tr>
<th>Development stages</th>
<th>Moodle</th>
<th>ILIAS</th>
<th>Dokeos</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inception</td>
<td>✓ [T01, T02]</td>
<td>✓ [T01]</td>
<td>✓ [T01]</td>
</tr>
<tr>
<td>Planning</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Requirement Analysis</td>
<td>✓ [T03, T04]</td>
<td>✓ [T02, T03, T04]</td>
<td>✗</td>
</tr>
<tr>
<td>Design</td>
<td>✓ [T03, T04]</td>
<td>✓ [T02, T03, T04]</td>
<td>✗</td>
</tr>
<tr>
<td>Implementation</td>
<td>✓ [T05, T06]</td>
<td>✓ [T05, T06]</td>
<td>✓ [T02, T03]</td>
</tr>
<tr>
<td>Testing</td>
<td>✓ [T07, T08]</td>
<td>✓ [T08, T09]</td>
<td>✓ [T04, T05, T06]</td>
</tr>
<tr>
<td>Release and maintenance</td>
<td>✓ [T09, T010, T011]</td>
<td>✓ [T07]</td>
<td>✓ [T07]</td>
</tr>
</tbody>
</table>

Table 5.4 Inputs for the proposed OSSD process

Table 5.4 presents various transactions executed (chapter 5) for different basic development stages (chapter 2, 4). For each of the three OS e-learning system development, if a particular development stage was identified as being executed (chapter 4 – Activity flow diagrams), then a tick mark ‘✓’ is placed in the corresponding cell in Table 5.4; otherwise a cross mark ‘✗’ is placed. Also, the transaction executed (Chapter 5 – DEMO models) under a particular
development which produces a successful outcome is mentioned inside the parentheses ‘[ ]’. However at this stage it is not clear that, to what extent each of the OS e-learning systems had carried out each of the activities corresponding to various development stages. Therefore, though it is an important input for the proposed process, the proposed OSSD process cannot be generalised based on this information alone.

5.8 Summary

This chapter described DEMO models and its associated terms. These include detailed information on the two key models (ATD & PSD) and its application on the three selected OS e-learning systems. Further, the application of DEMO methodology helped in identifying different actors involved in carrying out various development activities, along with the output of each such activity. Importantly, the results were found to be totally independent of how each of the development activities were carried out within each OS e-learning system community. The drawbacks of activity flow representation could thus be overcome. Further, a detailed discussion was carried out on the important inputs towards the proposed OSSD process. The next chapter discusses on how these results are used in conjunction with the standard ISO/IEC 12207:2008 in order to generalise the proposed OSSD process.
6. Development of OSSD Process

6.1 Introduction
This chapter begins with consolidating the results of DEMO model and activity flow diagram. This is followed by an overview of ISO/IEC 12207:2008 standard, the software-specific processes prescribed in the standard and the list of expected outcomes for each software development activity conveyed in the standard. Subsequently, the proposed generalized OSSD process is explained in detail; along with the different development stages, the ordering and the frequency at which each stage has to be carried out and the major activities in each stage.

6.2 Comparative Results of Various Development Stages of Three OS e-learning Systems
The activity flow diagrams and DEMO models constructed for Moodle, ILIAS and Dokeos had two major benefits. Firstly, it helped in identifying different implicit stages of development. Secondly, it helped in identifying the outputs of various activities in each stage of development and the actors involved in the same.

<table>
<thead>
<tr>
<th>Development Stages</th>
<th>Moodle</th>
<th>ILIAS</th>
<th>Dokeos</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirement analysis</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Detailed design</td>
<td>✓</td>
<td>✓</td>
<td>X</td>
</tr>
<tr>
<td>Implementation</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Testing</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Integration</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Release</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>

Table 6.1 Developmental stages carried out by OS e-learning systems
Table 6.1 shows whether the three e-learning systems has carried out an activity pertaining to particular development stage. It can be seen from Table 6.1 th at Moodle and ILIAS have carried out few/many developmental activities for all six stages while Dokeos has not performed any activity with regard to detailed design stage. However, the results of activity flow diagram and the DEMO models do not specify the extent to which the different activities are carried out in each development stage. Hence, selecting different development stages for the proposed generalized OSSD process just based on the stages shown in Table 6.1 is not adequate. Before designing a generalized OSSD process, it is important to understand the extent to which the different activities are carried out for the three e-learning systems.

For proposing a generalized OSSD process, there are two key inputs that assist in identifying the extent to which each activity is carried out. The first key input is the result obtained from the DEMO models that identifies the output created by each of the development activities. The second key input for proposing the OSSD process is the ISO/IEC 12207:2008 standard. The standard provide complete details of various software development processes, different activities carried out in each processes and also their corresponding set of all outcomes. With this information, it is possible to judge how much effort has been spent by each of the OS e-learning system development community on these stages. At this point it should be noted that proposing a generalized OSSD process based on the ISO standard not only makes the process more consistent and reliable but also signifies its applicability in real world situation. The next section describes the ISO/IEC 12207:2008 standard.

6.3 ISO/IEC 12207:2008

ISO/IEC 12207:2008 standard is a fully integrated suite of system and software life cycle processes which explains seven process groups, forty three processes, hundred and twenty one activities and four hundred and six tasks. Each of the processes within those process groups is described in terms of its (a) scope, (b) purpose, (c) desired outcomes, (d) list of activities and tasks which need to be performed in order to achieve the outcomes. Further, each of the process groups is divided into various lower level processes (International
Standard, 2008). The interesting domain for our research is the various outcomes listed for the software implementation processes which in fact, are a sub-division of software specific processes.

**Fig. 6.1 Software lifecycle groups in ISO/IEC 12207**

Software implementation processes is divided into six lower level processes as shown in Fig. 6.1. These are *software requirement analysis processes, software architectural design processes, software detailed design processes, software construction processes, software integration processes* and *software quality testing processes*. The numbers mentioned within the parentheses in Fig. 6.1 indicates the number of desired outcomes for each of the processes. According to ISO/IEC 12207:2008 standard, there are 29 outcomes that can be achieved by successfully carrying out the software implementation process and its corresponding activities and tasks. These 29 outcomes are divided among their six lower-level process. Table 6.2 lists all possible outcomes that can be expected when these lower level processes are completed successfully.
<table>
<thead>
<tr>
<th>Lower Level Process</th>
<th>Possible Outcomes</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Software Requirement Analysis Process</strong></td>
<td></td>
</tr>
<tr>
<td>RA1</td>
<td>Requirements of software element &amp; interfaces are defined</td>
</tr>
<tr>
<td>RA2</td>
<td>Requirements analysed for correctness &amp; testability</td>
</tr>
<tr>
<td>RA3</td>
<td>Understand the impact of the requirement on operating environment.</td>
</tr>
<tr>
<td>RA4</td>
<td>Consistency and traceability between s/w and system requirement are drawn</td>
</tr>
<tr>
<td>RA5</td>
<td>Software requirement for implementation are defined</td>
</tr>
<tr>
<td>RA6</td>
<td>Software requirements are approved and updated</td>
</tr>
<tr>
<td>RA7</td>
<td>Changes to the s/w requirement are evaluated for cost, schedule &amp; technical impact</td>
</tr>
<tr>
<td>RA8</td>
<td>Software requirements are base-lined and communicated to all affected parties</td>
</tr>
<tr>
<td><strong>Software Architectural Design Process</strong></td>
<td></td>
</tr>
<tr>
<td>AD1</td>
<td>Software architecture is designed and base-lined</td>
</tr>
<tr>
<td>AD2</td>
<td>Internal and external interfaces of each s/w item are defined</td>
</tr>
<tr>
<td>AD3</td>
<td>Consistency and traceability is established between requirement and design</td>
</tr>
<tr>
<td><strong>Software Detailed Design Process</strong></td>
<td></td>
</tr>
<tr>
<td>DD1</td>
<td>Detailed design of each software component is defined</td>
</tr>
<tr>
<td>DD2</td>
<td>External interfaces of each software units are defined</td>
</tr>
<tr>
<td>DD3</td>
<td>Consistency and traceability are established between architectural design, requirement and detailed design</td>
</tr>
<tr>
<td><strong>Software construction process</strong></td>
<td></td>
</tr>
<tr>
<td>CP1</td>
<td>Verification criteria defined for all s/w units against their requirement.</td>
</tr>
<tr>
<td>CP2</td>
<td>Software units defined by design are produced.</td>
</tr>
<tr>
<td>CP3</td>
<td>Consistency and traceability are established between software unit, design and requirement.</td>
</tr>
<tr>
<td>CP4</td>
<td>Verification of the software unit against requirement and design is accomplished</td>
</tr>
<tr>
<td><strong>Software Integration Process</strong></td>
<td></td>
</tr>
<tr>
<td>IP1</td>
<td>Integration strategy is developed</td>
</tr>
<tr>
<td>IP2</td>
<td>Verification criteria for s/w items are developed</td>
</tr>
<tr>
<td>IP3</td>
<td>Software items are verified using defined criteria</td>
</tr>
<tr>
<td>IP4</td>
<td>Software item defined by integration strategy are produced.</td>
</tr>
<tr>
<td>IP5</td>
<td>Results of integration testing are recorded.</td>
</tr>
<tr>
<td>IP6</td>
<td>Consistency and traceability are established between s/w design &amp; s/w item.</td>
</tr>
<tr>
<td>IP7</td>
<td>Regression strategy is developed and applied for re-verifying s/w items when change occurs in s/w unit</td>
</tr>
<tr>
<td><strong>Qualification and Testing Process</strong></td>
<td></td>
</tr>
<tr>
<td>QT1</td>
<td>Criteria for the integrated software are developed that demonstrates compliance with the software requirements.</td>
</tr>
<tr>
<td>QT2</td>
<td>Integrated software is verified using the defined criteria.</td>
</tr>
<tr>
<td>QT3</td>
<td>Test results are recorded.</td>
</tr>
<tr>
<td>QT4</td>
<td>A regression strategy is developed and applied for re-testing the integrated software when a change in s/w item is made.</td>
</tr>
</tbody>
</table>

Table 6.2 ISO/IEC 12207 process groups
<table>
<thead>
<tr>
<th>Outcomes</th>
<th>Moodle</th>
<th>ILIAS</th>
<th>Dokeos</th>
</tr>
</thead>
<tbody>
<tr>
<td>RA1</td>
<td>T02</td>
<td>T02</td>
<td>—</td>
</tr>
<tr>
<td>RA2</td>
<td>T01</td>
<td>T03</td>
<td>—</td>
</tr>
<tr>
<td>RA3</td>
<td>T01</td>
<td>T01</td>
<td>T01</td>
</tr>
<tr>
<td>RA4</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>RA5</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>RA6</td>
<td>T01 &amp; T02</td>
<td>T04</td>
<td>T01</td>
</tr>
<tr>
<td>RA7</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>RA8</td>
<td>Road maps*</td>
<td>Feature wiki*</td>
<td>Road maps*</td>
</tr>
<tr>
<td>AD1</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>AD2</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>AD3</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>DD1</td>
<td>T03</td>
<td>T02</td>
<td>—</td>
</tr>
<tr>
<td>DD2</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>DD3</td>
<td>T04</td>
<td>T03</td>
<td>—</td>
</tr>
<tr>
<td>CP1</td>
<td>T04</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>CP2</td>
<td>T05</td>
<td>T05</td>
<td>T02</td>
</tr>
<tr>
<td>CP3</td>
<td>T06</td>
<td>T06</td>
<td>T03</td>
</tr>
<tr>
<td>CP4</td>
<td>T06, T07 &amp; T08</td>
<td>T06</td>
<td>T03</td>
</tr>
<tr>
<td>IP1</td>
<td>T09</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>IP2</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>IP3</td>
<td>T09</td>
<td>T07</td>
<td>T04</td>
</tr>
<tr>
<td>IP4</td>
<td>T010, T011</td>
<td>T07</td>
<td>T07</td>
</tr>
<tr>
<td>IP5</td>
<td>T010</td>
<td>—</td>
<td>T05, T06</td>
</tr>
<tr>
<td>IP6</td>
<td>—</td>
<td>T08</td>
<td>—</td>
</tr>
<tr>
<td>IP7</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>QT1</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
<tr>
<td>QT2</td>
<td>T010</td>
<td>T09</td>
<td>—</td>
</tr>
<tr>
<td>QT3</td>
<td>T010</td>
<td>T09</td>
<td>—</td>
</tr>
<tr>
<td>QT4</td>
<td>—</td>
<td>—</td>
<td>—</td>
</tr>
</tbody>
</table>

Table 6.3 Comparison with ISO/IEC 12207 process groups

The ISO/IEC 12207:2008 standard is used as a foundation for this research as it provides a detailed guideline for software specific processes. The major advantage of using ISO/IEC 12207:2008 standard is that the outcomes mentioned by the standards can be compared directly with the P-Facts that were identified from the DEMO models. The comparative details are presented in Table 6.3. For each outcome mentioned by the standard, the corresponding transaction for Moodle, ILIAS and Dokeos have been mapped. Further, any particular outcome stated in the standard that is not met by the OS development community is denoted with an ‘−’. Notably, in case of RA8, all
three OS e-learning systems produce data logical information (marked with ‘*’) whereas outcomes of other transactions correspond to ontological information.

It can be observed from Table 6.3 that Moodle meets 16 out of 29 outcomes mentioned by the standard by executing 11 transactions. On the other hand, ILIAS meets 14 out of 29 outcomes by executing 9 transactions while Dokeos meets only 8 out of 29 outcomes by executing 7 transactions. Even though Moodle and ILIAS has achieved higher number of outcomes as compared to Dokeos, all three OS e-learning systems till have a huge scope for improvement in different stages of development. A percentage of achievement is calculated for each of the development stages based on the ratio between the number of outcomes achieved and the number of outcomes listed in the standard. For instance, in case of requirement analysis, the standard had prescribed eight outcomes as desired outcome of which Moodle satisfied four. Therefore, the achievement for Moodle under RA is 50%. Table 6.4 shows the percentage of achievement for each of the six stages for all three OS e-learning systems, along with the overall achievement ratio.

<table>
<thead>
<tr>
<th>Development stage</th>
<th>OS Systems</th>
<th>Moodle</th>
<th>ILIAS</th>
<th>Dokeos</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirement analysis process</td>
<td></td>
<td>50%</td>
<td>50%</td>
<td>25%</td>
</tr>
<tr>
<td>Architectural design process</td>
<td></td>
<td>0%</td>
<td>0%</td>
<td>0%</td>
</tr>
<tr>
<td>Detailed design process</td>
<td></td>
<td>66%</td>
<td>66%</td>
<td>0%</td>
</tr>
<tr>
<td>Construction process</td>
<td></td>
<td>100%</td>
<td>75%</td>
<td>75%</td>
</tr>
<tr>
<td>Integration process</td>
<td></td>
<td>57%</td>
<td>42%</td>
<td>42%</td>
</tr>
<tr>
<td>Qualification and testing process</td>
<td></td>
<td>50%</td>
<td>50%</td>
<td>0%</td>
</tr>
<tr>
<td>Overall percentage</td>
<td></td>
<td>53%</td>
<td>47%</td>
<td>23%</td>
</tr>
</tbody>
</table>

Table 6.4 Percentage of process coverage per stage

The achievements listed in Table 6.4 shows the achievement ratio (approx.) and thereby, the weakness in the different development stages of all three OS e-learning systems. Moodle with 53% has the highest achievement rate. On the other hand, with an achievement rate of only 23%, Dokeos performs very
poorly. Notably, all three OS e-learning systems have significant weakness in most of the development stages, except for construction stage. The next section describes the proposed generalized OSSD process.

6.4 Proposed Generalised OSSD Process

A generalized OSSD process could be used by the OS community to develop new e-learning systems or could be applied to the existing e-learning system development. Particularly, according to the software development process definition (Chapter 2), the generalized OSSD process would specify the following:

- The different stage of development and their ordering
- The frequency with which each development stage is executed
- The important activities involved in each development stage.

At this stage, it should be noted that the proposed OSSD process does not specify on how a particular activity should be carried out. Further, it does not enforce the community on who should carry out a particular activity but rather provides guidelines on various stages of development, along with the major activities for each development stage that the OSSD community should follow, while developing OS e-learning systems.

6.4.1 Overview of Development Stages

The three OS e-learning systems considered in this study have activities performed in five out of six stages. However, the degree of completion with respect to each development stage is different for each OS e-learning systems. Hence, the percentage of outcome achieved by the OS e-learning systems for each of the lower-level processes stated by the standard is considered as an important criterion for selecting the different stages of development. In order to do so, a four-level classification is considered for the percentage of outcome achieved; and is shown in Table 6.5. If a particular e-learning system has achieved 0 - 15% of the outcome it is considered to be ‘NIL’. If it is 15.01 - 50%, then it is stated as ‘Partial’. If an OS e-learning system has achieved 50.01 - 90%, it is stated as ‘Major’. Finally if a particular e-learning system
has satisfied 90.01 - 100% of the outcomes as stated by the standard then it is termed as ‘Complete’. If any of the three OS e-learning systems’ outcomes prescribed for the lower level process in the standard is in the category, ‘Complete’ or ‘Major’, then that particular lower level process/development stage is added to the proposed OSSD process. In addition, if two out of three OS e-learning systems has performed a particular lower level process and the expected outcomes are categorized under ‘Partial’, then again, it is added to the proposed OSSD process, with some suggestions for improvement.

<table>
<thead>
<tr>
<th>Outcome Achieved in %</th>
<th>Category</th>
</tr>
</thead>
<tbody>
<tr>
<td>0 – 15%</td>
<td>NIL</td>
</tr>
<tr>
<td>15.01 – 50%</td>
<td>Partial</td>
</tr>
<tr>
<td>50.01 – 90%</td>
<td>Major</td>
</tr>
<tr>
<td>90.01 – 100%</td>
<td>Complete</td>
</tr>
</tbody>
</table>

**Table 6.5 Category based on percentage of process coverage achieved**

For the proposed OSSD process, five development stages are selected from the existing OS e-learning systems. They are: design specification stage, implementation stage, software testing stage and integration & release stage. Notably, the architecture design stage is not selected from Table 6.4. There are two reasons for the same. Firstly, none of the three major OS e-learning systems have considered it in the design, Secondly, OS e-learning system is a continuously evolving software product and hence, there is no specific stage allotted for architecture design. However, at the same time, an additional stage is considered. This is the feature selection stage that is added as the first development stage. Though feature selection and its corresponding activities have been carried out implicitly by the OSS community, the proposed OSSD process makes this an explicit development stage. This is because; it is a crucial starting point for any feature to be developed for an OSS system. Hence, the proposed OSSD process has six development stages. They are:

- Feature selection stage
- Requirement specification stage
- Design specification stage
- Implementation stage
- Software testing stage
- Integration and release stage
Fig. 6.2 Different stages in the proposed generalised OSSD process

Fig. 6.2 depicts the proposed OSSD process with six development stages. Of these six stages, the first four stages are iterated before proceeding to the next stage. Further, the iterations between the stages prescribed in the proposed OSSD process can be seen commonly in many development processes and also within the OSS development community’s current development practices.

These iterations are proposed to be carried out based on the following:

- Iterations are proposed for the stages where many number of geographically dispersed community members work together in achieving a particular activity/task; or if more than one type of actor is involved in finishing a particular activity.

- Iterations are prescribed for those stages where the completion of an activity of one development stage depends upon the activity of another stage.
Further sections in this chapter will present each development stage along with the suggested important activities, followed by a detailed discussion on the same.

6.4.2 Stage 1 – Feature Selection Stage

**Description:** It is the first development stage where the right candidate feature(s), are selected for development by the OSS community.

**Suggested Important Activities:**
(a) Development of ‘feature requirement document’ and its further review, before they are selected for development.
(b) Selection of the feature by the entire community, based on the feature requirement document.
(c) Addition of all selected features to the feature development roadmap.

**Discussion:** A feature requirement document can be a wiki document/ general document that could be attached in the community forum or any other mechanism that the community is comfortable with. This document can be very brief and should state the purpose of the feature, the beneficiary of the feature and other user related and technical details (depending upon the proposed feature). This document should be reviewed by the core team and once reviewed and satisfied, these documents should be published openly to the entire community. This document not only helps in identifying the correct candidate feature but also helps the community as a whole to understand what is going to be developed for their OSS.

In addition, the selection of the feature should be based on the feature requirement document. The entire community members are required to participate in its selection and are a mandatory activity. The OSS community can adopt any mechanism to encourage its community to involve themselves in this activity (feedbacks, voting, etc.). Once the feature is selected by the community these are then added to the feature development roadmap. This roadmap would contain the entire list of features that are selected for further development. Further, a person/team is initially appointed / selected for each of
the selected candidate features. Having a dedicated contact person makes it easy to manage/engage with the community at the initial stages of development.

**Iteration:** The feature selection stage can be iterated few times in order to make sure that the feature requirement document is clear enough for the community to understand and also to encourage more and more community members to participate in the selection process.

### 6.4.3 Stage 2 – Requirement Specification Stage

**Description:** Requirement specification is the second stage in the OSSD process where the software requirements are identified and elucidated before proceeding towards software development.

**Suggested Important Activities:**

(a) Development of the requirement specification documents; and subsequent iteration until it is widely accepted.

(b) Identifying the developers/team of developers who would work on the selected feature.

(c) Verifying and freezing the requirement specification document for the latest product release.

**Discussion:** The requirement specification document that is developed in this stage should briefly reiterate the purpose of the feature, followed by identification of the clients/stakeholders/users. In addition, this document should list the constraints, along with functional and non-functional requirement. Further, they can also specify any open issues or any new problems in the software requirement specification document, so that the community members when reading might help the developer/developer’s team with some suggestions. Also, the OSS community should start identifying the team members/developers (volunteers) who would be working on each of these selected candidate features for development. Notably, the core team should review the requirement specification documents along with newly formed team of developers before being published openly to the entire community.
stage, the core team can freeze these documents once the community is happy with the requirements.

*Iteration:* The requirement specification stage is iterated until the document is clear and satisfies the user requirement.

### 6.4.4 Stage 3 – Design Specification Stage

*Description:* Design specifications are developed based on the accepted requirements which will be the basis for software implementation.

*Suggested Important Activities:*

(a) Development of design specification document for the selected feature that would satisfy the requirements.

(b) Amendment of the design document, if required, based on the core teams feedback/suggestions and its publication to the entire community.

*Discussion:* The design specification that is developed for the selected feature should describe how the feature is going to be implemented (coding). It is totally up to the OSS community to decide upon the language that they are going to use within their community. The newly formed team (selected/volunteered in the development stage) should come up with this design document. The core team would review these design documents and would give comments/feedbacks on the same in order to improve the design document. The developers are required to make the necessary changes and make it available to the entire community. This gives a clear picture to the community members about the feature to be developed. Also, it would give an idea on how to use the feature and clear other basic doubts that they might have. In addition, design experts within the community could give their opinions/suggestions during development which might be helpful for the developer/developer’s team.

*Iteration:* This stage is iterated few times in order to make sure that the design document is representing the feature requirement and is clear enough for the community to understand.
6.4.5 Stage 4 – Implementation Stage

**Description:** Implementation stage is a one where the developer/developers team implement the feature (coding) based on the design document to satisfy the user requirement and produce a workable software feature.

**Suggested Important Activities:**
(a) Development of a brief implementation document.
(b) Implementation of the selected feature based on its design specification.
(c) Development of unit testing strategy.

**Discussion:** The developers should be encouraged to decide how they are going to approach the implementation. They should ensure that it is clear enough to be written as a brief implementation document; along with initial and tentative deadlines for the feature to be implemented. Developing an implementation document encourages the community to actively participate in testing the feature once the local release is done. In addition, the developer/developer’s team needs to update the community regarding the implementation periodically using community wiki’s, blogs or any other social media that is used within the community. An important task in this stage is to actually implement the feature. In addition to this, the developer/developer’s team are required to come up with a simple unit testing strategy. The OSS community could identify/volunteer/elect/appoint a person/team from within the development team and can use their own template to develop the unit testing strategy. This unit testing strategy can be published publically for anyone to use it after the local release. Unit testing helps the OSS developer/developer’s team to identify any issues early in the development cycle, facilitates any changes that need to be done, simplifies the integration process, etc. Defined unit testing strategy enables them to identify the bugs before the local release and can also be fixed.

**Iteration:** The implementation stage is iterated few times until the development team/developer is satisfied with what is already implemented. Also, these are iterated to fix any issues identified during unit testing.
6.4.6 Stage 5 – Software Testing Stage

**Description:** In the software testing stage, the implemented software is tested to satisfy the design document that was developed based on the user requirements.

**Suggested Important Activities:**

(a) Development and verification of initial and important test cases for the OSS community.

(b) Testing the locally released OSS feature.

(c) Reporting the bugs encountered and fixing the same.

**Discussion:** The OSS environment has the biggest advantage of having a huge number of testers/community members to identify any issues/bugs before the feature is released as a part of major product release. In order to take advantage of this, the initial and important test cases are published openly to the community members. This may help the community to head start the testing process and they may then further explore the feature through testing. In addition, this might help any new testers within the community to understand how to perform testing before the major release. The developer/developer’s team could propose these test cases which the core team or any person appointed by the core team could approve/make changes as required and post it to the community. The entire community should be encouraged to take part in the testing activity. The community member could use the initial test cases to commence testing. Also the community could be given a time frame within which they could carry on testing and at their ease. For instance, the time frame can be until a week or two before a major product release. Also, the proposed OSSD process suggests the OSS community to have their bug tracking system in place. This will help the community to report all the identified bugs/issues in one common place from which the developers/volunteers from within the community can fix the issues without missing any important fixes they are suppose to do before the major product release.
**Iteration:** There is a need for multiple iteration of this stage for developing, correcting and approving the initial test cases. Once the bugs are identified, it has to be fixed by the developer/developer team and therefore there is a need for iteration between the implementation stage and testing stage until the developed feature satisfies the users.

### 6.4.7 Stage 6 – Integration and Release Stage

**Description:** This is the final development stage wherein, the developed and tested feature is integrated with the main OSS product and released as a part of the main product to all its community members and users.

**Suggested Important Activities:**

(a) Verifying the list of features under developed roadmap and making sure that they are developed and tested.

(b) Developing release roadmap before the actual release.

(c) Verifying the implemented feature before integration and release.

(d) Updating the release roadmap list if required; followed by integration and release of the OSS feature as a part of main OSS product.

**Discussion:** It is important to make sure that all the items listed under the development roadmap (6.4.1.1) are developed and tested successfully before the final integration and release. The release roadmap is then developed which lists all the items that would be integrated and released. These features should be released along with all the necessary supporting documents for all such items. Further, the core team has to verify if all the features implemented satisfies the requirement and design specification that are developed for that item (6.4.1.2, 6.4.1.3). Once these release items are verified and signed off by the core team/responsible person, the final list of release items are published along with its supporting documents, which are then integrated and released in public domain.

**Iteration:** The OSS development supports continuous evolution. Hence, once the feature is integrated and released, it is iterated back to the ‘feature selection stage’ (6.4.1.1). The process starts again with identifying the right candidate...
feature and its development as the successful OSS products are evolving products which will be always ready to address the need of its users/community at all given time.

6.4.8 Summary of OSSD Process - Stages and Activities

The proposed OSSD process has six development stages. Specific activities pertaining to each stage are suggested in the proposed process. In total, there are 18 important activities that are suggested. These are summarised in Table 6.6 for each development stage for a quick review.

<table>
<thead>
<tr>
<th>Development Stages</th>
<th>Suggested Important Activities</th>
</tr>
</thead>
</table>
| **Feature selection stage (single-phase stage with iterations)** | Develop and further review the ‘feature requirement document’ before they are used for feature selection.  
Entire community should use the feature requirement document and also take part in selecting the right candidate feature for development.  
All selected features should be added to the development roadmap. |
| **Requirement specification stage (single-phase stage with iterations)** | Develop ‘requirement specification document’ and refine it in ‘n’ iterations, until widely accepted.  
Identifying the developers/team of developers who would work on the selected feature.  
Verify and freeze the requirement specification document for the latest product release. |
| **Design specification stage (single-phase stage with iterations)** | Develop design specification document for the selected feature that should satisfy the requirements.  
Update the design document based on the core teams feedback/suggestions (wherever necessary) and then publish it to the entire community. |
| **Implementation stage (single-phase stage with iterations)** | Develop a brief implementation document.  
Implement the selected feature based on design specification.  
Develop unit testing strategy. |
| **Software testing stage (single-phase stage)** | Develop and verify initial and crucial test cases for the OSS community.  
Test the locally released OSS feature.  
Report the bugs encountered and fix the same. |
Table 6.6 Important activities suggested for all stages of OSSD process

<table>
<thead>
<tr>
<th>Development Stage</th>
<th>Activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>Integration and release stage (single-phase stage)</td>
<td>Verifying the list of features under developed roadmap and making sure that they are developed and tested.</td>
</tr>
<tr>
<td></td>
<td>Develop release roadmap before the actual release</td>
</tr>
<tr>
<td></td>
<td>Verify the implemented feature before integration and release.</td>
</tr>
<tr>
<td></td>
<td>Update the release roadmap list if required; followed by integration and release of the OSS feature as a part of main OSS product.</td>
</tr>
</tbody>
</table>

6.5 Summary

This chapter began with a brief comparison of the results of the activity flow diagram along with DEMO methodology results for all three OS e-learning systems. This was followed by a brief description of ISO/IEC 12207:2008 standard and a mapping between the standard and the outcomes achieved by the three OS e-learning systems. Subsequently, this chapter presented the proposed ‘generalised OSSD process’ in detail. The proposed process identified six development stages and its order of execution, along with the corresponding iteration pattern. Further, the major activities for each development stage were suggested along with a detailed discussion. The next step is the validation of the proposed OSSD process, which is explained in detail in the next chapter.
7. Validation of Proposed OSSD Process

7.1 Introduction

Any new software development process that has been proposed needs to be first validated in order to ensure that it is complete and acceptable. Hence, this chapter describes the validation of the proposed OSSD process. The validation approach is explained in detail along with its results and inference. In addition, this chapter addresses the feedbacks and comments received from the experts.

The proposed OSSD process can be validated in many different ways. The first technique that was considered was to handover the proposed OSSD process to the OS development community and develop an OSS feature for an e-learning system. Similarly, the second technique that was considered was to develop an OSS feature for an e-learning system in an academic environment. Both these techniques had the advantage of precisely pointing out the advantages and the drawbacks of the OSSD process. In fact, handing it over to the OSS community would have provided a very clear picture on the practical issues faced during the development of OSS feature.

However, the main drawback of both these techniques was the time constraint. It would take considerable time for the OS community/academic researchers to develop a new OS feature based on the proposed OSSD process; and then provide their suggestions and feedback. Further, since the OS development community is usually geographically distributed, it would require me to be personally involved in the development of the OSS feature, in order to meaningfully evaluate the results of the proposed OSSD process. However, this was again not possible because of the time constraint.

A third technique, known as ‘expert review’ method was therefore considered in this research work (Vredenburg, et al., 2002). It is a simple yet reliable approach with an added advantage of quick turn-around time. It is a well-
known approach in computing (Budgen, et al., 2008), specifically in software process area (Dyba, 2003). It is also described as an “Evaluation method” (Holz, et al., 2006). Importantly, the ‘expert review’ method is seen as an ad-hoc method used by one or more experts for evaluation (Molich and Jeffries, 2003). Therefore, in this research, the OSS experts were requested to review the proposed OSSD process and give their feedback. Based on their reviews/feedback, the proposed ‘generalised OSSD process’ was then further improved.

### 7.2 Expert Review Approach

The expert review approach can be divided into six different phases as seen in Fig. 7.1. In the first phase, the experts were identified, taking into account three key criteria. These are:

- The experts should have sufficient knowledge about the various software development processes and models.
- The experts should actively participate or should have actively participated in the OSS development.
- The experts should have a good knowledge about how the OSS products are developed as a whole in an OSS development environment

While selecting the experts, preference was given to those people who had prior experience in OS e-learning system development. Once the experts were identified, individual request were sent to them along with a two-page document. This document briefly explained the back ground of this research, the expected outcome, the validation process in order to provide them a fair idea of what is expected from them. Depending on the received feedback and the willingness to serve as reviewers, three experts were selected for the validation process. The proposed OSSD process was then e-mailed to them so that they could study and examine it well in advance.
The next task for validation was to select an appropriate instrument/tool that could be used as a means to collect the validation results. There are various tools like diary method, interviews (online/telephonic/personal/mail), questionnaire, observation, etc. However, the questionnaire based approach was selected for this research work. This is because of the following three reasons:

- The experts were geographically distributed. Hence, having a questionnaire-based approach enabled them to give their feedback at their own time and was not confined to do in a particular time.

- The questionnaire-based approach formed a direct basis where they would have to answer specific questions with regard to the proposed OSSD process. This would enable us to streamline the received feedback; and improve the process accordingly. Further, this questionnaire facilitate in collecting detailed information as compared to interview/paper based surveys (constraint on time and length/pages of questionnaire). In addition having a questionnaire helps in structuring the questions especially when it has many branches, as in this work.

- Implementing a questionnaire was quick and cheap as compared to other methods (Munn and Drever, 1990; Basili, et al., 1998).

Section 7.3 will present in detail the various aspects of the questionnaire and how it was being developed. Further, once the questionnaire was developed, it
was sent to the OS experts for validation. They were initially given two weeks time for completing the questionnaire and submitting the same. In case of any further delay, a reminder e-mail was sent to them every week until they responded to the e-mail or submits the questionnaire. Also, the experts were free to ask any doubts or concerns with regard to either the questionnaire or the proposed process itself. This helped in collecting the information as accurately as possible. Once the experts completed the review and clicked on the ‘submit’ button, the results were emailed to me and also, a copy of their feedback was saved for any future record. The results were then evaluated; and based on this evaluation; the proposed OSSD process was improved. The next section presents the format and the structure of the questionnaire for validation purpose.

### 7.3 Validation Questionnaire

The validation questionnaire was developed as a web-based questionnaire. The tool used to create the questionnaire was a web-service provided by ‘JotForm’ and can be accessed from [www.jotform.com](http://www.jotform.com). The questionnaire was structured into different sections based on various development stages of the proposed OSSD process. This made it possible to collect and analyse the results easily for each individual development stage. The questionnaire started with a section dedicated for collecting personal/background information about each of the experts. This helped in identifying the experts. Each of the sections had a title, the instructions to answer the questions and followed by the question itself. At the end of each section, the experts were provided a choice of either going to the next section or go back to the previous section, in order to modify any details/information provided. Importantly, the experts had to finish all the sections and only then could submit their responses.

The questionnaire was composed of both close-ended questions like ‘Yes/No’; ‘Multiple choice’ questions and at the same time, also had open-ended questions. The motive was to get their response on each and every development stage and also about the over all process. In-addition, the experts could provide their comments for each close-ended question. This helped in
getting a detailed feedback from them. The word limit was restricted to 100 words for close-ended questions while it was 500 words for open-ended questions. Importantly, all questions were mandatory. Hence, the experts had to answer all questions in each section, though providing comments were kept optional. For further details, please see Appendix B, which includes the entire questionnaire that was used by the expert reviewers for validation.

The final three phases of validation shown in Fig. 7.1 comprised of six tasks and is shown in Fig. 7.2.

![Fig. 7.2 Development and usage of the questionnaire](image)

Before preparing a questionnaire for validating the OSSD process, it is important to understand the need and the aims of such a process. Hence, as a first task, the validation goals and aims were identified. The aim of validation is four fold and is listed below.

- Verify whether the proposed OSSD process is feasible to be used in an OS development environment.
- Verify whether the proposed OSSD process is ‘complete’ with all the required stages of development.
- Get the experts feedback on the proposed process so that it can be improved wherever required.
Identify the concerns of the OS experts in using the process for developing an OSS product in an OS environment.

Once the goals have been made clear, the questionnaire was structured, developed and refined accordingly. The questionnaire was sent to three experts for validation via e-mail with a personalised request, along with a web-link. The professional experience of the three experts could be seen from Table 7.1. The first two experts had worked in OSS development for 4 years and 3 years respectively while the third expert had been working on OSS development as a developer for less than a year. However, all the experts had sufficient knowledge about various software development processes and also were well-informed about the OSS development practices. Notably, all three experts could directly access the questionnaire using the web-link. Further, the experts validated the proposed OSSD process and submitted their comments/feedback using the online tool.

<table>
<thead>
<tr>
<th>Expert(s)</th>
<th>EXPERT 1</th>
<th>EXPERT 2</th>
<th>EXPERT 3</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Years of experience</strong></td>
<td>4</td>
<td>3</td>
<td>0.6</td>
</tr>
<tr>
<td><strong>Number of OSS projects worked on</strong></td>
<td>2</td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td><strong>Knowledge on OSS Development Practises</strong></td>
<td>Proficient</td>
<td>Proficient</td>
<td>Proficient</td>
</tr>
</tbody>
</table>

Table 7.1 Information on the expert’s professional experience

The questions asked in the questionnaire are available in Appendix C which also includes the expert’s feedback/answers in a tabular representation. Particularly, in case of objective-type questions; if the experts had contradicting answers for a particular question, then the decision on OSSD process alteration was done based on their comments.

7.4 Result Interpretation and Process Amendment

This section presents the feedback received from the experts for each of the development stages along with the corresponding comments/opinion given by the experts for improving the process. The experts gave their
opinion/comments for improving few stages which they were not completely satisfied.

The results are discussed for each of the development stages, taking into account the feedback received from individual experts. For each stage, the individual experts’ feedback/concern is reported along with the reason for concern. Further, a response is provided for each concern raised by the experts. Finally, the proposed OSSD process is amended depending on the feedback/comments and is presented accordingly. These amendments include - an alteration to the development stage as a whole, alteration with regard to the activities carried out or the frequency with which the development stage/activities of a development stage are preformed, wherever necessary.

7.4.1 Feature Selection

7.4.1.1 Expert 1:

**Feedback/Concern:** According to the first expert, the ‘feature selection’ stage was not realistic, especially because the proposed process suggests that the entire community should participate in feature selecting before it is developed.

**Reason for Concern:** Going through the feedback of expert 1, it could be made out that that the expert had compared the proposed process with the OSS that the expert had been working with. His major concern was that the features were developed only when funding was approved.

**Response to the Concern:** The issue of funding approval is not true for most of the OSS products, as many of them are developed for addressing the immediate need and hence, the OS developer does not wait for funding. The OS community mainly invests time and effort in developing a feature. Hence, the expert’s concern would not be significant, especially if the OS feature is of high importance.

7.4.1.2 Expert 2:

**Feedback/Concern:** According to the second expert, there should not be an over dependence on the core team.
**Reason for Concern:** According to this expert, the proposed way of feature selection might be appropriate for small and very crucial features but might not suit a very large feature. In fact, this might make the core team to spend lot of time in feature selection.

**Response to the Concern:** Although he points out the core team cannot be given too much authority, he also mentions that only the core team is capable and hence, should be responsible for selecting and finalising the feature for development. This was a self-contradicting statement.

7.4.1.3 **Expert 3:**

The third expert did not suggest any changes to this stage.

7.4.1.4 **Amendment in Proposed OSSD Process:**

The feature selection process was explicitly divided into two phases, based on the feedback of the second expert. In the first phase, the OSS community would take a lead in selecting the feature for development (for instance, voting and suggestions). In the second phase, the core team would take the final call. This would provide equal opportunity to both the core team and the community in selecting the feature for development and would not make anyone in the OSS community to feel less important.

7.4.2 **Requirement Specification Stage**

7.4.2.1 **Expert 1 and Expert 3:**

The first and third expert did not suggest any changes to this stage.

7.4.2.2 **Expert 2:**

**Feedback/Concern:** Freezing the feature requirement specification is too strict for an OSS environment.

**Reason for Concern:** Freezing the feature requirement might result in the feature not being improved/ elaborated. Further, in an OSS community, the
document should be kept open even during its development to the entire community.

**Response to the Concern:** The proposed OSSD process suggests freezing the feature requirement specification only for the immediately occurring feature release. Also, the core team can freeze the requirement only if the entire community or at least the working team agrees on the proposed feature specifications. In addition, it is important to understand that the proposed OSSD process visualises the OSS development as a continuously evolving process. Hence, freezing the requirement would assist the community to focus on developing the feature. Notably, if someone requires the feature to be elaborated later, the OSS community would allow them to raise a request for new development.

With regard to keeping the requirement document open at all stages to the entire community, it is not a major issue and could be decided by the respective OS community. However, an important point to be noted is that publishing an incomplete, unclear document might create confusion among the entire community. This was the main reason why the proposed OSSD process suggested making the document open to the community once the initial version is developed. The community could then provide suggestions/recommendations for improving the same.

### 7.4.3 Design Specification Stage

#### 7.4.3.1 Expert 1:

**Feedback/Concern:** The first expert again had a comment with regard to arranging the finances for the design activities.

**Response to the Concern:** As previously mentioned; not all the OSS developing community, aim to have finances arranged for developing an OSS feature.
7.4.3.2 **Expert 2 and 3:**

**Feedback/Concern:** Allowing the entire community to validate the design specification may be too tedious. Hence, only the core team should be given full authority to validate the design process.

**Response to the Concern:** The proposed OSSD process suggested a similar approach, with the additional prospect for the OS community to give their suggestions with regard to improving the design. This was because; there could be occasions where the unseen problems could be identified by third parties.

7.4.3.3 **Amendment in Proposed OSSD Process:** Having the design specification validated by the entire OSS community is not mandatory but would be highly recommended. The decision could be taken appropriately by the core team depending upon the feature under development.

7.4.4 **Implementation Stage**

All three experts stressed and acknowledged the importance of the unit-testing strategy adopted in this stage, in the proposed OSSD process.

7.4.4.1 **Expert 1 and Expert 3:**

The first and third expert did not suggest any changes to this stage.

7.4.4.2 **Expert 2:**

**Feedback/Concern:** The proposed OSSD process should emphasis on publishing the inter-mediatory milestones that are usually achieved during the software implementation stage.

**Response to the Concern:** This is an important point to be considered, as the proposed process only suggested periodic update about development stage.

7.4.4.3 **Amendment in Proposed OSSD Process:**

The proposed OSSD process is modified such that, as and when the community achieves a milestone (even if it is an intermediary one); it should
be published to the entire community. This would have an added advantage that the development progress would be periodically revealed to all stakeholders.

7.4.5 Software Testing Stage

7.4.5.1 Expert 1:

The first expert did not raise any major concern and did not suggest any changes to this stage.

7.4.5.2 Expert 2 and 3:

**Feedback/Concern:** Providing explicit criteria for testing before the OS community start the actual testing might limit the overall testing scenario. Further, the community as a whole should use a bug tracking system.

**Reason for Concern:** The tester might not look beyond the test case that is already provided. The bug tracking system would ensure that all the bugs are fixed.

**Response to the Concern:** Providing an explicit criterion for testing would enable the new comers is the OS community to kick start their testing expedition.

7.4.5.3 Amendment in Proposed OSSD Process:

The proposed OSSD process would stress the OSS community to incorporate a bug-tracking system. Further, the process suggests performing testing activities during various stages of development especially when multiple components interact with each other.

7.4.6 Integration and Release Stage

One of the experts overlooked the necessity of verifying the software unit produced with the requirement and design before release. On the other hand,
the other two experts stressed the importance of verifying it against the requirement and design.

Hence, due to the majority of experts (two out of three) are in favour of verification, the verification stage was maintained as originally proposed.

7.4.7 Summarizing the Process Amendment

All three OSS experts were fairly content with the proposed OSSD process and also provided their feedbacks/comments for each individual development stage. Out of six development stages, significant concerns were raised for three stages. They were Feature Selection Stage, Design Specification Stage and Software Testing Stage. Further, there was a concern with regard to the Implementation Stage. These stages were amended in order to address the reviewers concerns and to improve the overall process. Table 7.2 lists the amendments with respect to the important activities carried out in major development stages.

<table>
<thead>
<tr>
<th>Development Stages</th>
<th>Amendment(s) to the Process Activities</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Feature selection stage (Two-phase stage with iterations)</strong></td>
<td>Feature selection is divided into two phases.&lt;br&gt;(i) In the first phase, community selects feature for development.&lt;br&gt;(ii) In the second phase, core team takes the final call on all the selected features before adding it to the roadmap.</td>
</tr>
<tr>
<td><strong>Design specification stage (single-phase stage with iterations)</strong></td>
<td>Recommends that the entire community take part in validation of the design documents but is optional.</td>
</tr>
<tr>
<td><strong>Implementation stage (single-phase stage with iterations)</strong></td>
<td>(i) Publish all the inter-mediatory milestones to the entire community.&lt;br&gt;(ii) Publish updates periodically regarding the development.</td>
</tr>
<tr>
<td><strong>Software testing stage (single-phase stage)</strong></td>
<td>(i) Stresses on the usage of bug-tracking systems.&lt;br&gt;(ii) Recommends performing testing/review activities at different stages of development rather than putting it as a last one.</td>
</tr>
</tbody>
</table>

Table 7.2 Amendments to process activities
The amendment for Feature Selection stage includes dividing this stage into two sub-stages. In the first sub-stage, the OSS community would select the feature for development. In the second sub-stage, the core team would decide on the features based on the community’s choice. For the Design Specification Stage, the proposed process recommends that the entire community take part in validation of the design documents. However it is not mandatory and could be decided by the core team based on the feature under development. The amendment to the Implementation Stage includes publishing the intermediary milestones along with the periodic updates. Finally for the Software Testing Stage, the proposed process stresses on using bug-tracking systems. This would help in tracking all the important bugs so that it can be fixed before the release. Further, the proposed OSSD process suggests performing testing activities during various stages of development, especially when multiple components interact with each other.

Notably, a concern was raised by one of the expert on the Requirement Specification Stage and Integration and Release Stage. However the reason given by the expert was either inconsequential and/or biased. Therefore, no changes were recommended to these two development stages.

7.5 Summary

In this chapter, various validation approaches appropriate for this research work were discussed. Further, an explanation was provided on the selected ‘expert review’ approach followed by a detailed explanation on the questionnaire-based technique that was selected to realize the ‘expert review’ approach. The feedback from the experts were then interpreted along with their major concerns and the reasons for those concerns. Importantly, all the major concerns were addressed and the proposed generalized OSSD process was improved as when and where required. The next chapter would conclude the thesis and particularly, revisit the research questions. Notably, it would point out the advantages and limitations of this work, along with the potential future research direction.
8. Conclusion and Discussion

8.1 Introduction

This is the final chapter of this thesis. It provides a brief insight to the research work by revisiting the various research questions formulated at the beginning of this thesis. The implication of the proposed OSSD process is then described with respect to OS e-learning system development. Further, the limitations of this work are presented along with the possible future work pertaining to this research.

8.2 Research Insights - Revisiting Research Questions

The goal of this research work was to develop a generalised OSSD process that would enable the OS community to work together and develop more efficient OS e-learning systems. The fundamental question that defined the development of new OSSD process was, “What approach should be followed in order to design a generalized OSSD process?” Answering this broad question required it to be broken down into four basic yet important research questions. These are revisited in order to ensure that answers to these research questions were considered completely while developing the new OSSD process.

**RQ1:** What are the current development practices followed by the OS e-learning product development communities?

To begin with, different OS e-learning systems were sampled and three popularly used OS e-learning systems were selected as the basis. These include, Moodle, ILIAS and Dokeos. Subsequently, the development practices were analysed for each of the three OS e-learning systems which resulted in deeper understanding of their current practices.

**RQ2:** How should the current development practices be assessed in order to design a generalised OSSD process?
Each of the three selected OS e-learning systems was modelled using activity flow diagrams. However, it had two major drawbacks. Firstly, this representation did not identify exactly which actors were involved in carrying out a particular activity/task. Secondly, the activity flow representation did not specify the outcome of a particular activity. In order to overcome these drawbacks, DEMO methodology was adopted and DEMO models were created for each of the three OS e-learning systems. These models facilitated in identifying the following:

- Various implicit and explicit development stages
- Various activities carried out for each development stage
- Different actors involved in the development activities and
- Outcome of each development activities.

**RQ3: How is the OSSD process designed based on previous findings?**

The activity flow diagram and the DEMO models assisted in identifying the output created by each activity. However, consolidating these results alone did not help in developing the generalized OSSD process. This is because, various e-learning communities followed different approaches towards software development. Thereby, they differed in the execution of various development stages and the corresponding activities. All of them produced a mix of various other outcomes which made it difficult to generalise. Therefore, a well defined standard, ISO/IEC 12207:2008 was used as a foundation tool in designing and proposing the generalised OSSD process. The ISO/IEC 12207:2008 standard provided a list of all desirable outcomes that one could produce when executing the lower level process. These outcomes were comparable with the outcomes identified using DEMO models. Subsequently, the result of DEMO models and activity flow diagrams were used in conjunction with the standard in order to develop the proposed OSSD process.

**RQ4: What approach should be followed to assess the proposed process and also to evaluate results of the appraisal?**
This question could also be written as, “How should the proposed OSSD process be evaluated?” In this research work, considerable deliberation was done with regard to selecting an appropriate validation mechanism. Though the proposed OSSD process was designed mainly for the OS development community, in this case, it has been developed as a Master’s research work carried out in an academic environment. Hence, due to the time and resource constraints, the proposed OSSD process was validated using an ‘expert review’ method. Accordingly, the proposed generalised OSSD process was presented to three external experts along with a detailed web-based questionnaire. Based on their feedback, the results were then analyzed and the proposed OSSD process was modified accordingly wherever required.

8.3 Implication

The proposed OSSD process described the different stages of development and their ordering, the frequency with which each development stage is executed and notably, the important activities involved in each stage. There were three major issues identified with respect to OS e-learning systems – issues with respect to software design, the user requirement not being addressed sufficiently and lack of proper documentation (Chapter 2). These issues are addressed in the proposed OSSD process and are mentioned below:

- The requirements should be verified not only by the core team but also by the entire community. In fact, this should start with the feature selection itself where the entire community should be encouraged to select the features based on the initial description provided to them.

- Implementing a detailed design stage should be mandatory, wherein the design documents would be produced by the development team. This would enable the core team to access the feature to be developed and also provide a clear picture of the feature, thereby advancing easily from design to development. Further, having the design document would assist the core team to verify whether the design had completely satisfied the user requirements before development.
• Documents should be developed at various stages, starting from feature selection stage till integration and release stage. However, in order to reduce the amount of documentation, the proposed process suggested keeping the documents brief, while encouraging the community to follow their own template in developing these documents.

8.4 Research Outcomes

This research work began with understanding the current development practices of three major OS e-learning systems (Moodle, ILIAS and Dokeos). An in-depth analysis (comparable with case studies) of the three e-learning systems was then performed. The result of this analysis was then presented using activity flow diagrams. These activity flow diagrams identified the implicit and explicit stages of development followed by the OS community. This is the first and one of the quintessential inputs towards the proposed OSSD process.

In order to build an abstract model independent of the development techniques, the DEMO methodology was adopted to model the development activities of Moodle, ILIAS and Dokeos. This identified both the outcome of each development activity and also the persons responsible for bringing such outcomes into existence. This type of modelling has not been done before for interpreting the development practices followed by the OS e-learning community. Hence, the DEMO models for OS e-learning systems are an important research contribution and form a crucial input towards developing a generalised OSSD process for e-learning systems.

Importantly, a generalized OSSD process has been proposed, taking into consideration the ISO/IEC 12207:2008 standard. The proposed process has six explicit development stages. These are:

1. Feature selection stage
2. Requirement specification stage
3. Design specification stage
4. Implementation stage
5. Software testing stage
6. Integration and release stage

It should be noted, that the feature selection stage mentioned in the proposed OSSD process is unique to the OSSD and has not been explicitly considered before. Significantly, specific activities pertaining to each stage have also been suggested for the proposed OSSD process. In total, 18 important activities have been suggested across the six development stages. However, the proposed OSSD process does not specify the techniques to be used for performing the various activities and keeps it flexible for the community to decide.

8.5 Limitations

It is important to understand that even though the proposed OSSD process has undergone iterations based on the feedback received from external OSS experts, the current form of the proposed OSSD process does have some limitations. Some of the limitations are:

- The proposed generalised OSSD process has been designed based on the comparison of current development practises followed in OS e-learning systems development and the standard’s prescription. Subsequently, the proposed process highlights only the major activities under each development stage and does not list all the activities that have to be performed during development of OS e-learning system.

- The success of an e-learning system depends to a large extent on the ease-of-use/usability. This is because e-learning systems are used simultaneously by different users with varied skill sets. For instance, an e-learning system could be used simultaneously by a student with no prior experience, by a teacher experienced in developing learning contents; and also by an administrator who might be good in managing the system as a whole but might not have experience in developing the content itself. However, the proposed OSSD process does not explore the usability aspect. Though its importance is understood, due to the time constraint, the usability aspect is not explored in this research work.
The proposed OSSD process provided a high level, abstract process for OSS community. But it did not investigate extensively on other process areas and activities. Specifically, it did not suggest precise activities pertaining to any of the six development stages that could enable the community to improve the product’s usability and thereby the product quality.

In this research work, three different OS e-learning systems and their current development practices were considered for developing a generalized OSSD process for e-learning systems. However, other popular OSS product’s development practices (e.g., OS web-browser) were not considered for developing the proposed OSSD process.

With regard to validation, when the experts were questioned about the proposed process, they were inclined to compare it with the development practices followed in their current OSS project. This hinders obtaining a completely unbiased response.

In this research, the validation was carried out by seeking reviews from three OS experts. However, it is slightly debatable whether three reviews are sufficient for improving an OSSD process. Further, the best method of validation would be to follow the process for developing an OS e-learning system feature. However, this could not be done in this work due to time and resource constraints.

Some of the above mentioned limitations could be overcome and the proposed OSSD process could be further adapted in the future.

**8.6 Future Work**

The proposed OSSD process is an initial, generalised, exemplification of the process that could be followed in developing an OSS product. The software process could be further adapted depending on the need and necessity of a particular OSS community and/or the feature developed by them. Some of the notable directions in which this research work could be extended are as follows:
• **Usability:** It is a non-functional requirement of a software development process. Also, it is an extremely important qualitative attribute that assesses the ease-of-use of interactive software like an e-learning system. This in fact has a direct influence towards the success of the e-learning system. In this regard, it should be noted that the OS community could be easily motivated to follow software development process as compared to motivating them to follow usability guidelines (Twidale and Nichols, 2005). Hence, a notable future direction would be to work on integrating the usability guidelines into the proposed OSSD process. This is quite a challenging task in itself. The two big questions that need to be answered here would be:
  a. How to consolidate the usability guidelines specifically for e-learning system?
  b. What aspects are to be considered in consolidating the usability guidelines for OS e-learning system?

• **Inclusion of all Tasks and Activities:** The generalised OSSD process could be further elaborated such that it lists all required activities that are to be performed by each of the OSS community during the different stages of development. Further, the process could include all specific tasks and activities pertaining to usability and all other quality attributes. This would not only help in improving the product quality but also enable the users to effectively use the product.

• **Inclusion of Other OSS development Practices:** In order to develop an efficient OSSD process, the best developmental practises of different OSS products needs to be incorporated. Currently, the best practices from popular OS e-learning systems are alone considered for developing the generalised OSSD process. However, other popular OSS product’s (Apache, Mozilla, Linux, etc.) development practises should also be considered and their best practices should be incorporated to enhance the proposed generalised OSSD process.

• **Comprehensive Validation:** A best approach to validate the proposed OSSD process is to develop different OS features based on the proposed
process. This approach would provide a much clearer picture, aide in understanding the inherent weakness of the proposed process, provide a deeper understanding of real world issues and importantly, identify the areas where the proposed process would provide significant benefits.
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APPENDIX A

Benefits and Drawbacks of E-Learning Systems

In general, there are three classes of users for any e-learning system. This includes,

- Learner
- Instructor
- Organization intending to use and provide the e-learning system

It should be noted that the benefits and drawbacks of an e-learning system will be different for different classes of people.

A.1 Benefits

A.1.1 Benefit to the Learners

From the learner’s perspective, there are several significant benefits of using an e-learning system. These include (Kruse, K. 2009; Rosenberg, M. 2009):

- On-demand availability of learning materials that enables the learner to learn anywhere and anytime.
- On-line learning materials enable the learner to learn at his/her own pace which not only leads to higher satisfaction but also assists the learner in achieving his/her learning objective, with significantly reduced stress.
- Interactively engage users, thereby creating inquisitiveness among the users to learn.
- Confidence building measure among the learners by providing them with quick reference materials.
- Decreased time to learn through an intelligent combination of different media formats and animations.
A.1.2 Benefits to the Instructor/Educator

The benefits of e-learning to the instructor are (Bates, A.W. 1997; Kruse, K. 2009).

- Assistance in improving access to education, training materials and support.
- Improvement in the overall quality of learning which benefits the instructor
- Reduction in the energy and cost of travelling (Fletcher, J.D. 1991)
- Training and knowledge transfer in very specific domains can be accomplished easily, efficiently and in a cost-effective manner. This is true in higher-educational institutions and also in industries/corporate world (Fletcher, J.D. 2009).
- Tedious and laborious mechanisms of learning like providing written materials, proofs, documentation, etc. can be automated.

Reduced cost is said to be one of the prominent factor in adopting e-learning systems and is seen not only in educational sector; but also in industrial level, e-learning is used extensively for training purposes.

A.1.3 Benefits to the Institution/Organization

The benefits hold to both the institution acquiring the e-learning system and also the organization that actually develops and provides the e-learning system (Kruse, K. 2009). The benefits are:

- Provide consistent, worldwide training to its employees/learners.
- Reduce delivery cycle time.
- Increase learner convenience.
- Reduce information overload.
- Improve tracking and
- Significantly lower expenses compared to multi-location class room coaching.
An important point to be noted from above is that, an e-learning system provides a clear and distinct benefit to each class of people.

A.2 Drawbacks

An e-learning system has few drawbacks as well, both due to technical and non-technical aspects. These are mentioned as follows:

A.2.1 Drawbacks to the Learners

The drawbacks of an e-learning system from the learner’s perspective are: (Rosenberg, M. J. 2001; Kruse, K. 2009).

- Many learners, especially those who are not from the ICT background are techno-phobic, i.e., they either do not understand or are too awed by the technological component of the system design.
- Huge number of learners does not have access to adequate technological resources. This serves as a major hindrance to the potential learners.
- Reduced social and cultural interaction, which in-turn narrows the thinking ability of the learner.

A.2.2 Drawbacks to the Acquiring Institutions

- Acquiring an e-learning system requires huge upfront investments. This is usually a major bottleneck that prevents an institution in acquiring a high-quality learning system.
- The institution has to ensure that that the instructor or any 3rd party vendor produces sufficient learning content. This is a major task and requires huge investment in terms of time and energy.
- The technology and the infrastructure of the institution should be compatible with the requirements of the e-learning system.

Over the recent years, with wider acceptance of technology and with a greater understanding of the holistic benefits that could be accrued through e-learning, most of the drawbacks have been losing their importance, especially in developed countries and economies. However, the issues are still relevant and
cannot be ignored completely. Further, OS LMS, if and when effectively designed, could overcome several disadvantages. For instance, the upfront investments for using commercial e-learning system can be avoided by going for an OS e-learning systems. Continuing further, several individuals/organizations would switch/have been switching from CS to OS e-learning products if and when they find the e-learning product to be:

- Flexible
- Inclusive
- Authentic
- Relevant
- Effective and
- Globally accepted
APPENDIX B

B.1 OS Expert-Validation Questionnaire

B.1.1 Purpose of the Questionnaire for Validation

The purpose of this questionnaire is to validate the proposed OSSD process for developing OS e-learning systems. This questionnaire aims to extract information on the following:

- Whether the proposed OSSD process supports all necessary stages of development that are required for developing an OS e-learning system.
- Whether the developmental stages are in correct order.
- Whether the development stages iterated sufficiently.
- In the proposed OSSD process, some of the activities and their respective outcomes are made mandatory. The questionnaire aims to verify whether it is necessary and feasible in OS environment.

In addition to these, the experts are also requested to give:

- Details of any changes that they consider to be beneficial to the OSSD process.
- Critique on all the stages of development, highlighting both the negative and positive aspects of the OSSD process.

B.1.2 Structure of the Questionnaire

The questionnaire is developed as a web-form (using jot forms – www.jotforms.com) which the experts can access from anywhere and can submit it online once they are done with it. The questionnaire itself is divided into various sections for ease of analysis. It starts with expert’s identification and their OS experience in order to identify their credentials. Then the questionnaire advances towards the validation of OSSD process where it is divided based on different stages of development.
Most of the questions are objective type questions where the experts are requested to select the answer(s). On an average, there are four objective type questions per section. The experts also have an option of providing comments/feedback for each of the questions and it can be of maximum 100 words.

There are few subjective type questions and its focus is to get the experts personal opinion/experiences, their critique on the OSSD process and further feedback. Maximum of 500 words is allowed for the same. Finally, the experts have to answer all of the questions and submit it once it is done.

B.1.3 Questionnaire

Expert Identification

First Name: _______________________________
Last Name: ________________________________
E-mail ID: _________________________________

SECTION 1 - Background Details

[Please answer all the questions.]

1. How many years of experience do u have in open source (OS) development?
   __________ (in years).
2. For how long are you working in the current project?
   __________ (in years).
3. What is your current project role?
   • Project leader
   • Developer
   • QA analyst
   • Others
   Others (Please specify): ____________________________
4. What are the activities do you currently work on? *(Please select all that applies)*
   - Software requirement
   - Design
   - Coding & unit testing
   - Testing/Integration
   - Software quality assurance
   - Process improvement

5. Do you follow any specific software development process?
   - Yes
   - No
   If YES, please give details: __________________________

6. Do you have any previous experience in software process improvement?
   - Yes
   - No
   If YES, Please brief on your role: ______________________

SECTION 2 – Software Practice – Feature / Requirement selection

*[Please answer all the questions. If you have answered “No” / “Don’t know”, please provide your comment(s) in the comment text box]*

1. Do you think a particular feature should be developed, only after the selection and approval of the same by the core community?
   - Yes
   - No
   - Maybe
   - Don’t know
   Comments: __________________________
2. Do you think it is a good practice to demonstrate the necessity of a feature before selecting the same?
   - Yes
   - No
   - Maybe
   - Don’t know

   Comments: __________________________

3. Whom do you think is responsible for selecting and finalising the feature for development?
   - Community
   - Core team
   - Both
   - Don’t know

   Comments: __________________________

4. Proposed OSSD process requires a brief description of each candidate feature to be published for better selection. Do you think it is a good practice to be carried out?
   - Yes
   - No
   - Maybe
   - Don’t know

   Comments: __________________________

5. Do you think it is necessary to publish the contact details of a person/team for each of the candidate feature (which might helps in further discussions) before the selection process?
   - Yes
   - No
   - Maybe
• Don’t know

Comments: __________________________

6. Do you think the proposed OSSD process needs any change with respect to feature selection? If so, please provide details in the comment textbox below. (Max. 500 words)
Comment: ____________________________________________________

7. Please provide your detailed critique on OSSD process’s feature selection in the comment textbox below. (Max. 500 words)
Comment: ____________________________________________________

SECTION 3 – Software Practice – Requirement Management

[Please answer all the questions. If you have answered “No” / “Don’t know”, please provide your comment(s) in the comment text box]

1. Do you think that the OS community will appreciate the idea of developing the requirement specification for all selected feature before development?
   • Yes
   • No
   • Maybe
   • Don’t know

Comments: __________________________

2. Do you think it is feasible in an OS environment to develop a requirement specification document for all selected feature before development?
   • Yes
   • No
• Maybe
• Don’t know

Comments: __________________________

3. Do you think the OS community will use the requirement specification document as a basis for developing/adjusting development plan/development activities that are to be carried out for implementing a feature?

• Yes
• No
• Maybe
• Don’t know

Comments: __________________________

4. Do you think it is important to review the requirement specification before proceeding further?

• Yes
• No
• Maybe
• Don’t know

Comments: __________________________

5. Do you think the proposed OSSD process needs any change with respect to the requirement management? If so, please provide details in the comment text box below. (Max. 500 words)

Comment: _____________________________________________________

6. Please provide your detailed critique on OSSD process’s requirement management in the comment textbox below. (Max. 500 words)

Comment: _____________________________________________________
[Please answer all the questions. If you have answered “No” / “Don’t know”, please provide your comment(s) in the comment text box]

1. Proposed OSSD process makes it necessary to develop a brief and clear design document. Do you think it is practicable in an OS environment?
   - Yes
   - No
   - Maybe
   - Don’t know

   Comments: __________________________

2. Do you think it is sufficient, if the core team alone validates the design documents?
   - Yes
   - No
   - Maybe
   - Don’t know

   Comments: __________________________

3. Do you think it is important to communicate and share these design documents with the entire community before proceeding towards implementation?
   - Yes
   - No
   - Maybe
   - Don’t know

   Comments: __________________________

4. Do you think it is practical to allow the entire community to validate the design document before implementation?
5. Do you think the proposed OSSD process needs any change with respect to design process? If so, please provide details in the comment text box below. (Max. 500 words)

Comment: __________________________

6. Please provide your detailed critique on OSSD process’s design process in the comment textbox below. (Max. 500 words)

Comment: __________________________

SECTION 5 – Software Practice – Software Implementation

[Please answer all the questions. If you have answered “No” / “Don’t know”, please provide your comment(s) in the comment text box.]

1. Proposed OSSD process makes it necessary to develop and share a very brief implementation document before proceeding further. Do you think it is a good practice?

- Yes
- No
- Maybe
- Don’t know

Comments: __________________________

2. Do you think that sharing implementation document will enable the community to easily and actively participate in the feature development?

- Yes
3. Do you think developing a unit testing strategy and validation of the same by the core team is practical in an OS environment?

- Yes
- No
- Maybe
- Don’t know

Comments: __________________________

4. Do you think the unit testing strategy should be shared with the entire community for better verification and validation of the feature?

- Yes
- No
- Maybe
- Don’t know

Comments: __________________________

5. Do you think the proposed OSSD process needs any change with respect to software implementation? If so, please provide details in the comment text box below. (Max. 500words)

Comment: _____________________________________________________

6. Please provide your detailed critique on OSSD process’s software implementation process in the comment textbox below. (Max. 500words)

Comment: _____________________________________________________
1. Do you think the proposed OSSD process provides sufficient room for quality assurance activities?
   - Yes
   - No
   - Maybe
   - Don’t know
   Comments: __________________________

2. Do you think the proposed OSSD process allows sufficient space for providing reviews/feedbacks by its community towards feature development?
   - Yes
   - No
   - Maybe
   - Don’t know
   Comments: __________________________

3. Do you think there is enough space for addressing the feedbacks/reviews before the feature is released?
   - Yes
   - No
   - Maybe
   - Don’t know
   Comments: __________________________

4. Should the community be provided with a defined set of criteria for testing?
   - Yes
5. If ‘YES’, should the criteria be created/validated by the core team before giving it to the community members for testing?

- Yes
- No
- Maybe
- Don’t know

Comments: __________________________

6. Do you think the proposed OSSD process needs any change with respect to software quality assurance? If so, please provide details in the comment text box below. (Max. 500words)

Comment: _____________________________________________________

7. Please provide your detailed critique on OSSD process’s quality assurance activities in the comment textbox below. (Max. 500words)

Comment: _____________________________________________________

SECTION 7 – Software Practice – Software Integration and Release

[Please answer all the questions. If you have answered “No” / “Don’t know”, please provide your comment(s) in the comment text box]

1. Do you think identifying the release-item(s) well before the release will help the community to plan/develop efficiently?

- Yes
- No
- Maybe
- Don’t know

XV
2. Do you think developing and sharing an integration strategy before release will help the OS community?
   - Yes
   - No
   - Maybe
   - Don’t know

Comments: __________________________

3. Proposed OSSD process requires verification of the software unit produced with the requirement & design before release. Do you think it is a necessary step to be carried out before release?
   - Yes
   - No
   - Maybe
   - Don’t know

Comments: __________________________

4. Do you think it is a good practice to explicitly communicate about the release and the release items to all the affected parties?
   - Yes
   - No
   - Maybe
   - Don’t know

Comments: __________________________

5. Do you think the proposed OSSD process needs any change with respect to software integration and release? If so, please provide details in the comment text box below. (Max. 500 words)
Comment: _____________________________________________________

6. Please provide your detailed critique on OSSD process’s software implementation & release process in the comment textbox below. (Max. 500 words)

Comment: _____________________________________________________

SECTION 8 – General Feedback on the Proposed OSSD Process

1. Do you think the proposed OSSD process have all the necessary stages of development? (Max. 500 words)

Feedback:

________________________________________________________

2. Do you think the development stages are ordered correctly and are iterated sufficiently? (Max. 500 words)

Feedback:

________________________________________________________

3. Please highlight both the negative and positive aspects of the proposed OSSD process. (Max. 500 words)

Feedback:

________________________________________________________
## APPENDIX C

### C.1 OS Expert-Validation Results

#### C.1.1 Expert – 1

<table>
<thead>
<tr>
<th>Question</th>
<th>Answer</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Full Name</td>
<td>Expert 1</td>
</tr>
<tr>
<td>2. E-mail</td>
<td>-</td>
</tr>
<tr>
<td>3. How many years of experience do you have in open source software (OSS) development?</td>
<td>4</td>
</tr>
<tr>
<td>4. How many different OSS projects have you worked on?</td>
<td>2</td>
</tr>
<tr>
<td>5. For how long are you working on your latest OSS project ? (in years)</td>
<td>4</td>
</tr>
<tr>
<td>6. What is your current project role? (select as many as applies and others please specify)</td>
<td>Others</td>
</tr>
<tr>
<td>Others:</td>
<td>E-Learning Consultant in university, using a open-source Learning Management system</td>
</tr>
<tr>
<td>7. What are the different software development activities do you currently work on? (select as many as applies and others please specify)</td>
<td>Software requirement Testing/Integration</td>
</tr>
<tr>
<td>8. Do you follow any documented software development process?</td>
<td>Yes</td>
</tr>
<tr>
<td>If 'YES&quot; can you very briefly describe it?</td>
<td>At we do see the dev guideline of ILIAS. There we can see who the maintainers are, and who is testing the different components. Every summer, we do test some components, and for this we do get</td>
</tr>
</tbody>
</table>
a large xls-document with all test-cases.

At, we write all our feature-requests. Everyone of the community can then add comments. Then we can add the feature-request to a jour-fixe. Everyone can take part in this jour-fixe, but in most cases, only the core-team does join this jour-fixe. If a feature-request is accepted, then we must find funding, and a programming-"company". We do also have a feature-freeze.

At, we do see the roadmap.

At, we do report bugs.

There are also accepted and implemented guidelines: . If a guideline is not used, we can add a bug-report.

1. Do you think a particular feature should be developed only after its selection and approval by the core community?

No

Comments / feedback: No, not every feature must have an
2. Do you think it is a good practice to demonstrate the importance and need of a particular feature before selecting the same?  

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>It is a good procedure that every feature for the core must be open to the community, so every feature must be described in a wiki or another tool. It is also important, that feature-descriptions do explain why this feature is important.</td>
</tr>
<tr>
<td>Don't know</td>
</tr>
</tbody>
</table>

3. Whom do you think is responsible for selecting and finalizing the feature for development?  

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Both</td>
</tr>
</tbody>
</table>

4. The proposed OSSD process requires a brief description of each candidate feature to be published for selecting the right feature. Do you think that performing this task is a good practice?  

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Both. The community does have the needs, the ideas, the end-users. But only the core-team does know exactly the whole concept of a system.</td>
</tr>
<tr>
<td>No</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>---------------------</td>
</tr>
<tr>
<td>This is overkill. In (our) open source community, most features will only be developed if there is some funding. So selecting the right feature is in most cases not an option. OS-Communities can only say: &quot;Good idea - we like and accept it / and give comments&quot;, or &quot;Bad idea - develop it in a branch, or develop a plug-in&quot;.</td>
</tr>
</tbody>
</table>

5. Do you think it is necessary to publish the contact details of a person/team for each of the candidate feature (which might help in further discussions) before the selection process?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Both</td>
</tr>
</tbody>
</table>

6. Do you think the proposed OSSD process needs any change with respect to feature selection? If so, please provide your details in the text box below.

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>The first stage is not realistic. There is really (in our LMS) no selection possible. Important features will be financed with funding of the institutions-members of the community. All other features will only be developed if someone has the funding. And all feature-requests can be open to the community from the beginning.</td>
</tr>
</tbody>
</table>

7. Please provide your detailed critique on the proposed OSSD process's feature selection in

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>No more comments</td>
</tr>
<tr>
<td>Question</td>
</tr>
<tr>
<td>-------------------------------------------------------------------------</td>
</tr>
<tr>
<td>1. Do you think that the OSS community will agree with the idea of developing requirement specification for all selected feature before development?</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>2. Do you think it is feasible in an OSS environment to develop a requirements specification document for all selected features before the development starts?</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>3. Do you think the OSS community will use the requirement specification document as a basis for developing/adjusting development plan/development activities that are to be carried out for implementing a feature?</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>4. Do you think it is important to review the requirements specification by the OSS community even before the design process?</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>5. Do you think the proposed OSSD process needs any change with respect to requirements management? If so, please give us your feedback / comments in the text box below.</td>
</tr>
<tr>
<td>Comments / feedback:</td>
</tr>
<tr>
<td>6. Please provide your detailed critique on the proposed OSSD process's requirements management in the text box below.</td>
</tr>
</tbody>
</table>
1. The proposed OSSD process makes it necessary to develop a brief and clear design document. Do you think it is practicable in an OSS environment?  
   Yes

Comments / feedback:

2. Do you think it is sufficient for the core team alone to validate the design document?  
   Maybe

Comments / feedback:

3. Do you think it is important to communicate and share these design documents with the entire community before proceeding towards the implementation phase?  
   Yes

Comments / feedback:

4. Do you think it is practical to allow the entire community to validate the design documents?  
   Yes

Comments / feedback:

5. Should the entire community be involved in the validation of design documents?  
   Yes

Comments / feedback:

6. Do you think the proposed OSSD process needs any change with respect to the design process? If so, please give us your feedback / comments in the text box below.  
   Already written.

7. Please provide your detailed critique on the proposed OSSD process's design process in the text box below.  

1. The proposed OSSD process makes it

   Yes
necessary to develop and share a very brief implementation document before actually implementing (coding). Do you think it is a good practice?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
</table>

2. Do you think, that sharing the implementation document will enable the community to easily and actively participate in the feature development?  

| Yes |

| Comments / feedback: |

3. Do you think developing a unit testing strategy and validation of the same by the core team is practical in an OSS environment?  

| Yes |

| Comments / feedback: |

4. Do you think the unit testing strategy should be shared with the entire community for better verification and validation of the feature?  

| Yes |

| Comments / feedback: |

5. Do you think the proposed OSSD process needs any change with respect to software implementation? If so, please give us your feedback / comments in the text box below.  

| - |

6. Please provide your detailed critique on the proposed OSSD process's software implementation in the text box below.  

| - |

| Comments / feedback: |

1. Do you think the proposed OSSD process provides sufficient room for quality assurance activities?  

| Yes |

| Comments / feedback: |

2. Do you think the proposed OSSD process provides sufficient space for providing reviews/feedback by its community towards feature development?  

| Yes |

| Comments / feedback: |

3. In the proposed OSSD process, do you think there is enough space for addressing the
feedback/reviews before the feature is released?

Comments / feedback:

4. Should the community be provided with explicit criteria (on - what they should look for) before they start the testing? **Yes**

Comments / feedback:

5. If ‘YES’, should the criteria be created /validated by the core team before giving it to the community members for testing? **Yes**

Comments / feedback:

6. Do you think the proposed OSSD process needs any change with respect to software quality assurance? If so, please give us your feedback / comments in the text box below.

7. Please provide your detailed critique on the proposed OSSD process's quality assurance activities in the text box below.

   1. Do you think identifying the release item(s) well before the release will help the community to plan/develop the feature efficiently? **Yes**

   Comments / feedback:

   2. Do you think developing and sharing an integration strategy before release will help the OSS community? **Yes**

   Comments / feedback:

   3. The proposed OSSD process requires verification of the software unit produced with the requirement and design before release. Do you think it is a necessary step to be carried out before release? **Yes**

   Comments / feedback:

   4. Do you think it is a good practice to explicitly communicate about the release and the release items to all the affected parties (entire community, commercial users, etc.)? **Yes**
Comments / feedback:

5. Do you think the proposed OSSD process needs any change with respect to the software integration and release? If so, please give us your feedback / comments in the text box below.

6. Please provide your detailed critique on the proposed OSSD process's software implementation & release process in the text box below.

1. Do you think the proposed OSSD process has all the necessary stages of development? Yes

2. Do you think the development stages are ordered correctly and are iterated sufficiently? Stage 1 is in some OS-Software-developments not possible.

3. Please highlight both the negative and positive aspects of the proposed OSSD process.

Negative: Testing is not fun, but necessary.
Positive: Design process! - this is really a necessary stage.

C.1.2 Expert – 2

<table>
<thead>
<tr>
<th>Question</th>
<th>Answer</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Full Name</td>
<td>Expert 2</td>
</tr>
<tr>
<td>2. E-mail</td>
<td>-</td>
</tr>
<tr>
<td>3. How many years of experience do you have in open source software (OSS) development?</td>
<td>3</td>
</tr>
<tr>
<td>4. How many different OSS projects have you worked on?</td>
<td>2</td>
</tr>
<tr>
<td>5. For how long are you working on your latest OSS project? (in years)</td>
<td>1</td>
</tr>
<tr>
<td>6. What is your current project role? (select)</td>
<td>Project leader</td>
</tr>
<tr>
<td>Question</td>
<td>Response</td>
</tr>
<tr>
<td>-------------------------------------------------------------------------</td>
<td>----------</td>
</tr>
<tr>
<td>7. What are the different software development activities do you currently work on? (select as many as applies and others please specify)</td>
<td>Design, Coding &amp; unit testing</td>
</tr>
<tr>
<td>8. Do you follow any documented software development process?</td>
<td>No</td>
</tr>
<tr>
<td>1. Do you think a particular feature should be developed only after its selection and approval by the core community?</td>
<td>May be</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>as the developer want to do that in his spare time, why not;</td>
<td></td>
</tr>
<tr>
<td>if the result is ok it can be proposed to the community and will be included in the process with some improvements if necessary</td>
<td></td>
</tr>
<tr>
<td>2. Do you think it is a good practice to demonstrate the importance and need of a particular feature before selecting the same?</td>
<td>May be</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>as i said above, if someone want to work on that in his spare time why demonstrating ?</td>
<td></td>
</tr>
<tr>
<td>if the feature is already requested by the community than it's value is already validated;</td>
<td></td>
</tr>
<tr>
<td>if the implementation if difficult than it might be useful to make a demo as a proof of concept and recruit more developers;</td>
<td></td>
</tr>
<tr>
<td>3. Whom do you think is responsible for</td>
<td>Core team</td>
</tr>
</tbody>
</table>
selecting and finalizing the feature for development?

| Comments / feedback: | they already know the inner workings of the existing code and could see where the tweaking has to be done |

4. The proposed OSSD process requires a brief description of each candidate feature to be published for selecting the right feature. Do you think that performing this task is a good practice?

| Comments / feedback: | Yes |

5. Do you think it is necessary to publish the contact details of a person/team for each of the candidate feature (which might help in further discussions) before the selection process?

| Comments / feedback: | Both |

I’m not sure if the questionnaire options are correlated with the question; anyway the contact coordinates have to be published so that a prospective person interested in finding more info regarding the feature know whom to contact;

depending on the project i would propose switching between core team and community as that in the first phase community should propose and vote a specific set of features to be submitted for analysis to the community and in the second phase the core team will give their feedback on what can/can't be done and
why; in a large project your solution can waste the time of the core team and anyway if the project has a big community (eg. Drupal) there are a lot of skilled developers who can spot interesting features; your solution gives too much power to the core team and they can misguide the project by not implementing some of the features at their free will;

| 7. Please provide your detailed critique on the proposed OSSD process’s feature selection in the text box below. | see above |
| 1. Do you think that the OSS community will agree with the idea of developing requirement specification for all selected feature before development? | Maybe |
| Comments / feedback: | it depends on the project and the adopted development methodology; most of the small projects won't use that and some of the large projects won't use either because not having requirements gives them more freedom to implement the feature as they wish and make some shortcuts in the development |
| 2. Do you think it is feasible in an OSS environment to develop a requirements specification document for all selected features before the development starts? | Maybe |
| Comments / feedback: | see above |
3. Do you think the OSS community will use the requirement specification document as a basis for developing/adjusting development plan/development activities that are to be carried out for implementing a feature?

Comments / feedback: Maybe

if they agree (see question 3.1) they should use it because they have it; if someone from the core team will advocate 'pro' this methodology it will be used for one feature and depending on how it's working (if it is good for the final outcome) they will decide to use it or not for the following features

4. Do you think it is important to review the requirements specification by the OSS community even before the design process?

Comments / feedback: No

the requirements should be public entirely; it's and OS process and the development documents are part of the project so why not showing to the community that you are working on something...; as i said in section 2 and 3 my opinion is to involve the community before the core team; it does not worth investing time and resources for developing all this documentation if the community does not want this particular feature; regarding the final

5. Do you think the proposed OSSD process needs any change with respect to requirements management? If so, please give us your feedback / comments in the text box below.

Comments / feedback: xxx
statement of this section: it is too early to freeze anything; we are not a corporation and we are working for our own pleasure; if you will impose too strict guideline you risk loosing people endangering the project

6. Please provide your detailed critique on the proposed OSSD process’s requirements management in the text box below.

<table>
<thead>
<tr>
<th>Question</th>
<th>Response</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The proposed OSSD process makes it necessary to develop a brief and clear design document. Do you think it is practicable in an OSS environment?</td>
<td>Maybe</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>2. Do you think it is sufficient for the core team alone to validate the design document?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>3. Do you think it is important to communicate and share these design documents with the entire community before proceeding towards the implementation phase?</td>
<td>Maybe</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>Questions</td>
<td>Feedback</td>
</tr>
<tr>
<td>--------------------------------------------------------------------------</td>
<td>----------</td>
</tr>
<tr>
<td>4. Do you think it is practical to allow the entire community to validate the design documents?</td>
<td>No</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>see above</td>
</tr>
<tr>
<td>5. Should the entire community be involved in the validation of design documents?</td>
<td>No</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>see 3</td>
</tr>
<tr>
<td>6. Do you think the proposed OSSD process needs any change with respect to the design process? If so, please give us your feedback / comments in the text box below.</td>
<td>...</td>
</tr>
<tr>
<td>7. Please provide your detailed critique on the proposed OSSD process's design process in the text box below.</td>
<td>...</td>
</tr>
<tr>
<td>1. The proposed OSSD process makes it necessary to develop and share a very brief implementation document before actually implementing (coding). Do you think it is a good practice?</td>
<td>Maybe</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>depending on the type of project and structure of the dev team;</td>
</tr>
</tbody>
</table>
2. Do you think, that sharing the implementation document will enable the community to easily and actively participate in the feature development?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
<th>Maybe</th>
</tr>
</thead>
<tbody>
<tr>
<td>the selected coders will work most actively; if in the middle of the project someone wants to join them it may benefit from such a document but is quite unlikely;</td>
<td></td>
</tr>
</tbody>
</table>

3. Do you think developing a unit testing strategy and validation of the same by the core team is practical in an OSS environment?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
<th>Maybe</th>
</tr>
</thead>
<tbody>
<tr>
<td>the strategy as a political guideline but nothing specific;</td>
<td></td>
</tr>
</tbody>
</table>

4. Do you think the unit testing strategy should be shared with the entire community for better verification and validation of the feature?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
<th>Yes</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5. Do you think the proposed OSSD process needs any change with respect to software implementation? If so, please...
give us your feedback / comments in the text box below.

6. Please provide your detailed critique on the proposed OSSD process's software implementation in the text box below.

    in this phase it might be useful to implement some clear and publicly available milestone system because usually after the coding starts it never ends :) community should be able to clearly see that something is happening and exactly what is happening;

1. Do you think the proposed OSSD process provides sufficient room for quality assurance activities?

   Yes

   Comments / feedback:

2. Do you think the proposed OSSD process provides sufficient space for providing reviews/feedback by its community towards feature development?

   Yes

   Comments / feedback:

3. In the proposed OSSD process, do you think there is enough space for addressing the feedback/reviews before the feature is released?

   Yes

   Comments / feedback:

4. Should the community be provided with explicit criteria (on - what they should look for) before they start the testing?

   Maybe

   Comments / feedback:

   depending on the specific feature and phase of the dev; obviously in the first cycles there will be interest in validating the functional requirements of the feature and there should be more effort on testing that as it is
<table>
<thead>
<tr>
<th>Question</th>
<th>Response</th>
<th>Comments / feedback</th>
</tr>
</thead>
<tbody>
<tr>
<td>5. If 'YES', should the criteria be created/validated by the core team before giving it to the community members for testing?</td>
<td>Obvious that the non critical parts will be buggy</td>
<td>Don't know</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>i selected Maybe on the previous question</td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Do you think the proposed OSSD process needs any change with respect to software quality assurance? If so, please give us your feedback / comments in the text box below.</td>
<td>You should emphasize on bug tracking; bugs are the physical manifestation of any problem that should be covered by unit testing; but you may have the best unit testing and don't catch some bug because it's caused by the interaction of the components; if you have a bug you should solve it regardless of unit testing, and this is where the community of good; they will report bugs because they can see and understand them; unit testing is for the dev team, bugs are for mere mortals :))</td>
<td></td>
</tr>
<tr>
<td>7. Please provide your detailed critique on the proposed OSSD process's quality assurance activities in the text box below.</td>
<td>All ready stated above</td>
<td></td>
</tr>
<tr>
<td>1. Do you think identifying the release item(s) well before the release will help the community to plan/develop the feature efficiently?</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Do you think developing and sharing an integration strategy before release will help the OSS community?</td>
<td>Maybe</td>
<td></td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>depends of the complexity of the project and the size of the development team</td>
<td></td>
</tr>
<tr>
<td>---------------------</td>
<td>--------------------------------------------------------------------------------</td>
<td></td>
</tr>
<tr>
<td>3. The proposed OSSD process requires verification of the software unit produced with the requirement and design before release. Do you think it is a necessary step to be carried out before release?</td>
<td>Maybe</td>
<td></td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>only for internal usage and/or personal satisfaction;</td>
<td></td>
</tr>
<tr>
<td>4. Do you think it is a good practice to explicitly communicate about the release and the release items to all the affected parties (entire community, commercial users, etc.)?</td>
<td>Yes</td>
<td></td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td>...</td>
<td></td>
</tr>
<tr>
<td>5. Do you think the proposed OSSD process needs any change with respect to the software integration and release? If so, please give us your feedback / comments in the text box below.</td>
<td>...</td>
<td></td>
</tr>
<tr>
<td>6. Please provide your detailed critique on the proposed OSSD process's software implementation &amp; release process in the text box below.</td>
<td>...</td>
<td></td>
</tr>
<tr>
<td>1. Do you think the proposed OSSD process has all the necessary stages of development?</td>
<td>it has</td>
<td></td>
</tr>
</tbody>
</table>
| 2. Do you think the development stages are ordered correctly and are iterated sufficiently? | i would iterate more on the design and implementation, implementation being interleaved with testing; if there are really good architects the design can be good from the start but on a lot of smaller projects there is also an adventurous/exploratory
3. Please highlight both the negative and positive aspects of the proposed OSSD process.

- part when the team is not sure of what and how they want to achieve;
- good: introducing order, structure and discipline in OS dev; usually there are a bunch of people writing code and this should give them some guidelines
- not so good: to much order can deter them form the project; if the core team or the leader if a methodology-nazi some of the prospective contributors can decide not to join the project only because of the rules especially if they are not having training in software development;

### C.1.3 Expert – 3

<table>
<thead>
<tr>
<th>Question</th>
<th>Answer</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Full Name</td>
<td>Expert 3</td>
</tr>
<tr>
<td>2. E-mail</td>
<td>-</td>
</tr>
<tr>
<td>3. How many years of experience do you have in open source software (OSS) development?</td>
<td>.5</td>
</tr>
<tr>
<td>4. How many different OSS projects have you worked on?</td>
<td>1</td>
</tr>
<tr>
<td>5. For how long are you working on your latest OSS project? (in years)</td>
<td>.5</td>
</tr>
<tr>
<td>6. What is your current project role? (select as many as applies and others please specify)</td>
<td>Developer</td>
</tr>
<tr>
<td>Others:</td>
<td></td>
</tr>
<tr>
<td>7. What are the different software</td>
<td>Design</td>
</tr>
<tr>
<td>Question</td>
<td>Response</td>
</tr>
<tr>
<td>------------------------------------------------------------------------</td>
<td>----------</td>
</tr>
<tr>
<td>development activities do you currently work on? (select as many as applies and others please specify)</td>
<td>Coding &amp; unit testing</td>
</tr>
<tr>
<td>8. Do you follow any documented software development process?</td>
<td>No</td>
</tr>
<tr>
<td>If 'YES' can you very briefly describe it?</td>
<td></td>
</tr>
<tr>
<td>1. Do you think a particular feature should be developed only after its selection and approval by the core community?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>2. Do you think it is a good practice to demonstrate the importance and need of a particular feature before selecting the same?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>3. Whom do you think is responsible for selecting and finalizing the feature for development?</td>
<td>Both</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>4. The proposed OSSD process requires a brief description of each candidate feature to be published for selecting the right feature. Do you think that performing this task is a good practice?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>5. Do you think it is necessary to publish the contact details of a person/team for each of the candidate feature (which might help in further discussions) before the selection process?</td>
<td>Both</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>6. Do you think the proposed OSSD process needs any change with respect to feature selection? If so, please provide your details in the text box below.</td>
<td>No change needed in my opinion.</td>
</tr>
<tr>
<td>7. Please provide your detailed critique on Due the amount of work</td>
<td></td>
</tr>
</tbody>
</table>

XXXVIII
the proposed OSSD process’s feature selection in the text box below.

<table>
<thead>
<tr>
<th>Question</th>
<th>Yes/No</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Do you think that the OSS community will agree with the idea of developing requirement specification for all selected feature before development?</td>
<td>Yes</td>
</tr>
<tr>
<td>2. Do you think it is feasible in an OSS environment to develop a requirements specification document for all selected features before the development starts?</td>
<td>Yes</td>
</tr>
<tr>
<td>3. Do you think the OSS community will use the requirement specification document as a basis for developing/adjusting development plan/development activities that are to be carried out for implementing a feature?</td>
<td>Yes</td>
</tr>
<tr>
<td>4. Do you think it is important to review the requirements specification by the OSS community even before the design process?</td>
<td>Yes</td>
</tr>
<tr>
<td>5. Do you think the proposed OSSD process needs any change with respect to requirements management? If so, please give us your feedback / comments in the text box below.</td>
<td>No</td>
</tr>
<tr>
<td>6. Please provide your detailed critique on the proposed OSSD process’s requirements management in the text box below.</td>
<td>Nothing</td>
</tr>
</tbody>
</table>

1. The proposed OSSD process makes it necessary to develop a brief and clear
1. The proposed OSSD process makes it necessary to develop and share a very brief implementation document before actually implementing (coding). Do you think it is a good practice?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>No</td>
</tr>
</tbody>
</table>

2. Do you think it is sufficient for the core team alone to validate the design document?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Maybe</td>
</tr>
</tbody>
</table>

3. Do you think it is important to communicate and share these design documents with the entire community before proceeding towards the implementation phase?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes</td>
</tr>
</tbody>
</table>

4. Do you think it is practical to allow the entire community to validate the design documents?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Yes</td>
</tr>
</tbody>
</table>

5. Should the entire community be involved in the validation of design documents?

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>No</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>Just some core community members</td>
</tr>
</tbody>
</table>

6. Do you think the proposed OSSD process needs any change with respect to the design process? If so, please give us your feedback / comments in the text box below.

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>-</td>
</tr>
</tbody>
</table>

7. Please provide your detailed critique on the proposed OSSD process’s design process in the text box below.

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>-</td>
</tr>
</tbody>
</table>

The proposed OSSD process makes it necessary to develop and share a very brief implementation document before actually implementing (coding). Do you think it is a good practice?
<table>
<thead>
<tr>
<th>Comments / feedback:</th>
<th>I think the requirements and design specs are enough</th>
</tr>
</thead>
<tbody>
<tr>
<td>2. Do you think, that sharing the implementation document will enable the community to easily and actively participate in the feature development?</td>
<td>Don't know</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>3. Do you think developing a unit testing strategy and validation of the same by the core team is practical in an OSS environment?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>4. Do you think the unit testing strategy should be shared with the entire community for better verification and validation of the feature?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>5. Do you think the proposed OSSD process needs any change with respect to software implementation? If so, please give us your feedback / comments in the text box below.</td>
<td>-</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>6. Please provide your detailed critique on the proposed OSSD process's software implementation in the text box below.</td>
<td>-</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>1. Do you think the proposed OSSD process provides sufficient room for quality assurance activities?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>2. Do you think the proposed OSSD process provides sufficient space for providing reviews/feedback by its community towards feature development?</td>
<td>Yes</td>
</tr>
<tr>
<td>Comments / feedback:</td>
<td></td>
</tr>
<tr>
<td>3. In the proposed OSSD process, do you think there is enough space for addressing</td>
<td>Yes</td>
</tr>
<tr>
<td></td>
<td></td>
</tr>
<tr>
<td>---</td>
<td>---</td>
</tr>
<tr>
<td><strong>the feedback/reviews before the feature is released?</strong></td>
<td><strong>Comments / feedback:</strong></td>
</tr>
<tr>
<td>4. Should the community be provided with explicit criteria (on what they should look for) before they start the testing?</td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Comments / feedback:</strong></td>
</tr>
<tr>
<td>5. If 'YES', should the criteria be created /validated by the core team before giving it to the community members for testing?</td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Comments / feedback:</strong></td>
</tr>
<tr>
<td>6. Do you think the proposed OSSD process needs any change with respect to software quality assurance? If so, please give us your feedback / comments in the text box below.</td>
<td></td>
</tr>
<tr>
<td>7. Please provide your detailed critique on the proposed OSSD process's quality assurance activities in the text box below.</td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Comments / feedback:</strong></td>
</tr>
<tr>
<td>1. Do you think identifying the release item(s) well before the release will help the community to plan/develop the feature efficiently?</td>
<td></td>
</tr>
<tr>
<td>2. Do you think developing and sharing an integration strategy before release will help the OSS community?</td>
<td></td>
</tr>
<tr>
<td>3. The proposed OSSD process requires verification of the software unit produced with the requirement and design before release. Do you think it is a necessary step to be carried out before release?</td>
<td></td>
</tr>
<tr>
<td></td>
<td><strong>Comments / feedback:</strong></td>
</tr>
</tbody>
</table>
4. Do you think it is a good practice to explicitly communicate about the release and the release items to all the affected parties (entire community, commercial users, etc.)?  
Yes

<table>
<thead>
<tr>
<th>Comments / feedback:</th>
</tr>
</thead>
<tbody>
<tr>
<td>5. Do you think the proposed OSSD process needs any change with respect to the software integration and release? If so, please give us your feedback / comments in the text box below.</td>
</tr>
<tr>
<td>-</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>6. Please provide your detailed critique on the proposed OSSD process's software implementation &amp; release process in the text box below.</th>
</tr>
</thead>
</table>

| 1. Do you think the proposed OSSD process has all the necessary stages of development? |
| Yes |

| 2. Do you think the development stages are ordered correctly and are iterated sufficiently? |
| Yes. Iterations are fine as long the features aren't too big. Else there are bigger iterations needed (over multiple stages, not only within a single stage). |

<table>
<thead>
<tr>
<th>3. Please highlight both the negative and positive aspects of the proposed OSSD process.</th>
</tr>
</thead>
</table>