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Abstract: This paper introduces research concerned with investigating how Computational Thinking and online learning can be successfully married to help empower secondary teachers to teach this subject. To aid this research, a systematic literature review was undertaken to investigate what is currently known in the academic literature on where Computational Thinking and online learning intersect. This paper presents the findings of this systematic literature review. It outlines the methodology used and presents the current data available in the literature on how Computational Thinking is taught online. Using a systematic process eight hundred articles were initially identified and then subsequently narrowed down to forty papers. These papers were analysed to answer the following two questions: 1. What are the current pedagogical approaches to teaching Computational Thinking online? 2. What were the categories of online learning observed in the teaching of Computational Thinking? Our findings show that a wide range of pedagogical approaches are used to teach Computational Thinking online, with the constructivist theory of learning being the most popular. The tools used to teach Computational Thinking were also varied, video game design, playing video games, competitions, and unplugged activities, to name a few. A significant finding was the dependency between the tool used and the definition of the term Computational Thinking. Computational Thinking lacks consensus on a definition, and thus the definition stated in the literature changed depending on the tool. By considering a significant body of research up to the present, our findings contribute to teachers, researchers and policy makers understanding of how computational thinking may be taught online at second level.
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1. Introduction

There are two challenges to integrating Computational Thinking into the classroom 1) the lack of consensus regarding a definition and 2) the shortage of qualified teachers that can teach this skill (Menekse 2015; Curzon et al. 2014). This lack of agreement was highlighted in 2009 when a workshop organised by the US National Research Council with the goal of establishing “The Scope and Nature of Computational Thinking” failed to reach consensus among its participants concerning the content and structure of Computational Thinking (National Research Council (NRC) 2010, p.65). Computational Thinking has its beginning with Seymour Papert (1980) and his much cited book “Mindstorms: Children, Computers, and Powerful Ideas” but it was Jeannette Wing, who popularised Computational Thinking more widely. She defined it as follows: “Computational thinking involves solving problems, designing systems, and understanding human behavior, by drawing on the concepts fundamental to computer science” (Wing 2006).

This definition of Wing’s has significance for compulsory education in that it states that Computational Thinking is fundamentally a thought process, i.e. independent from technology and that its solutions can be executed by either a human or computer, or both (Bocconi et al. 2016, p.15). Notwithstanding Wing’s definition, other subsequent definitions and views have arisen such as Aho (2011), Barr and Stephenson (2011), Royal Society definition (Fuber 2012), Computing At Schools Barefoot Organisation (2014), Bocconi et al. (2016) and Shute et al. (2017). What is interesting about these definitions, is that there is no explicit mention of programming languages. Wing’s 2006 paper was very specific about this stating that Computational Thinking was about conceptualisation, not programming. It was concerned with ideas, not artefacts. This is not a universal belief. At the aforementioned workshop organised by the US National Research Council in 2009 Roy Pea, Ursula Wolz,
Mitchel Resnick and Eric Roberts all voiced opinions concurring that programming is essential to Computational Thinking (NRC 2010, pg 13). Ioannidou et al., (2011) provide a definition that relates to Computational Thinking Patterns and Scalable Game Design. Alternatively, Brennan and Resnick (2012) proposed a definition of Computational Thinking that revolved around the Scratch language. The above discussion highlights that no simple answer is forth-coming for the question what is Computational Thinking, thus illustrating one of the challenges to integrating Computational Thinking into the classroom.

The second challenge to integrating Computational Thinking in the classroom is the shortage of qualified teachers that can teach this subject (Menekse 2015; Curzon et al. 2014). An online course or platform may aid in helping overcome this challenge. This online course/platform may be used to support the teaching and learning of Computational Thinking inside and outside the classroom, self-directed or teacher lead. This research proposes investigating what is known in the literature about online courses and platforms in relation to the teaching and learning of Computational Thinking. Note, online was defined based on the Online Learning Consortium (OLC) definitions (Sener 2015) (web-based courses were included if part of the teaching was performed online or if the tool was self-contained, i.e. could be used without the presence of a teacher).

2. Methodology: Systematic Literature Review

A systematic literature review was undertaken with the initial aim of investigating what is currently known in the academic literature on the intersection of Computational Thinking, online learning and secondary students. This research is underpinned by a pragmatic worldview (specifically the teachings of John Dewey), and thus a systematic approach to the identification of the literature was taken with the goal of providing a transparent and accountable methodology that can be replicated (Gough et al. 2012, pg 18).

The PICO (Population, Intervention, Comparison and Outcome) framework was used to guide the specification of the research questions and the inclusion strategy for the review. With respect to Secondary School students: Q1 What are the current pedagogical approaches to teaching Computational Thinking online? Q2 What were the categories of online learning observed in the teaching of Computational Thinking? The intention was to ensure that the returned literature was concerned with all three topics: Computational Thinking, online learning and secondary school students (Gough 2012 chapter 4, pg 103). The PICO elements used were as follows:

**Population:** K12 children age 12-18  
**Intervention:** Teaching of Computational Thinking online without using a programming language  
**Comparison:** Teaching of Computational Thinking online using a programming language  
**Outcome:** Effectiveness and extensiveness of the teaching medium and the effectiveness of the pedagogical approach

A search strategy was developed with the purpose of choosing search terms that would strike a balance between sensitivity (finding all articles on a subject) and specificity (finding relevant articles) (EPPI Centre 2006). The PICO framework provided the keywords (“K12 students,” “Computational Thinking” “Online” “Teaching”) that were used to generate synonyms that were Boolean ORed together. For example, the term algorithmic thinking and logical thinking were used as synonyms for Computational Thinking, as they can be considered a subset of Computational Thinking (Syslo (2015) cited in Buitrago Flórez et al., 2017). The final search string was constructed by ANDing the OR lists of synonyms for “Computational Thinking”, “teaching”, and “online”, which was then run against six databases (Inspec, Compendex, ACM Digital Library, Education Research Complete, ERIC and British Education Index.) The K12 synonyms were removed to broaden the search criteria and return more literature. In total 800 articles were returned and subjected to the study selection process.
2.1 Study Selection Process

As recommended by Kitchenham and Charters (2007), inclusion and exclusion criteria were developed, with the abstract and title of each of the 800 articles being screened against these criteria. Full details of the selection process are depicted in Figure 1. The final result saw 46 articles being eligible for the literature review, and thus screened for quality against the five prompts provided by Dixon-Woods et al. (2006).

The papers were analysed to answer the following two questions:
1. What are the current pedagogical approaches to teaching Computational Thinking online?
2. What were the categories of online learning observed in the teaching of Computational Thinking?

This paper deals specifically with the answering of the first research question. To aid in this task, the reviewed literature was grouped into categories related to the teaching tool type. These categories were Visual programming languages, Playing Video Games, Programming Languages (excluding visual), Unplugged Activities, Competitions, Collaboration Tool and Other.

To facilitate comparison, each category is presented and discussed using the same structure, 1) tools 2) theories and techniques used in the teaching of Computational Thinking for example (collaboration, remixing etc.) and 3) notable points. Literature outside the reviewed forty papers was included in the discussion when required to aid in the explanation of the aforementioned content.

2.2 Findings
2.3 Visual Programming Language (Game Design)

Visual Programming Languages were the most popular approach observed in the literature, appearing in seventeen papers. The languages used in the teaching of Computational Thinking in these papers can be essentially broken down into two categories, Scratch and Agent modelling, i.e. AgentSheet derivatives. AgentSheets is a drag and drop programming language that facilitates the creation of agent based games and simulations (AgentSheets, 2014).

Constructionism is the pedagogical approach most usually associated with visual programming languages especially as the learning is concerned with building an artefact, for example, a game (Ahmadi et al. 2012; Marcelino et al. 2017). This too was found to be borne out in the selected game design literature, with constructionism being the most common approach used (Marcelino et al. 2017; Pellas and Peroutseas 2016). An explicit dependency between this pedagogical approach and the aforementioned tools (Scratch and AgentSheets) was expected but what was unexpected was the dependency that existed between the pedagogical approach, the teaching tool and the definition of Computational Thinking. This dependency was found to be present in the majority of game design papers, thus highlighting the transferability and utility of how Computational Thinking is taught. The AgentSheet research drew on a definition of Computational Thinking that incorporated the use of Computational Thinking Patterns (Marshall 2011; Ahmadi et al. 2012; Ahmadi and Jazayeri 2014; Koh et al. 2014; Basawapatna 2016). Computational Thinking Patterns are based on the mechanical phenomena that are relevant to both game design and science simulations, for example, collisions, pushing, pulling etc. (Ioannidou et al. 2011). This enables students to transfer the knowledge learned from creating abstracted programming patterns in the game design tools to model scientific phenomena (Basawapatna et al. 2011). The majority of the papers that were concerned with the Scratch environment revolved around Brennan and Resnick’s (2012) mapping of Scratch blocks to Computational Thinking concepts, for example, sequences, conditionals etc. (Dasgupta et al. 2016; Xie and Abelson 2016; Marcelino et al. 2017). Jenkins (2015) questioned how synonymous Computational Thinking (taught using Scratch) is with problem solving when teachers are assessing it by programming concepts of loops and sequences etc. (Jenkins 2015). Transferability was also a concern of Grover et al. (2015) and was discussed as part of their Foundations for Advanced Computational Thinking (FACT) framework.

While constructionism was the dominant learning theory, it was not the only framework observed. The following frameworks were also adhered to: Zone of Proximal framework (Basawapatna et al. 2013; Koh et al. 2014; Escherle et al. 2011), Foundations for Advanced Computational Thinking framework (FACT) and Five Flow of Inspiration Principles (Repenning et al. 2009). The Zone of Proximal Framework is concerned with engagement. The FACT framework is concerned with students learning strong, transferable knowledge and skills (Grover and Pea 2016; Grover et al. 2015). The five flow of inspiration principles (Repenning et al. 2009) was devised and used in the indirect teaching of Computational Thinking using an online homework submission system, which was developed to encourage peer to peer interaction.

Of particular mention in relation to visual programming languages, are the studies which documented how the environment (or process) was the “sole” teaching tool for Computational Thinking. Two studies in this category used this strategy: Ahmadi et al. (2012) and Ahmadi and Jazayeri (2014). The purpose of Ahmadi and Jazayeri (2014) study was to research if a complete novice could learn Computational Thinking skills independently online over a 2.5 hour interval. Using a top-down approach, students were scaffolded to explore the proposed problem first and to gain the programming skills in the course of solving the problem. Their study was successful in meeting this aim, i.e. 90% of tasks were completed in full by students.

Collaboration was an essential pedagogical approach observed in many of the game design studies in this review (Basawapatna and Repenning 2010; Ahmadi and Jazayeri 2014; Marcelino et al. 2017). This approach was greatly aided by the online environment in that it provided both synchronous and asynchronous communication among participants and their teacher. Of particular note are the studies by Repenning et al. (2009) and Basawapatna and Repenning (2010), where they employed an online homework submission system called the Scalable Game Design Arcade (SGDA). The study by Repenning et al. (2009) documents how the Scalable Game Design Arcade was set up to replicate the interactions of a Middle School computer club following the aforementioned Five Flows of Inspiration Principles. The project was created using AgentSheets, but the SGDA provided a supplementary, albeit, indirect way of teaching Computational Thinking using peer to peer interactions. Students learned from each other, by viewing and running each other’s code.

Remixing was another approach used to learn Computational Thinking, and very much in keeping with the constructivist theory of learning, as the constructed is made more meaningful by being placed in a social context (Dasgupta et al. 2016).
2.4 Playing Video Games

The visual programming languages demonstrated how constructing artefacts, for example, a videogame was a vehicle for teaching Computational Thinking. Seven studies demonstrated how simply playing a video game can also be an effective way to practice Computational Thinking, thus enabling students to learn Computational Thinking outside of the classroom. Two of the studies incorporated game design with game playing (Pellas and Peroutseas 2016; Weintrop et al. 2016). Constructionism again was the dominant theory observed. The majority of the games were designed with a “constructionist” activity as core to the game play, for example, Blockyland is a city building game, Make World is concerned with making worlds to teach STEAM concepts. There was only one other theory of note in the papers, that of Computational Encoding (Holbert and Wilensky, 2011), but various techniques such as collaboration remixing, and immersion were also observed (Guenaga et al. 2017; Dhatsuwan and Precharattana 2016; Pellas and Peroutseas 2016). Debabi and Bensebaa (2016) built on Futschek (2006), by proposing the AlgoGame, which allows participants to focus on solving problems rather than learning the syntax of a programming language. They reported that after playing the AlgoGame, an experimental group had better results in writing a selection sort algorithm that a control group.

2.5 Programming language (not visual-based)

Three studies analysed the teaching of computational thinking using tools/languages that do not fall specifically/exclusively into visual based programming language category. Constructivism was once again the most dominant theory observed (Krugel and Hubwieser 2017; Grandell 2005; Berland and Wilensky 2015), but Grandell (2005) course was also influenced by a new conceptual model known as ActiWe (Active on the Web), where the guiding principal is active learning. An interesting didactical dilemma was highlighted by Krugel and Hubwieser (2017) regarding the teaching of Object Oriented Programming. They advocated teaching in a “real life context” but to do that with reference to programming; one has to learn a lot of difficulty concepts quickly. To overcome this difficulty, they initially hid advanced topics, used a strictly object first approach, and ensured fundamentals covered before serious programming covered.

2.6 Un-Plugged Activities

Three articles looked at activities that teach Computational Thinking without using a computer. Two of these articles employed computational creative exercises (Miller et al. 2013; Shell et al. 2014). The goals of these studies were to investigate if the learning of Computational Thinking can be improved if it is combined with creative thinking. These exercises were all hand-ons, and required problems to be solved collaboratively using written analysis and reflection. These computational creative exercises were designed to include the four competencies from Epstein’s Generativity Theory on creative thinking, i.e. capturing novelty, challenging accepted norms, broadening knowledge and surrounding oneself with inspiration (Shell et al. 2014).

One study was concerned with teaching Computational Thinking using a mixed approach, i.e. unplugged and programming (Vivian et al. 2014). Programming was introduced after Computational Thinking concepts were understood. Vivian et al. (2014) study was predominantly concerned with the theory behind the development of a Mass Open Online Course for teaching Computer Science. The following online frameworks were discussed: online teacher professional development (oTPD) (structured internet based learning) and technology-mediated professional learning (TMPL). The pedagogical approach taken was a combination of oTPD/extended Massive Open Online Course (xMOOC) and TMPL/connectivism Massive Open Online Course cMOOCs. This enabled them to deliver relevant content knowledge sequentially, but also have a collaborative space where teachers can share knowledge and work together.

2.7 Competitions

Two articles referred to the Bebras competitions (Dagiene and Stupuriene 2016; Izu et al. 2017). The Bebras competition was initially set up to introduce information technology and informatics to students. Its purpose has now changed with it becoming an approach for developing Computational Thinking and for deeper learning of informatics. These competitions can be considered informal learning-by-doing, as students engage in solving both engaging and challenging tasks (Haberman et al., 2011). They can also be used as an innovative way of assessing Computational Thinking (Dagiene and Stupuriene 2016).

2.8 Collaboration Tool

Two particular studies, formed their own category as they were specifically about how the tool is used to develop Computational Thinking using collaboration. The study of Othman et al. (2015) investigated cognitive enhancement in introductory programming through online collaboration. The intervention used a Think-Pairshare approach, i.e. a collective cortex method with the aim of enhancing logical thinking. Wilkerson-Jerde
(2014) study also focused on collaborative environments. Her tool, called the Categorizer, allowed 11-14 year old students to construct, share and categorize computational artifacts that they developed based on fractals.

2.9 Other

Six papers fitted into this last category. Two discussed the teaching of Computational Thinking using the application software Excel (Tsai and Tsai 2017; Tsai et al. 2017) with mixed results. One study focused specifically on what pre-service teachers need to know to teach Computational Thinking outside Computer Science, i.e. in different disciplines, for example, mathematics, science and literacy (Mouza et al. 2017). Liao and Liang’s (2017) study focused on learning approaches. Their study sought to research if blended learning can promote computational thinking, and finally, the study by Korkmaz et al. (2017) was concerned with assessment and Computational Thinking Scales. A notable point, is that once again the importance of the Computational Thinking definition was evident. In both Tsai et al. (2017) studies Computational Thinking was defined based on Excel using the definition by Yeh et al. (2011).

3. Conclusion

This paper set out to review the current pedagogical approaches to teaching Computational Thinking online. To facilitate comparison, papers were categorised using their teaching tool. This study identified visual programming languages as the most popular means of teaching Computational Thinking online. This confirms a change in practice; in that, visual programming languages are now being used for students to learn and practice Computational Thinking (Ahmadi and Jazayeri 2014). Constructionism was the most common pedagogical approach observed, a surprising find, was the playing game categories having a “constructionist” activity as core to the game play. Collaboration was also an important approach observed. Two significant finding to emerge from this review are the importance of the Computational Thinking definition, and how it differs depending on the teaching tool, and the relative dearth of research in the teaching of Computational Thinking online using self-directed means.
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