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ABSTRACT 

The research literature informs us that a software development 

process should be appropriate to its software development context 

but there is an absence of explicit guidance on how to achieve the 

harmonization of a development process with the corresponding 

situational context. Whilst this notion of harmonization may be 

intuitively appealing, in this paper we argue that interaction 

between a software development process and its situational context 

is an instance of a complex system. In Complexity Theory, complex 

systems consist of multiple agents that interact in a multitude of 

diverse ways, with system outcomes being non-deterministic. 

Complex systems are therefore noted to be difficult to control, such 

as is the case with many software development endeavors. If the 

interaction of software processes with situational contexts is 

representative of a complex system, then we should not be surprised 

that the task of software development has proven so resistant to 

attempts to produce generalized software processes. We should 

also seek to ameliorate the software development challenge through 

the adoption of techniques recommended for use in managing 

complex systems, not as a replacement for the many software 

process approaches presently in use, but as complement that can aid 

the task of process definition and evolution.  

 

CCS Concepts 

• Software and its engineering ➝ Software creation and 

management  ➝ Software development process management ➝ 

Software development methods. 
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1. INTRODUCTION 
Many in the software engineering field have suggested that no 

single software development process is perfectly suited to all 

software development settings [1]. This being the case, some 

amount of process adaptation, sometimes referred to as process 

tailoring [2], is required in order to render a process suitable to its 

environment. The environment has various factors that affect the 

software development process and for the purpose of this work, we 

refer to this collection of factors as the situational context. Given 

the inevitability of change in situational contexts, process 

adaptation should not be considered as a discrete, once off event. 

Rather, adaptation is a continuous and complex activity, as it is not 

just the situational context that changes, but process innovations 

also emerge and interact with the situational context with the result 

that the challenge is unremitting and multidimensional. Indeed, it 

has been observed that when the richness of the software process is 

aligned with the devilish detail that exists in the situational context, 

the task of harmonizing a process with a context is in fact vast and 

beyond our ability to completely control [3]. Daunting though that 

observation me be, we simply cannot escape the reality that the 

software process is a continuous rather than a static concern [4] and 

so we should seek to identify techniques that can improve our 

understanding of interactions between software processes and their 

situational contexts.  

Many different approaches to software development have been 

proposed, each claiming to offer something special or unique or 

new that represents an improvement to its antecedents, and in many 

cases new software process approaches (or at least many of those 

that gain acceptance across the community) do represent the 

potential for advancement (though it would seem that not all new 

offerings impart genuine newness, perhaps just new labels for pre-

existing process concepts [5]). The very existence of many software 

development approaches suggests that a relatively high level of 

complexity may exist in software development. Indeed the very 

nature of software development, often creating something new 

based on a mere concept that requires reification in executable 

code, is characterized by a degree of uncertainty [6] that itself 

resonates with the central theme of a complex system (sometimes 

referred to as a complex adaptive system [7]). It also resonates with 

one of the central principles of effective complex adaptive systems, 

the law of requisite variety. Perhaps therefore, it should not come 

as a surprise to discover that the process used to produce software 

(and its interaction with its situation context) is also characterized 

by complexity and variety.   

Prior to elaborating on the substantive details of this paper, it is 

worth briefly clarifying what the authors intend by the term 

software development process (or software process for short). Our 

preference is to adopt a simple and long-established definition 

which states that the software process is “the sequence of steps 

required to develop or maintain software” [8]. And although more 

recent software process innovations have not always identified 

themselves as a process, for example many approaches aligned 

with the Agile Manifesto [9] refer to themselves as methods or 

methodologies [10], [11], they remain congruent with our preferred 
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definition – in that they represent a sequence of steps required to 

develop or maintain software. We therefore adopt the term software 

process in a very general sense, while also acknowledging that 

there are potentially varying views on this matter across the 

community.  

In Section 2, we examine the level of complexity that exists in 

software processes, while section 3 reports on earlier work 

analyzing situational contexts. In section 4, the nature of complex 

systems is discussed further, and their relationship to software 

development is examined. Finally, a conclusion is presented in 

Section 5.  

2. SOFTWARE PROCESS COMPLEXITY 
Software development is undoubtedly a complex undertaking 

[12] that is beset with some difficult challenges. We know this 

because although many solutions to the software development 

process have been proposed [13], still the majority of software 

projects fall short of being completely successful though 

thankfully, success rates are reported to be improving over time 

[14]. Such is the variety of different software development 

approaches that is it not possible to offer a full critique herein, nor 

is that necessary as the objective is merely to discuss the general 

complexity surrounding software development processes rather 

than analyzing their specific composition. The explicit complexity 

in various software development lifecycle models (which are 

abstract representations of the process [15]) can vary, an 

observation that is especially evident if we view lifecycle models 

as being dichotomous, composed of traditional and agile software 

development lifecycle models. 

 

Figure 1. ISO/IEC 12207 Overview 

Traditional models can be considered to comprise of long-

established techniques such as the waterfall model [16] and the V-

model [17], while quality management systems (QMS) (such as 

ISO 9001 [18]) and capability maturity frameworks (CMF) (such 

as CMMI [19]) are also dating from the era of traditional software 

process approaches. Of interest from a complexity theory 

perspective, large software process initiatives such as a CMF or a 

QMS carry with them relatively large and detailed process 

descriptions, offering evidence in support of the claim that a 

complete model of a complex process must necessarily be complex 

[20]. 

Taking ISO-33000 [21] as an example, the underlying software 

process lifecycle definition (ISO/IEC 12207 [15]) is presented as a 

hierarchy of processes, activities and task, with the lowest 

hierarchical level containing in excess of 400 individual tasks (refer 

to Figure 1). Broadly similar levels of process detail are to be found 

in CMMI, which must be applied to Level 3 in order to be eligible 

for various government contracts. One of the reasons that certain 

government departments may insist on CMMI Level 3 may be 

because the complex solution provided by CMMI has been shown 

to be effective in producing improved product quality and process 

predictability [22]; indicating that a complex solution can reduce 

the uncertainty associated with a complex system.  

While CMFs have been shown to improve the consistency and 

predictability of software development, they may not be suited to 

all companies - and especially smaller companies - perhaps because 

they are costly or difficult to implement [23]. In contrast to 

traditional software development approaches, agile software 

development (based on the Agile Manifesto [9]) promotes the role 

of informal process implementation via self-organization and 

empowered teams that prefer interaction and discussion as a 

mechanism to address complexity rather than large, formal or 

bureaucratic process implementation. Therefore, although 

traditional and agile software development approaches are quite 

different in nature, they both tackle the complexity challenge (albeit 

it in different ways). And in the case of agile software development, 

there has been a noted application of some of the concepts from 

complexity theory in their design [24]. 

So we find that software development is complex irrespective of 

how the challenge is addressed, and the authors suggest that there 

may an underappreciation of this complexity in certain quarters that 

in itself may be impacting on the success or otherwise of software 

projects (and although success rates for projects have improved 

over time, there remains much room for further improvement [14]). 

To exemplify this view, all we need to do is reflect on the scenario 

where the non-software savvy executive pushes for deliverables 

which a software team must reify. Of course, it may be 

unreasonable to expect that those without detailed software 

development knowledge should fully appreciate the complexity 

involved (indeed, such is the gravity of the complexity problem that 

persons already equipped with detailed software development 

knowledge may themselves be unable to foresee the ramifications 

of their actions). The main point to emphasize here is that from the 

perspective of the arguments we present in this paper, the evidence 

overwhelmingly indicates that software development, governed by 

its software process, is inherently complex. 

3. SITUATIONAL COMPLEXITY 
While a great deal of material exists to demonstrate the 

complexity of software development processes, it appears that less 

attention has been focused on the area of software development 

situational contexts. This, the authors view to be somewhat 

surprising given the acknowledged importance of context in 

software process decisions [25]. Up until recently, and although it 

is noted that “the organization’s processes operate in a business 

context that should be understood” [19] and that a “life cycle 

model… [should be] appropriate for the project's scope, magnitude, 

complexity, changing needs and opportunities” [15] , contributions 

to the software process context space may be lacking the level of 

detail that might be expected with a complex phenomenon.  



A number of contributions have proposed various factors of the 

situation (or environment) that characterize the context of software 

development projects and of these contributions, it is earlier 

research from the authors of this work [26] that offers the most 

comprehensive list of situational factors presently published, owing 

to the fact that it is an accumulation of the factors evident in earlier 

contributions, including from areas such as software project risks, 

software cost estimation, software process tailoring, and assessing 

the degree of desirable process agility using the Boehm and Turner 

model. 

 

Figure 2. Situational Factors Affecting the Software Process 

The situational factors framework [26] incorporates 44 individual 

factors affecting software development projects, which are further 

broken out into 170 sub-factors (refer to Figure 2). And although at 

this point in time the situational factors framework [26] may lack 

consensual validation, the number of distinct factors identified in 

the model serve to demonstrate that the software development 

situational context is a complex consideration. Furthermore, the 

trend has been towards the identification of increasingly larger 

reference frameworks for situational factors affecting software 

development, therefore it could be the case that as time progresses, 

even greater numbers of factors will be reported. 

The evidence presented up to this point demonstrates that both the 

software process and its situational context are complex, and 

therefore we should expect their interaction to be of a complex 

nature. Concerns related to complex interactions in systems is the 

general focus of complex systems as described in complexity 

theory. 

4. SOFTWARE DEVELOPMENT AS A 

COMPLEX SYSTEM 
Although the primary interest of the authors lies in the 

software development field wherein established definitions of the 

term system already exist, other domains adopt the term system in 

different ways. In complexity theory [27], the term system 

identifies an object studied in some particular field, and such an 

object may be abstract or concrete, elementary or composite, linear 

or nonlinear, simple or complicated [28]. Complex systems can be 

considered to be highly composite, formed from large numbers of 

mutually interacting subunits whose interactions result in rich, 

collective behavior that feeds back into the behavior of the 

individual parts [28]. As such, a complex system is not constituted 

merely by the sum of its components, but also by the intricate 

relationships between these components [27]. Since they are 

continually changing, sometimes gradually and other times 

abruptly, complex systems may also be referred to as being 

dynamic [29].   

This interpretation of the complex system concept can probably be 

considered analogous to terms already in use in describing the 

interaction between a software process and its context, such as 

ambidexterity [30] and reflexivity [31], which both refer to the 

phenomenon whereby software process subunits (sometimes 

referred to as process activities and tasks [15], other times as 

practices [32]) interact with various situational context subunits 

(sometimes referred to as factors [26]). Since a large number of 

software process and situational context subunits have been shown 

to exist, and seeing as their interactions are noted to be complex 

[12], it would appear that there may be benefits to examining 

complex systems research for utility in software development 

process management. 

A further concept again, an amethodical system [33], has also been 

applied in the description of this type of interaction between a 

software process and its situational context, and in earlier related 

work the authors have accumulated some initial evidence from a 

longitudinal study that suggests that the capability to adapt a 

software process with respect to changing contexts is positively 

correlated with business success outcomes as viewed through the 

lens of an amethodical system [1]. Therefore, there is already an 

implicit awareness of complexity concepts in certain existing 

descriptions of the nature of the software process and its 

relationship with its situational context.  

First proposed by the physical sciences and mathematics fields 

[29], the conceptual origins of complexity theory may be found in 

various domains including, philosophy of the organism [34] and 

neural networks [35]. Complexity theory is also closely related to 

the more general systems theory, especially with respect to viewing 

systems as a holistic set of interconnected elements [36]. And while 

advocates of complexity theory see it as a means of simplifying 

seemingly complex and dynamic systems [37], [38], there is 

however no single identifiable complexity theory. Rather, a number 

of theories concerned with complex systems gather under the 

general banner of complexity research [22], with a focus on 

examining how large numbers of elements or agents interact and 

give rise to high orders of complexity at a system level, with change 

being a central theme under consideration [29]. Change in complex 

systems is often non-linear, meaning that the effect is not 

proportionate to the cause [29]. 

It has been suggested that complexity theory consists of three 

distinct divisions: Algorithmic, Deterministic and Aggregate 

complexity [37] (indeed, in [37], Manson provides a review of 

complexity theory which the authors recommend to the novice 

reader and which is in effect summarized herein). Algorithmic 

complexity refers to the difficulty associated with describing 

system characteristics, with deterministic complexity focusing on 

the role of two or three key variables in creating largely stable 

systems such as in chaos theory and catastrophe theory [37]. 

Aggregate complexity attempts to access the holism resulting from 

the interaction of individual elements that work together to produce 

the apparently fluid harmony that characterizes complex systems, 



and is therefore centrally concerned with the relationships between 

the constituent parts that comprise a complex system [37]. 

In this paper, we propose that the software process complex system 

be considered as an aggregate complexity concern wherein 

elements of the process interact with elements of the environment, 

a proposition which itself may be divergent from certain viewpoints 

concerning aggregate complexity that would appear to largely 

identify the environment as external to the complex system per se 

[37] (even if the complex system can influence the environment and 

vice-versa). This particular observation may ultimately represent an 

academic difference that has little impact on the potential benefits 

from applying the general concept of aggregate complexity to better 

understanding the interaction between a software process and its 

context. Furthermore, there have been earlier calls in the 

information systems (IS) domain to consider complexity theory as 

a frame of reference for IS design and evolution concerns [39], 

which are aligned with the general philosophy of agile software 

development in that there is an emphasis on enabling the evolution 

of a software product or system [24]. 

Although complex systems are necessarily complex and 

challenging to apply, it has been observed that software-based 

solutions – which are very much within our purview - are well 

suited to tackling complex systems, especially in the areas of 

modelling and simulation [37], [40]. It is also the case that previous 

work has examined the prospect of using modelling techniques to 

help software process design, for example in the 1990s there was 

some interest in software process modelling [41]  (including work 

at the Software Engineering Institute [20]). However, earlier efforts 

at process modelling appear to not have been sustained and the 

authors of this paper have not identified much newly published 

material in this space in recent years. Perhaps it is the case that more 

recent information on the scope, complexity and content of 

software development contexts, coupled with the contemporary era 

of big data and data analytics, could reinvigorate efforts in this 

space, and as a community we could start to benefit from the 

theoretical benefits that modelling aggregate complexity may offer. 

Among the benefits associated with complex systems concepts is 

the observation that firms that exhibit certain behaviors associated 

with complexity theory would appear to be deriving a competitive 

advantage. For example, comparisons of successful and less 

successful companies have shown that increased levels of success 

are witnessed where organizations maintain sufficient structure so 

as to avoid chaos, while at the same welcoming a degree adaptation 

and improvisation within projects [42]. Successful firms are also 

known to experiment with so-called low cost probes into the future 

[42], an example of which is new product speculation. Furthermore, 

successful companies seem more capable of linking the present 

with the future through process transition [42]. These types of 

examples may hold a particularly strong resonance for the software 

development domain, where the pace of change can be high.  

While many are familiar with the seminal contribution by Charles 

Darwin to the theory of evolution, some may not be aware that 

although he observed and documented what appeared to be a 

system of evolution through adaptation, he did not attempt to 

suggest the precise mechanisms which underpin this adaptation 

[43], [44] (one suspects because it presented as being the result of 

complex interactions in systems that are not easily accessible to our 

perception). Therefore, important and established as the complex 

systems concept may be, including contemporary recognition of the 

role of adaptation in firing the engines of change [45], it is the case 

that what is intuitively appealing and accessible from a theoretical 

perspective remains elusive in the applied sense. And so, we in the 

software development field can perhaps draw some solace from the 

fact that our difficulties in managing software processes and by 

extension software projects, themselves an instance of a complex 

system, are echoed throughout both time and (seemingly) unrelated 

disciplines. And we certainly should not be surprised to discover 

that the ostensibly simple proposition that a software process 

should be appropriate to its context is in practice revealed as being 

layered in complexity.  

5. CONCLUSION 
In this paper, we have demonstrated that both software 

processes and the context within which they operate are complex 

considerations. We have further examined the area of complexity 

theory, finding that there are strong parallels between the challenge 

of harmonizing a software process with its context and the core 

challenges associated with complex systems as described in 

complexity theory. The complex system challenge is one that can 

be tackled through software-based modelling, which can help to 

evaluate the strengths of inter-relationships between entities. 

Complex systems have not gone unnoticed in the software field, 

with modelling having previously been adopted to support software 

processes [27], while more recently, the agile software 

development movement [13] has harnessed the power of self-

organization which is a noted property of effective complex 

adaptive systems and a technique for addressing complexity as it 

arises in such systems. The development of a software-based model 

that can be trained with data from the practice of software 

development is an example of one possible technique that could be 

adopted in the examination of the benefits of aggregate complexity.  

While the proposition that a software development process should 

be appropriate to its context is not likely to meet with much 

opposition, the discussion presented herein demonstrates that the 

application of this proposition is fraught with complexity. So great 

is this complexity that the challenge of harmonizing a software 

development process with its context may be underappreciated in 

some quarters, perhaps also by some software development 

professionals. However, many who have grappled with the 

challenges associated with software development will have a sense 

for the complexity involved and over the decades, many of the 

approaches proposed for software development have incorporated 

provisions to make their processes more resilient to the vicissitudes 

of the outside world. The effect of this paper has been to explicitly 

identify the resonance between complexity theory and the software 

development process. Approaches to tackling complex adaptive 

systems might be beneficial for software development processes.  
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