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ABSTRACT 

Over the decades, a variety of software development processes 

have been proposed, each with their own advantages and 

disadvantages. It is however widely accepted that there is no 

single process that is perfectly suited to all settings, thus a 

software process should be molded to the needs of its situational 

context. In previous work, we have consolidated a substantial 

body of related research into an initial reference framework of the 

situational factors affecting the software development process. 

Practitioners can consult this framework in order to profile their 

context, a step necessary for effective software process decision 

making. In this paper, we report on the findings from a case study 

involving process discovery in a small but successful and growing 

software development firm. In this organization, which has a 

focus on continuous software evolution and delivery, we also 

applied the situational factors reference framework, finding that 

context is a complex and key informant for software process 

decisions. Studies of this type highlight the role of situational 

context in software process definition and evolution, and they 

raise awareness not just of the importance of situational context, 

but also of the complexity surrounding software process contexts, 

a complexity which may not be fully appreciated in all software 

development settings. 

CCS Concepts 

• Software and its engineering ➝ Software creation and 

management  ➝ Software development process management 

➝ Software development methods. 

Keywords 

Software Development Process; Software Development Context; 

Agile; Lean; Process Selection. 

1. INTRODUCTION 
Given the proliferation of software development models, methods 

and standards that have been proposed over the years, it is not 

surprising to discover that there has also been much debate 

regarding the effectiveness of various software development 

approaches. It is generally accepted that no single software 

development process is perfectly suited to all software 

development settings [1] and no setting is unchanging [2]. 

Therefore some amount of process adaption and situational 

tailoring [3] is required in order to render a process suitable to a 

given situational context. As has been noted in the literature a 

software process is a continuous rather than a static concern [4] 

and so we should seek to identify techniques that can improve our 

understanding of interactions between software processes and 

their situational contexts [5]. Accordingly an optimal software 

development process can be regarded as being dependent on the 

situational characteristics of individual software development 

settings. Such characteristics include the nature of the 

application(s) under development, team size, requirements 

volatility and personnel experience 

In certain quarters of the present software development business 

environment, continually changing situational contexts are fueling 

the customer demand for rapid evolution of software products. 

Now more than even in the history of the software production 

business, software development organizations are under enormous 

pressure to evolve software intensive systems through the release 

of valuable software in increasingly shorter time durations. 

Whereas at one stage software releases would occur one or two 

times per year, now given current competitive market 

opportunities this has been reduced to weekly, daily and even 

hourly time periods. Organizations therefore need to innovate and 

release software in faster parallel cycles of days or even hours, 

and this has involved the adoption of certain new practices in 

industry. In this paper, we present the results from a case study in 

one such organization, where a continuous software evolution and 

delivery model has been implemented and evolved to meet the 

demands of the situational context. This study shows that 

situational context, whilst being a complex concept, is a key 

informant for software process selection and design. 

This paper is organized as follows: Section 2 outlines the 

situational factors framework; Section 3 presents an overview of 

the company studied, including its software development process; 

Section 4 examines the role of situational context; and finally, 

Section 5 presents a discussion and conclusion. 

2. SITUATIONAL FACTORS 
The importance of context in software process decisions has been 

acknowledged for some time [6]. Whilst the literature has noted 

that “the organization’s processes operate in a business context 

that should be understood” [7] and that a “life cycle model… 

[should be] appropriate for the project's scope, magnitude, 

complexity, changing needs and opportunities” [8], contributions 
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to the literature in relation to software process context space are 

lacking. Software development necessarily occurs in a 

development context, which includes a large number of concerns 

and factors [9, 10] and it is this contextualization which provides a 

better understanding of what works for whom, where, when, and 

why [11]. In support of the importance of understanding the 

impact of situational factors, authors such as Dyba [12] point out 

that it is this dependence on a potentially large number of context 

variables in any study that is an important reason for why 

software engineering is so hard. 

 

Figure 1. Situational Factors Reference Framework 

Despite the frequent references to the importance of situational 

context in the literature, it was the apparent lack of a 

comprehensive situational factors framework for software 

development that led two of the authors to produce and publish an 

initial reference framework [5], itself an amalgamation of earlier 

contributions, from multiple areas such as risks, estimation, etc. 

Table 1. Situational Factors Classification 

Classification Description 

Personnel Constitution and characteristics of the non-

managerial personnel involved in the software 
development efforts. 

Requirements Characteristics of the requirements. 

Application Characteristics of the application(s) under 
development. 

Technology Profile of the technology being used for the 
software development effort. 

Organization Profile of the organization. 

Operation Operational considerations and constraints. 

Management Constitution and characteristics of the 

development management team. 

Business Strategic and tactical business considerations. 

The framework incorporates 44 individual factors (ref. Figure 1) 

which are categorized using 8 classifications (ref. Table 1), and 

which are based upon 170 underlying sub-factors. A sample 

listing of the sub-factors in the Personnel classification is 

presented in Table 2. 

Table 2. Personnel Factors & Sub-Factors  

Factor Sub-Factor 

Turnover Turnover of personnel 

Team size  (Relative) team size 

Culture Team culture/resistance to change 

Experience General team experience / diversity/ ability to 

understand the human implications of a new 

information system/team ability to work with 

management/application experience/analyst 

experience/programmer experience/tester 

experience/experience with development 
methodology / platform experience. 

Cohesion General cohesion/team members who have not 

worked for you/team not having worked together 

in the past/team ability to successfully complete 

a task/team ability to work with undefined 

elements and uncertain objectives / 

overdependence on team members / distributed 

team/ team geographically distant. 

Skill Operational knowledge/team expertise (task) / 

team ability to work with undefined elements and 
uncertain objectives/training development. 

Productivity Team ability to carry out tasks quickly / general 
productivity. 

Commitment Commitment to project among team members. 

Disharmony Interpersonal conflicts. 

Changeability Scope creep/continually changing system 

requirements/ill-defined project goals / gold 
plating/unclear system requirements. 

 

The situational factors reference framework is in the view of its 

authors a stepping stone towards greater appreciation of the 

complexity of software development settings, and the rigorous 

approach employed in its creation from a rich variety of sources 

has given rise to a framework that they consider to present a 

broadly informed reference for the software development 

community [13]. Using the framework, the situational factors 

affecting the software process were examined in practice as part 

of a case study, details of which are presented in the following 

sections. 

3. CASE STUDY COMPANY 
The case study firm NearForm Ltd., is a software development 

company with a presence in the US and Europe and which has 

experienced substantial growth through the continual delivery of 

high quality software to some of the largest companies in the 

world, including blue chip financial institutions. Value is a key 

focus in the NearForm lifecycle and it is concerned with an acute 

responsiveness to client needs (be they new features or defect 

resolutions). The organization works to a regular 5-day iteration 

for software development, deploying working software 

weekly(sometimes daily) through a standard feature bundle. 

While regular iterations can be predictable from the outset, 

continual analysis of the value stream ensures that each iteration 

may be re-planned in real time, delivering the highest possible 

value from organizational capacity (ref. Figure 2). 

Whilst it is acknowledged that tooling can affect the design of a 

software process [14], the impact of technology on shaping the 



process in this case is profound and may even run contrary to the 

Agile Manifesto value of ‘Individuals and interactions over 

processes and tools’. Within NearForm the continual software 

evolution and delivery is made possible through the aggressive 

incorporation of contemporary and predominately open source 

software tools. While the speedy delivery of innovative features is 

a vital enabler of competitive advantage, it is only effective if it is 

accompanied by reliable and high quality deployments.  

 

Figure 2. NearForm Process Lifecycle 

There are four key technologies driving the process architecture: 

(1) Java-script and Node.js which enable extremely rapid code 

development by utilizing the same programming language across 

the entirety of the system; (2) Alongside a distributed micro-

services architecture, under which the system is broken down into 

a set of discreet co-operating processes, typically each service is 

of the order of several hundred lines of code only; (3) This 

architectural approach is coupled with a continuous deployment 

model, layered over the Docker container engine, whereby 

individual services (or several services at a time) may be deployed 

without perturbing the system as a whole; (4) Finally the company 

ensures quality through steps such as code commit hooks via 

GitHub (for distributed revision control and source code 

management) and the Travis Continuous Integration tool set. 

Together, these technologies enable the company to perform well 

under a time and materials contract basis, whereby clients are 

initially attracted through the rapid delivery of a prototype in 10 

days, and thereafter, regular iterations of new working software 

are reviewed every 5 days. 

3.1 Java-script and Node.js  
Once considered a ‘toy’ language by many developers [15], Java-

script now presents as an ideal language for full-stack, enterprise 

development [16]. Node.js when coupled with its supporting 

package management system – npm - provides a lean and efficient 

platform that enables developers to be highly productive. This, 

when combined with an effective front-end framework (such as 

angular or react) provides a powerful and rapid development 

platform enabling the same language to be used in all tiers. The 

rapid adoption of node.js is evidenced by Figure 3, which shows 

the number of open source modules available for the various 

popular open source platforms (Node.js is the top line). As of 

January 2016, there are over 225,000 modules available for 

node.js with module downloads running in excess of 2.5 billion 

per month [17], a very strong indicator that this technology stack 

has some significant momentum behind it. 

 

Figure 3 module counts 

3.2 Micro-service Architecture  
The term micro-service architecture refers to a style of 

development under which a system is broken down into a number 

of small co-operating components [18]. Typically these 

components interact over a direct point-to-point interface (for 

example, http). As with all architectural styles, there are pros and 

cons to micro-services. Key benefits include: a highly modular 

and decoupled system that can be easier to maintain than a 

traditional class hierarchy; the ability to deploy services rapidly to 

a production system – because services are independent entities, 

only the service under question need undergo rigorous testing and 

the rest of the system has not been changed; finally, micro-

services are highly cohesive units of code that are easier to reason 

about and manage in isolation, this tends to reduce the burden on 

developers and if implemented responsibly can lead to simpler 

code with less defects. 

As a corollary to these benefits, micro-service systems require a 

more sophisticated DevOps infrastructure [19], typically requiring 

the construction of a service deployment pipeline. Use of cloud 

and container technologies enables the construction of such 

pipelines and it is this technology enabler that is driving the 

adoption of these hyper-agile, lean processes. It is the final piece 

in the jigsaw that makes the technology stack so powerful.  

3.3 Software Container Technology 
Software containers provide a means of encapsulating 

functionality within an isolated process space, i.e. a single 

operating system level process can attend to just a specific, small 

piece of executable code. The concept of software containers 

originated in the late seventies with the addition of the chroot 

system call to the BSD Unix operating system. This feature was 

largely unused until FreeBSD jails were introduced in 2000. This 

was followed by Solaris zones in 2004. A more mainstream user-

land implementation in the Linux kernel followed in 2008 with 

the advent of LXC-Containers. However the technology first 

began to gain wide adoption in 2013 via the Docker project, and it 

has resulted in the capability of developers to regularly inject new, 

easily digestible features into live systems with less risk than 

traditional software development and deployment models.   

Container technology may become the mainstream for certain 

types of software development, especially with the development 

of container management and orchestration systems such as 

Kubernetes, Docker Swarm and AWS container services. 



 

Figure 4 micro-service reference architecture 

 

4. APPLYING THE SITUATIONAL 

FACTORS REFERENCE FRAMEWORK  
Two researchers in association with the Director of Engineering 

from NearForm undertook a detailed analysis of the company’s 

situational factors, the primary results of which are presented in 

Table 3. 

Table 3. Situational Factors Identified in Case Study 

Factors Identified in Case Study 

P
er

so
n

n
el

 

Cohesion: The company has a geographically distributed 

team which whose effectiveness is made possible through 

the adoption of tools, especially with respect to 

geographically diverse programming as supported by 

GitHub; 

Culture: The team culture has a low resistance to change,  

change is in fact promoted as a highly desirable 

characteristic and it is enabled at a technical level through 

the various tools and technologies identified in this paper; 

Experience, Skill & Productivity: The experience, skill 

and productivity of personnel are all at the upper end of 

the scale – what are sometimes referred to as premium 

people. The staff cohort in the company tend to be of high 

to very high core technical competency, with the result 

that individuals may operate fluidly and efficiently 

without the need for extensive training or up-skilling; 

Turnover: Personnel turnover is low (especially with key 

technical staff) with the result that continuity of technical 

excellence and know-how is high, there is therefore a 

reduced need for documented artefacts in relation to 

product architecture and process descriptions. 

R
eq

u
ir

em
e

n
ts

 

Changeability: Requirements are subject to frequent, 

sudden and significant change, a reality of operating in a 

fast moving and highly innovative market. As a result, a 

lean/agile approach to software development (such as was 

outlined in Section 3) is preferable for this setting. 

A
p

p
li

ca
ti

o
n
 

Quality: Operational product quality requirement is high 

and the technology adopted, including Continuous 

Integration systems, assist greatly in achieving product 

quality targets; 

Type: The applications under development and evolution 

(though requiring a high level of quality) do not need to 

be at the level of safety-critical software, nor are they 

directly affected by market regulation. As a result, a lean 

process, enabled via the technology and development 

stack, is suitable for the needs of this organization. 

T
ec

h
n

o
lo

g
y
 

Emergent: The technology is emergent and innovative 

thus there is a high level of adoption of new technologies 

and tools to enable process initiatives. Embracing the 

rapid supporting technology offerings means that the 

process itself is subject to change as a result of technology 

strengths and limitations. This too is a feature of the 

context that has reduced the desirability of precise and 

extensive process descriptions which would continually 

need to be revisited as a result of the rapid pace of change. 

O
rg

. 

Size: Organizational size is small – with the result that 

information exchange and communications can occur 

efficiently through video conferences or calls or face-to-

face meetings thus enabling more agile/lean software 

approaches. 

O
p

er
at

io
n
 

End-Users: Operational end-users of the software are 

open to changing requirements and rapidly evolving 

software systems. In fact, end-users are in this case 

demanding such capability from their software supplier in 

pursuit of competitive advantages in a fast moving 

market. This fact is key in shaping much of the process 

design – which is capable of working to a time and 

materials payments model and accommodates rapidly 
changing requirements. 

M
an

ag
em

en
t Expertise & Accomplishment: Management expertise 

and accomplishment is high in key markets and product 

technology stacks, meaning that the business can pivot in 

harmony with the emerging technology without the risk of 

the business and technical strategic directions becoming 

discommoded. 

B
u

si
n

es
s 

Time to Market: The company are in a fast moving 

market where the need for rapid delivery is paramount 

(smooth, regular and rapid delivery is enabled through the 

adoption of a microservices architecture along with 

deployment infrastructure such as Docker); 

Business Drivers: The company’s business drivers are 

leveraged upon vanguard activities in key open source 

emerging technologies - technical excellence and high 

levels of innovation are key to differentiation and business 

development; 

Payment Arrangements: Payment terms tend to be time 

and materials based which supports the type of near-real 

feature elaboration with clients that is made possible by 
the micro services architecture. 

5. DISCUSSION 
There is no one size or style that fits all when it comes to software 

development processes. The process form and content is 

determined by a complex cocktail of situational circumstances 

that may well be unique to each development team, with the 

circumstances themselves being in constant flux. The general 

domain of situational factors affecting the software development 



process may be viewed as being strategically important to the 

future of software development. It is the authors’ view that efforts 

to reveal the nature of the interrelationship between a process and 

its context should be encouraged, even if it is a complex 

undertaking that should be approached with care. The case study 

reported upon in this paper represents one small step towards a 

robust understanding of the interplay between a process and its 

context, while also highlighting the continuum that is the software 

process concern - since the NearForm process that was discovered 

as part of this research and which is described in this paper, a 

contemporary real-world effective software process, would barely 

have been imaginable to earlier generations of software 

developers. And the authors suggest that it is emerging 

developments in technology and tooling that are perhaps the 

primary reason that the process identified in this paper is even 

possible; an observation that may be incongruent with the Agile 

Manifesto value of ‘Individuals and interactions over processes 

and tools’.  

Our case study also serves to demonstrate not just the relationship 

between certain situational factors and software process decisions, 

it also offers evidence of the complexity of the interplay between 

a process and its context. Although our research is still on going 

and there are limitations and threats to validity (which cant be 

expressed here for space reasons) it is already clear that no less 

than 17 individual situational factors are key informants of the 

software development process in the case of the company under 

examination. These factors touch on every category of situational 

context, ranging from basic business factors, to technology 

factors, to application and product factors, to organizational 

considerations, to requirements characteristics, and also to 

operational end-user demands. These are broad concerns, which 

must all be satisfied by an appropriate process.  

Software process decisions are therefore multi-layered and 

complex, perhaps more so than may be appreciated in all quarters. 

And this complex and fluid software process decision chain which 

interacts with its context may account for the absence of a 

generalised software process approach that is perfectly suited to 

all settings – quite simply because the vast diversity of software 

development contexts beguiles and undermines attempts to 

develop a universally applicable process model.  
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