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Abstract  

This paper reports on a grounded theory to study into software developers’ use of software development process in 
actual practice in the specific context of very small companies. This study was conducted in three very small 
software product companies located in Ecuador. The data collection was based on semi-structured qualitative 
interviews with software project managers, focus group with software developers and was supplemented by 
literature and documents studies. We interviewed two types of participants (managers and developers), so as to 
ensure that we elicited a holistic perspective of how they approached the software development process in actual 
practice. The goal was to study what practices are actually used and their opinion and attitude towards the potential 
adopting of an international standard (ISO/IEC 29110) specifically designed for very small companies. With the 
collected data we performed an analysis utilizing Grounded Theory coding techniques, as this methodology 
promotes the focus on uncovering the real concerns of the participants. This study highlighted three areas of 
concern: customer, software product and development tasks coordination and tracking. The findings in this study 
give an insight towards the work products as they relate to software development process practices in very small 
companies and the important factors that must be considered to assist project success. 

Keywords Grounded Theory • Software Process • Software Process Improvement • Very Small Entity • SPI • 
VSE  

1 Introduction 

At a time when technology advances almost daily, software development companies are under increasing pressure 
to improve productivity while maintaining quality and keeping costs to a minimum. The United Nations 
Information Economy Report (UNCTAD 2012) noted that to facilitate structural transformation and technological 
advancement, it is necessary for countries to build domestic  capabilities  to  allow firms  and organizations to 
engage in understanding and improving their processes. 

All software companies are not the same and vary according to factors including size, market sector, time in 
business, management style, product range and geographical location. For example, a software company operating 
in India may have a completely different set of operational problems to contend with to a software company in 
Israel or Ireland. Even within a single geographical area such as Ireland, the range of operational issues faced by a 
small local Irish-owned firm can be radically different to those affecting a multinational subsidiary. The fact that 
all companies are not the same, raises important questions for those who develop software process and process 
improvement models. For example, as noted by (Laporte et al. 2008), the software industry is dominated by very 
small enterprises. Although an international classification exists for computer software and services, little 
international official data is available outside Europe and North America. In Europe, Eurostat uses the General 
Industrial Classification of Economic Activities within the European Communities (NACE Rev.2) that identifies 



computer software and related computer services as a subcategory (division 62: computer programming, 
consultancy and related activities; division 63: information service activities). In 2010, according to Eurostat 
(“Eurostat” 2014)  98.8% of enterprises in this sector were Small enterprises (< 50 employees). Micro enterprises 
(<20 employees) make up at least 97%, they employed more than 30% of people and made up 24% of turnover. 
The term “very small entity” had been defined by the ISO/IEC JTC1/SC7 Working Group (WG) 24 and 
subsequently adopted for use in the new ISO/IEC 29110 software process lifecycle standard as being “an entity 
(enterprise, organization, department or project) having up to 25 people” (ISO/IEC 2011). 

It has been noted that there are significant differences between very small companies with 1 to 9 employees and 
small companies with 10 to 50 employees (Hofer 2002).  Accordingly (McFall et al. 2003), a study of companies 
based in Northern Ireland showed that the priorities and concerns for organizations with fewer than 20 employees 
are different from those of larger organizations. This viewpoint is further supported by studies in Australia (Staples 
et al. 2007) and a worldwide study of VSEs on behalf of the ISO (Laporte et al. 2008). 

In spite of their importance, it has been observed that one of the first challenges for small organizations is that their 
primary business objective is to survive (Paulk 1998; Coleman and O’Connor 2008b) because their resources are 
scarce. It has also been recognized that many VSEs can’t afford the resources - in number of employees, expertise, 
cost, and time - or see a net benefit in establishing software life-cycle processes. There is sometimes a disconnect 
between the short-term vision of the organization, looking at what will keep it in business for another six months 
or so, and the long-term benefits of gradually improving the ways the company can manage its software 
development and maintenance (Johnson 2006; Laporte et al. 2008). Accordingly, the implementation of controls 
and structures to properly manage their software development activity is necessary and constitutes a major 
challenge (McCaffery and Coleman 2009). A software process improvement (SPI) initiative, properly managed 
and administered, can assist software companies in this regard. SPI aims to understand the software process as it is 
used within an organization and thus drive the implementation of changes to that process to achieve specific goals 
such as achieving higher product quality or reducing costs (Coleman and O’Connor 2008a) but the explicit 
definition of processes plays a key role in the major SPI initiatives (Ruiz-Rube et al. 2015). Prior to starting 
process improvement programs, it is imperative to have an understanding of current software development 
practices throughout the industry. Therefore, it is essential to understand the actual process in use in this kind of 
organization to put SPI in a proper perspective. 

Considering the large percentage of small and very small software organizations across the world, relatively very 
few studies have focused on actual process that they are using in everyday software development work, and few of 
them has been specifically focused on very small companies. Therefore, little is known about this field (Moreno-
Campos et al. 2014).  In this paper, we address this gap based on viewpoints of the software project manager and 
software developer, in very small companies, as defined by ISO/IEC29110, which is organizations or companies 
with less than 25 people. Consequently, the results of this work provide an interesting insight into the state of the 
practice of software process and SPI in small software organizations.  

This paper is organized as follows: Section 2 introduced the research background and related work. Section 3 
provides an overview of research methodology. Section 4 describes how it was applied in this study, and section 5 
presents the study’s main findings. Finally, section 6 beside with summarizes the key findings and contributions 
from the research. 

2 Background and related work 

A software process has been defined as “A set of activities, methods, practices and transformations that people use 
to develop and maintain software and the associated products (e.g. project plans, design documents, code, test 
cases and user manuals)” (Zahran 1998). However, a process is not a rigid prescription for how to build computer 



software. Rather, it is an adaptable approach that enables the people doing the work (the software team) to pick 
and choose the appropriate set of work actions and tasks (Pressman 2009). Accordingly the intent is always to 
deliver software in a timely manner and with sufficient quality to satisfy those who have sponsored its creation and 
those who will use it. Therefore, all companies follow a software process, either explicitly or implicitly.  

To simplify understanding and to create a generic framework, which can be adapted by organizations, software 
processes are represented in an abstract form as software process models. Indeed, over the past decades, a number 
of different process models have been designed to help companies manage their software development activity 
(Mora et al. 2009) and a number of different approaches to software process assessment and improvement have 
been proposed. Likewise, disruptive factors such as gamification have been studied (Herranz et al. 2014). 
However, no single approach has achieved a generalized acceptance, which is not surprising, as there are a 
multitude of other contextual and situational factors that influence the choice of process and process management 
decisions (Clarke and O’Connor 2012a). Furthermore there have been attempts to develop a mechanism for 
relating process decisions and industrial contexts (Jeners et al. 2013). Furthermore the unique factors affecting 
VSEs distinguish them, from SMEs (Laporte and O’Connor 2014a, 2014b). 

2.1 Software Process in small organizations 

Despite the growing interest in this subject, no clear agreement has been achieved on how to distinguish between 
very small, small and medium-sized organizations. Moreover, as outlined in (Boehm and Turner 2003) the 
approach to software development can be view on a spectrum ranging from plan-drive approaches such as CMMI, 
to agile methods which as Scrum and XP. 

Agile methods are based on iterative and incremental development using short development cycles (Boehm and 
Turner 2003). The most important priority of agile methods is to make the customer satisfied with early and 
continuous delivery of software. Although agile software development methods have caught the attention of 
software engineers and researchers worldwide, scientific research still remains quite scarce (Abrahamsson et al. 
2010). On the other hand, the traditional software development world, characterized by the engineering and 
process improvement advocates, has plan-driven methods focus on the quality of the software artifacts and the 
predictability of their processes (Boehm and Turner 2003). The ISO/IEC 29110 standard (O’Connor and Laporte 
2014) specifically address the software lifecycle needs of VSEs. Nevertheless, the companies were using a process 
model in a “text-book” fashion (Coleman and O’Connor 2008a; Von Wangenheim et al. 2006), choosing instead 
either to drop elements of their chosen model or, develop something proprietary instead. Likewise, software 
engineering work practices are chosen opportunistically, adapted and configured to provide value (Yilmaz et al. 
2010) under the constrains imposed by the startup context (Paternoster et al. 2014). 

Additionally, a number of in-vivo studies have been made on diverse aspects of the software process in small 
organizations such as requirements engineering problems and practice (Khankaew and Riddle 2014), the benefits 
of using Scrum (Caballero et al. 2011), software inspection (Misra et al. 2014), the practices of self-organizing 
Agile teams (Hoda et al. 2012), knowledge management in small teams (O’Connor and Basri 2012), factors that 
motivate software engineering teams (Verner et al. 2014), factors that may influence the adoption of best practice 
(Cater-Steel 2000), program of process improvement software (Schoeffel and Benitti 2012) and the influence of 
SPI on business success in software SMEs (Clarke and O’Connor 2012b).  These studies use live observation or 
surveys as their research methodology, so that the findings are based on actual process but they do not address the 
entire software process.  

2.2 Software Process Improvement in small organizations 

There is evidence (O’Connor and Coleman 2009) (Staples et al. 2007) that the majority of small and very small 
software organizations are not adopting existing standards / proven best practice models because they perceive the 



standards as being developed by large organizations and orientated towards large organizations, thus provoking the 
debate the in terms of number of employees, size does actually matter. Studies have shown that small firms’ 
negative perceptions of process model standards are primarily driven by negative views of cost, documentation 
and bureaucracy. In addition, it has been reported that SMEs find it difficult to relate standards to their business 
needs and to justify the application of the international standards in their operations. Most SMEs cannot afford the 
resources for, or see a net benefit in, establishing software processes as defined by current standards (e.g. ISO/IEC 
12207) and maturity models (e.g. CMMI). 

The low adoption of best practices, as indicated from the previous surveys (Cater-Steel 2000; Laporte et al. 2008; 
McFall et al. 2003), suggests that process improvement should be a high priority for many development firms. The 
surveys also established that many firms are interested in improving their processes. Accordingly (Pino et al. 
2008), many researchers are focusing their attention on adapting and using SPI models/methods and how to guide 
and prioritize the SPI efforts in SMEs. This means that often researchers consider small organizations together 
with medium enterprises, not differentiating their specific characteristics (Richardson and von Wangenheim 2007). 
Therefore, this can affect research results and their approach. 

Furthermore the group (ISO/IEC JCT1/SC7 WG24) responsible for the development of the ISO/IEC 29110 
(Laporte et al. 2015) standard as part of its work conducted a worldwide survey to find out more about the small 
enterprise’s needs. It is interesting to note that in terms of certification and recognition, only 18% of very small 
enterprises (VSEs) are certified and over 74% indicated that it was important to be either recognized or certified. 
Of that group, ISO certification was requested by 40%; market recognition requested by 28% and only 4% were 
interested in a national certification (Laporte et al. 2008). 

In relation to the most prominent models, new assessment methods tailored to the context of SMEs have been 
developed, such as, for example, in conformance with ISO/IEC 15504: RAPID (Rapid Assessment for Process 
Improvement for Software Development), SPINI (Software Process Improvement Initiation), MARES (Método de 
Avaliação de Processo de Software), and SPIRE (Software Process Improvement in Regions of Europe) among 
others. With regard to the CMMI, EPA is an example of an ARC class-C compliant method and ADEPT is its 
expanding. There also are guidelines to harmonize quality frameworks (Baldassarre et al. 2012). Finally, the 
approach presented in (Taylor et al. 2006) and the Agile Framework for Small Projects (AFSP) (Lee and Yong 
2013) are derived from Boehm and Turner’s Agility/Discipline assessment. 

2.3 Related work 

There is much prescriptive advice written about what software engineers should be doing but rarely is any 
description provided about what they are actually doing (Glass 2003). Although many authors refer to software 
developers using dominant, prevalent, or common practices, there has been little research to date to document 
actual use.  

The closest related work is about the software process in practice (Coleman and O’Connor 2008a)  but it is 
focused on Irish SMEs, other works deal with how to understand (Basri and O’Connor 2010) and evaluate 
(O’Connor 2012a) the issues that affect the adoption of software process standards by very small software 
companies, and knowledge management process practices in these type of companies (Basri and O’Connor 
2011a). While this remains important, this study had been carried out in other geographical location considering 
the whole process to gain more insight about actual software process and the adoption of lightweight software 
process standards in very small companies. The idea is building a holistic picture of the research situation. It also 
provides further validity for our proposed research and indicates if the findings are peculiar to their context 
geographical. 



3 Research Methodology 

This section describes the research design carried out to address the gaps in the literature discussed in the previous 
section. It details the specific research questions that were used to guide the research, the theoretical perspective 
taken and the methodology applied to obtain answers to the questions posed. 

The objective of the study is to investigate what software process practices do VSEs actually use in practice in 
everyday software development work? And what is the opinion /attitude / sentiment / feeling towards the 
potential benefits of adopting a VSE specific standard such as ISO/IEC 29110? 

The motivation for this research originates in the premise that software industry is dominated by an overwhelming 
number of very small software development organizations which face a major challenge to achieve targets relating 
to delivering quality products on time, and within budget. It is therefore necessary to full understand the current 
status of use of practices and techniques in VSEs, prior to determining actions to improve the situation. 

The investigation of software process in practice relies heavily on eliciting and understanding the experience of 
those who use the software processes in situ and the interpretation of these experiences and the reality of the 
situation under study. The study therefore, naturally lends itself to the application of qualitative research methods, 
as they are orientated towards how individuals and groups view and understand the world and construct meaning 
out of their experiences. 

3.1 Research approach 

This study involves an empirical investigation that attempts to understand the software development process 
through the participants’ interpretation of their context. The central role of the people performing software 
development tasks has the behavior of people as its integral part (Yilmaz et al. 2015). Therefore, the need for a 
deep understanding of the software development practices, problems, and needs in VSEs calls for a qualitative 
research approach (Basri and O’Connor 2010). The objective of the present study is more focused on creating a 
detailed description rather than creating a theory, accordingly a pure Grounded Theory (GT) method is not 
applicable but only GT coding process will be used in order to assist researcher in analyzing present study data 
(Hoda et al. 2012; O’Connor 2012b). 

As depicted in Fig. 1, this study has two phases. In the first phase, all of the data collection processes are 
completed where three main methods in data collection process that have been used; individual and focus group 
interviews and document analysis. Document analysis was based on the artifacts delivered by each organization. 
For the interview and focus group purposes, researchers have been guide by an interview guide and focus group 
question guide. The guides are inspired on related work mentioned in section 2.3. In the second phase, GT coding 
process was used in analysis data. In the following sections, we describe the main components of the research 
approach as illustrated in Fig. 1. 
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Fig. 1 Overview of the Research approach, data collection and analysis using Grounded Theory 

3.1.1 Interviews and Focus Group 

Interviews and Focus Groups are a resource-demanding data collection method; activities such as planning, 
conducting and analyzing are time-consuming by nature. However, interviewing people provides insight into their 
world; their opinions, thoughts and feelings (Hove and Anda 2005) and therefore we propose these as suitable data 
collections mechanisms. 

In particular focus groups explicitly use dynamic group interaction as part of the method to achieve enhanced data 
gathering, as it can for example activate details of forgotten experiences and also generate better data through wide 
range of responses (O’Connor 2012b). This means that instead of the researcher asking each person to respond to a 
question in turn, people are encouraged to talk to one another: asking questions, exchanging anecdotes and 
commenting on each other’s experiences and points of view (Kontio et al. 2004, 2008; Langford and McDonaugh 
2003; O’Connor 2012b). Focus groups are thus carefully planned discussions, designed to obtain personal 
perceptions of the group members on a defined area of research interest. There are typically between 3 and 12 
participants and the discussion is guided and facilitated by a moderator-researcher, who follows a predefined 
questioning structure so that the discussion stays focused (Kontio et al. 2008). In this study, there were between 2 
and 4 interviewees due to the limited number of software developers in each participant organization. 

Both methods should be used properly and the sessions should be planned and executed well and with appropriate 
rigor in order to avoid potential sources for unwanted bias. Interviews and focus group were also recorded in order 
to prevent loss of information. Thus, the interviewer was able to pay more attention to the subject.  

3.1.2 Grounded Theory 

This study has essentially employed the (Strauss and Corbin 1998) approach because the researchers have personal 
and professional experience on software development. It is supportive of theory building and contributes to 
“theoretical sensitivity”, the ability to understand the data’s important elements and how they contribute to theory 
(Coleman and O’Connor 2007). According to (Strauss and Corbin 1998), the theory that is derived from the data is 
more likely to resemble what is actually going on than if it were assembled from putting together a series of 
concepts based on experience or through speculation. 

It is worth noting that GT is being increasingly used in the software engineering domain and in the study of 
Software Process in particular (Basri and O'Connor 2011b; Coleman and O’Connor 2008a; Hansen and Kautz 
2005; Hoda et al. 2012; Kroeger et al. 2014). 

3.2 Data collection 

During the fieldwork the semi-structured interview and focus group were performed. In total the study involved 3 
interviews and 3 focus groups across the 3 very small companies profiled in Table 1. The following subsections 
will present these findings in more detail. In keeping with the fundamental tenets of grounded theory, extracts of 
the interview transcripts will also be presented in support of the findings. 

Table 1 Company Profile 

Company Business Sector 
No. of  
Active  

Projects 

No. of 
Developers 

No. of 
Employees 

Years of 
Operation 

International 
Customers 

No. of 
Participants 

PM 

No. of 
Participants 
Developers 

1 Enterprise 10 6 17 18 Yes 2 4 
2 Financial Services 12 7 10 9 Yes 1 4 
3 Enterprise 4 5 7 4.5 Yes 1 2 



3.2.1 Recruiting Participants 

Recruiting participants is a significant challenge for any research project as they have to spend time on what are 
often seen as a “non-productive” activity. As one of the authors has firsthand knowledge of the Ecuadorian 
software industry, potential candidates from this industry were been identified through prior working relationships. 
In addition, we developed and distributed an e-mail invitation for 30 enterprises of Ecuadorian Association of 
Software (AESOFT). Despite this effort, the organizations were selected based on availability therefore it was a 
crucial factor for their selection, which is a common practice (Benbasat et al. 1987).  

To ensure participants were fully informed about the implications of their involvement in the research and to 
comply with the issue ethics, each potential VSE was provided with a research profile. In addition, each person 
who agreed to participate in the research project as an interviewee was asked to notify via e-mail that confirmed 
that they had understood the implications of their involvement and that they were willing to participate. 

There were three organizations located in Ecuador which had the advantage of restricting to within the same 
geographic, economic and regulatory regime and thus facilitating direct comparison. The participant organizations 
are software product companies whose primary business is software development. They have been on the market 
from 4.5 to 18 years. All of the organizations were classified as VSE (ie. up to 25 people) with the number of 
software developers varying from 5 to 7 people including two CEO, who are also owners and founders. The 
organizational sizes varied from 7 to 17 employees.  

In order to respect their confidentiality, we refer to our participants by numbers 1 to 3, rather than by name. Table 
1 shows participant and their features. Overall, the data collection process took 3 months, which included 
identifying suitable companies, contacting and confirming potential respondents’ process, conducting individual 
and focus group interviews process. 

3.2.2 Artifacts and Document Review 

Before beginning the meetings, the artifacts made available by each organization were collected in order to 
perform a prior analysis about their content and useful, the artifacts are documents. This approach was helpful to 
acquire first hand knowledge of the organization. This gave us the opportunity to learn about these issues before 
starting the interviews and allowed us to examine whether descriptions of software development methods existed 
and to determine which type of documentation was available to the staff.  The document studies enabled us to how 
much support they could get from these materials. It made possible a fluent communication and understanding of 
respondents. These documents also inspired us during the interview. 

Only one of the companies has some processes documented as they had previously used it to get a EFQM 
Certification (European Foundation for Quality Management), which required such documentation.  The studies 
made it easier to evaluate to which extent such advice and directions were followed and which effect the 
recommendations had on the final implementation of methods in the projects. 

3.2.3 Interviews and Focus Group 

Online meetings were selected because the geographical location of the researchers (at the time of the study was 
conducted) was not in Ecuador. Although these online forms provide many advantages over traditionally 
conducted meetings (e.g., savings in travelling and venue costs, participants feel more comfortable giving negative 
or controversial feedback), they also have distinct drawbacks, too, such as the task of the moderator can be much 
more demanding in online than in face-to-face settings (Kontio et al. 2008). 

The data was collected by conducting semi-structured interviews with Software Project Managers. The interviews 
were between two hours and a half and three hours in duration. We focused on the participants’ experiences of 
working, in particular the challenges faced in their everyday work and the strategies used to overcome them. 



Conducting Semi-structured interviews instead of completely structured ones help with emergence of the real 
concerns of participants rather than forcing a topic that may be viewed as trivial by the participants. As the nature 
of the interviews had been open, when the conversation moved towards new and interesting areas relevant to the 
subject, the interviewer pursued and explored the new directions. Keeping this in mind, the focus group was 
performed with software developers. The sessions lasted one hour and a half and one two hours. Again, this 
approach was helpful to understanding of respondents based on data collected previously. 

All the data was personally collected and analyzed by the same individual in order to preserve consistency in the 
application of the method. Furthermore, she used the guides developed for the interviews and focus group. As an 
initial step, two experts revise these guides in order to validate their consistency and relevancy. 

Moreover, every meeting was first voice recorded and then transcribed. A complete transcription is very time 
consuming, but it avoid the loss of data. In this way, it was easier to recall the content clearly and to gain a 
thorough insight into the all the data material. The transcriptions were used for the coding of data in the 
subsequent analysis phase.  

4 Analysis  

Data analysis may begin informally during interviews and continue during transcription, when recurring themes, 
patterns, and categories become evident (O’Connor 2012b). Coding is the key process in GT (Strauss and Corbin 
1998). It is the first step of data analysis and begins in the early stages after the first interviews for data collection. 
They assert that the coding procedures in GT are neither automatic nor algorithmic - “we do not at all wish to 
imply rigid adherence to them”. Therefore, flexibility may be necessary in certain circumstances. There are two 
types of codes produced as a result of data analysis or coding. This process involves the development of the codes, 
code-categories and inter-relationship of categories which is based on the GT process and coding strategy (Strauss 
and Corbin 1998). In order to help us code the interview transcript and linking these codes, the Atlas.ti software 
tool was used. It also produced the semantic network diagrams, which serve to represent information by intuitively 
accessible graphic means.  

Three coding techniques proposed by GT methodology: open coding, axial coding and selective coding (Strauss 
and Corbin 1998) have been applied in order to assist researchers in analyzing qualitative data and are explained 
below in the context of this study. 

4.1 Open Coding 

Open Coding is the analytic process through which concepts are identified and their properties and dimensions are 
discovered in data (Strauss and Corbin 1998). The analytical process involves coding strategies which is the 
process of breaking down interviews and observations into distinct units of meaning which are assigned labels to 
generate concepts. We used open coding to analyze the interview transcripts in detail, this means the researchers 
analyze the data line-by-line and allocate codes to the text. The idea is to generate a list of concepts by examining 
the data. All these open codes were then linked and grouped based on similar issues on the broad categories that 
represent the unit of analysis. During this first phase of the coding process the researcher is comparing data and 
continually asking questions about what is not understood. Through the process of constantly questioning that the 
identification of categories occurs during open coding and the process moving beyond description to 
conceptualization begins. It is imperative that the researcher combines the open coding process with theoretical 
memo writings that record emerging categories.  

While reading the interview transcripts, we made codes/comments about the statements that were important for the 
respondent’s understanding of their software process development. It was also important to be able to trace 



conclusions back to the three companies in order to see at the same time whether the results derived from a single 
company’s data or might apply to several companies. Therefore, the codes were grouped in this way, and this 
allowed us to relate the individual results to a specific company or connect to software development processes in 
general. 

The Atlas.ti tool allowed a visual representation of codes, which supported us to identify the source of the 
statements and simultaneously to view all the statements in one place to find relationships between the different 
respondents’ statements. 

4.2 Axial Coding 

Axial coding is the process of relating categories to their subcategories (Strauss and Corbin 1998) to create code 
families. The term “axial” derives from the fact that coding occurs around the axis of a category, linking categories 
at the level of properties and dimensions. This involves documenting category properties and dimensions from the 
initial coding phase; identifying the conditions, actions and interactions associated with a phenomenon and relating 
categories to subcategories by the continuation of asking question and making comparisons, the inductive and 
deductive thinking process of relating subcategories to a category is the main emphasis of the axial coding. 

Based on the codes, an iterative process was carried out in order to create a range of categories. The transfer of 
codes was applied when the codes placed were related to each other or belonged to primary or subordinate 
categories in such a way that the relationship was indicated by how they were placed in relation to each other. As a 
result, a visual picture of the many codes grouped was achieved.  

4.3 Selective Coding 

Selective coding is the process of selecting the core category, systematically relating it to other categories, 
validating those relationships and filling in categories that need further refinement and development. In this 
process, the first step is to identify the main or ‘core’ category related to the collected data. The core category acts 
as the hub for all other identified categories. Selective coding is not very different from axial coding, but takes 
place at a higher, more abstract level of analysis. Again, an iterative process was carried out in order to place the 
list of results into significant themes, which were used to organize the description of the study’s results. 

5 Results and Discussion 

Based on the analysis process, we have identified 3 main related categories that shape the software process in VSE 
participants companies in the present study. The last category Quality Standard is concerned with understanding 
the issues that affect the adoption of software process standards. Table 2 shows all the main categories and 
variables that gave an influence to the software development process in very small companies. The details of the 
main categories are presented below, which grouped and listed out in detail the important variable that was 
gathered from the analysis of understanding the actual software process development in the study companies. 

Table 2 Themes, core categories and categories 

Theme Category 
Customer  
 Ensure customer satisfaction 
 Understand the customer needs 
 Align customer expectations 
Product Software  
 Understand Requirements 



 Design and Select Architecture 
 Build the Software 
 Test the Software 
 Deploy the Software 
 Operate the Software 
Development Tasks Coordination and Tracking  
 Coordinate Activities 
 Track Progress 
 Stop Work 
Software Quality Standard 
 Level of Acceptance 
 Standard Benefits Awareness 
 Barriers towards its adoption  

 

5.1 Customer 

To survive, very small companies need to be customer focused. All interviewees declared that their customers are 
their top priority as is evident in this example quotation from the software	 developers in Company 3 “The 
customer should be happy so there will be more work”. From there, to Ensure Customer satisfaction1 is the most 
important concern because this means future opportunities of work with the same customer and/or 
recommendations with others. Likewise, to understand the customer needs is primordial, before beginning to work 
they hold meetings with them in order to create a proposal.  

In addition, the CEO in Company 1 claims: “We have defined formal documents for medium and large projects 
but they do not work for small projects. We have a statement of work and initial schedule because we felt that we 
had many problems at the end due to the expectations that were set very high. In order to reduce expectations and 
ease acceptance, we state what they want, what they are going to get and what we will not do”. She is aiming for 
customer satisfaction by aligning customer expectations which can be achieved after understanding customer’s 
expectation and then delivering as per the expectation. The expectation is made into a written agreement between 
the company and its customer. 

5.2 Product 

In order to appropriately and accurately address customer need it is important that the development team 
understand requirements of the end software product. This encompasses two activities: capturing and agreeing on 
what the software product will do based on customer’s needs. From there, its priorities and impact are defined. 
When software developers are involved they feel more confident and relaxed throughout the software process. 
Software developers in Company 1 provide a good example: “Being in the requirements elicitation give us 
knowledge ... when we are not involved we have to review the requirements specification if it is incomplete then we 
need feedback from the customers.” 

As a result, a requirement specification document that meets the customer’s needs is created. All of the 
participating companies learned about its importance when they had difficulties with the customer. In fact, if this 
document does not exist then it is very difficult to reach the customer satisfaction and finish the project if it is too 
hard. Therefore, specifications are written in such a way that they can easily be read and reviewed by customer and 
to allow the customer to provide feedback.  This comment, from Company 3, shows why they feel they need more 
documentation. ““It has been fixing and improving requirements [document]. It has been a complex process of 

                                                             
1 From hereon, the themes, categories and core category are denoted in italics 



having nothing to having a document to support us. It avoids problems as spending time without extra pay when 
the customers want you to do things that they never said because otherwise it [the product] will not work.” 

They just design and select architecture when they have to add components. They argue that they do not need to 
do it because they work with a product which is well known. The following, from software developers in 
Company 3, represents an example: “We do not have database models because we develop on a product already 
done. We simply include tables”. Nevertheless, technical documents about interfaces and data migration are 
written in order to minimize misunderstandings and misconceptions. 

To build the software, some of the software developers initially learn about aspects of the companies’ software 
process such as common coding standards and by working on other product artifacts such as product manuals, etc. 
The Project manager in Company 3 put it more concisely: “Initially, they work on small things like manuals and 
so on while they understand how it works, we go step by step”. In addition, they test and verify their units of code 
based on their background. Likewise, the bug are reported and assigned to developers that can fix it – usually the 
ones who wrote the piece of code. After the problem is resolved, fixes are re-tested in order to check that fixes did 
not create problems elsewhere. However, the software developers in Company 2 pointed out: “I believe that the 
[software] development is not a really problem for us, we have difficulty with managing our time because the 
same customers demand such thing [change]”. They admit that it is not enough to be an expert developer or have 
support from them. Project manager in Company 3 said: “Everyone does what he/she needs to do in order to build 
the functionality”.  

To test the software is a major issue of concern because they have insufficient time. However, when a project is 
not small, they carried out two types of test, internal – with their own staff – and external – with the customer –. If 
there is not enough time for thorough testing they use their experience, along with discussion with project 
customer, to determine where testing should be focused. The project manager in Company 2 typified this thus 
“when the customer insists that they require something urgent, we do not have a chance to do all the tests we had 
thought to do”. Therefore, test reports are just written when they think that it is necessary. The two oldest 
companies (1 and 2) elaborate a test approval by their customers. Additionally, the company 2 with customers in 
the financial services industry writes a request to install a test version. 

The deploy the software stage means the software product is available for use. Nevertheless, Company 2 points 
out: “I have access to only development environment” therefore technical staff in the customer site are responsible 
for installing. On the other hand, some training activities are carried out by software developers. The three 
companies provide user manuals and the two longest established companies (1 and 2) also provide training 
materials. 

Finally, the operate the software product stage requires customer to use the software product in a live. The support 
is in situ and if it is necessary that software developers do it, too. After this period, the two oldest companies have 
a help desk. As the project manager in Company 1 reports: “We managed to build our support department such 
that we can give a customer service by with a standard [own procedure] that led us to have recommendations 
from our customers due to our after-sales service”. They have a software product to take control of the help desk. 
The purpose of a help desk is usually to troubleshoot incident or provide guidance about products. An incident 
could be a bug, faults, request new functionality and so on. It sometimes implies a sudden overwhelming and 
unforeseen event. Although they have a procedure there are customers who claim immediate attention - no matter 
how minor it may be. Lastly, software developers have a direct and informal communication with customers. The 
two longest established companies have a change control that includes a change request document. However, this 
situation consistently exceeded their capacity available to respond. Software developers in Company 2 outlines: 
“we have a helpdesk when there is time it [incident] comes around if not, arrives by mail, phone or WhatsApp. It 
much depends on the customer. Sometimes, they are calling immediately to ask if it was already finished”. 



The last three categories test, deploy and operate the software are done if the customer require them. 

5.3 Development Tasks Coordination and Tracking 

In terms of the ongoing coordinating and tracking of tasks it was found that VSE employ a variety of techniques to 
manage coordination and tracking of tasks. The software developers in Company 1 explained that: “As a 
developer the process that I have used it has always been the same: requirements elicitation, development [we 
do], testing phase, training phase [we sometimes do], documentation phase and final delivery”. In consequence, 
the need to coordinate and control the work requires a complex and difficult degree of formalization of procedures 
that they do not have. Therefore, they have many problems to complete their projects under time and cost 
constrains. Software developers in Company 3, the most young company, stated: “There a lot of projects that have 
been not yet closed, because when a new one comes we focus all the effort on that one while the other is still there 
waiting”. 

The coordinate activities stage includes initial plans in order to address their work and create a project repository. 
These plans are not always written – that is especially true for “small projects” - but the deadline is always known 
by developers. Project manager in Company 3 declared: “…now I use an Excel [spreadsheet] but not all the time, 
I know the due date and that's it”. In fact, developers ask for help in order to meet the deadline when they need it. 
As mentioned above, the project manager cannot plan for every possibility so he/she sets a soft deadline which 
will give him/her a crucial grace period to deal with unforeseen problems. Thus, he/she could even have time to 
recover from unexpected event that happen in others active projects. He/she always negotiate due dates with the 
customers. Moreover, they only keep a written a meeting record if it will be useful. 

The Track progress stage is based on the work done. Only the older company has timesheet software to assign 
tasks and track time, however they point out that the quality of captured data is not particularly good. In the 
younger company, the project manager actively reviews the status of the developed code in the source control 
software system in order to assess the current status of the development work at any particular point in time. The 
last company is the only one directly asking each person their progress every one or two weeks. Software 
developers in Company 2 stated: “We lack tracking; we need to know where we are, how we are and so on. For 
instance, it occurs to me that I need a meeting in order to know I am not going to meet the deadline. I will not 
deliver the customer something. Nevertheless, I have to know when it is ok to tell the customers that their 
deadlines are not possible, how to negotiate with them according the progress. This kind of things we are not 
managing …”.  

Finally, the stop work stage is achieved with the acceptance record that means that the work is completed. After 
that, the oldest company gathers lessons learned, however their project manager claims: “it is usually one of the 
most complicated parts of the project”. Software Developers in Company 3 outlines: “Closing processes include 
making changes, reports and its delivery, the customers are happy when they get what they want and then sign the 
acceptance record”. 

5.4 Software Quality Standard 

The Level of Acceptance is low because none of the companies are accredited to or have plans to adopt any 
particular lightweight software quality standard because they would like to have to take control over their current 
development process. They argue that the software quality standards are not tailored with the current development 
process so it is a big challenge. The following three interview extracts describe this situation: “There is still a lot 
to do, to document”; “Many companies do not adopt the standard because they think that quality issues are 
cumbersome and will not have a return on investment”; and “I think the first step is to have our well-defined 
process, we probably need to have our own product, and I think the next step is to address the quality issues” 



Standard Benefits Awareness 

The analysis has also shown that there is an indicator that small companies are interested and are aware about 
software process and quality standards. The interviewed companies believe that the potential benefits from having 
a quality standard, and in particular ISO/IEC 29110, could be a quality product, improving company image, 
improving work process, creating consistency in development work, making the business more profitable because 
less time is spent on non-productive work. As one interview subject explained “I think it [standard] is necessary, 
let us not beat around the bush, but you have to adapt it to the reality of the company. As I told you, each reality is 
different  ... so I have assumed few things and implemented few things because it is necessary. You cannot live 
without it.”. This concept was backed up by another who explained “If you could achieve the standard ... 
eventually you could decrease the costs because you would have a defined process”. Finally a further participant 
remarked that “The great benefit is a more controlled software development process so take less time to finish …” 

Barriers towards its adoption 

They even believe that they do not need it because they are small and have limited resources in the company. They 
were not interested in adopting any quality standard due to the cost, time and effort involved. In addition, there are 
perceived difficulties in implementing a new process that everyone can understand and follow clearly. One 
company in relation to CMMI explained such barriers as “These methodologies are still very large for our size. 
There are still a gap between our human resource and our financial resources”. Another remarked on the effect of 
people related perceptions as barriers by stating that “I just tell you the people. People should be involved ... there 
is always resistance to change”. Another company explained that “We made up our own methodology, it was 
adapted to our reality and it works, we need agility, unfortunately we also need to have formal documentation 
otherwise the customer relationships are complicated but I cannot overburden”. 

Finally, in order to encourage among small companies the adoption of a software quality standard such as ISO/IEC 
29110 the respondents indicated that it requires: 

• Minimum overhead of resources (time, people and financial) 
• More information about the standards such as guidelines, deployment packages and certification process 

scheme. 
• Papers about case studies of its adoption in terms of time required, workload and lessons learned. 
• Expert Assistance. 

Although only one project manager is knowledgeable in software quality standards. All of them agreed that 
ISO/IEC 29110 could be helpful. As a project manager in Company 1, the EFQM certified company, said: “I think 
and I am increasingly convinced that many past years with adequate knowledge could be compressed into a tablet 
... we have done things differently”. 

6 Conclusions 

This paper reports on a grounded theory study of how software developers and software project managers use 
software development methodologies in practice in the context of very small companies. It has revealed that the 
VSEs use their own software process to work, which they have adapted to their own particular environment and 
have achieved a sustainable base. Furthermore, VSE management believes that they can improve using internal 
informal process alterations, rather than formal SPI programmes. Therefore, very small companies with more than 
four years on the market that carry out more than one project can identify with what is being stated in this study 
and with the described constrains of resources, personnel and time.  



In this study, the practitioners indicated how they do their work to achieve a software product that ensures 
customer satisfaction therefore three areas of concern were clearly identified: customer, software product and their 
work. Regarding to the customer, ensuring customer satisfaction implies understanding their needs and going 
beyond to align to their expectations. In order to satisfy the customer, understanding requirements is crucial 
because it addresses the remaining part of the process: design and select architecture, build the software, test the 
software, deploy the software and operate the software. The current development process is brief, informal and 
very light, only one company has claimed to be based on agile methodologies while the others have an iterative 
process that sometimes is incremental. Furthermore, software developers carry out the process explained above by 
the project manager who is responsible to coordinate activities, track progress and finally stop work. 

The interviewees admitted that almost all documentation is omitted in small projects. Conversely, only the issues 
related to customer communications are being documented in the others projects, particularly in the oldest 
companies. Nevertheless, these findings could be influenced by their national culture. As a result, there is a search 
for balance between protecting themselves from any disagreements with the customer and required workload. On 
one hand, the short list of work products include: Requirements Specification, Meeting Record and Acceptance 
Record. On the other hand the long list includes: Project Plan, Change Request, Progress Status Record, 
Correction Register, and Manual User. It is worth noting that project managers considered that introducing more 
process control would result in more documentation and thus bureaucracy in the organization, a finding supported 
by the literature in respect of SMEs (Coleman and O’Connor 2006). 

Although software quality standards are not a major concern for very small entities, all interviewed have a sincere 
interest in improving their way of working as one of the project managers stated “This is a road  [software process 
improvement] that has no end ... we have to go throughout our lives”. In fact, same as other previous studies 
(section 2.3), the current study also found a low level of acceptance. Despite lack of knowledge about quality 
standards, the project managers have standard benefits awareness and barriers towards its adoption. In spite of 
this, they agree that ISO/IEC 29110 could be helpful, even though they will not immediately adopt it. 

6.1 Implications, limitations and future research 

If the companies in this study are broadly representative of the small software product community in Ecuador then 
the absence of knowledge about the software quality standard like ISO/IEC 29110 amongst practitioners should be 
a cause of concern amongst its [standards] founders and advocates. The reasons behind that the very small 
companies studied do not adopt software quality standards is because they do not feel ready to do so and further 
argue that they do not have time to implement such standards. However, they want to know more about how to 
improve their way of work step by step with minimum overhead of resources, especially time.  

The main contribution of this study is an expanded understanding of actual software process, areas of concern, 
with a focus on why very small companies are not prepared to adopt or even experiment with lightweight software 
process standards. 

A limitation of this study is related to the reliance on qualitative data, as all data is derived from interviews and 
focus groups are known to be prone to bias. We attempted to overcome this potential threat to validity was using 
three strategies. Firstly, the guidelines used were revised by two experts in this area and there were discussions 
with the research supervisors. Secondly, we achieve a whole perspective in each company of the issues by 
interviewing their project manager and carrying out focus groups with their software developers (developer, tester, 
business analyst). Finally, the data derived from their artifacts did not contradict, but rather supported the prior 
data, thereby strengthening it. 

A further limitation is related to data collection issues. There were 3 companies but almost all the staff involved 
took part that means we have a rounded view. It creates some limitation in the research results. However the 



appropriate type of companies and respondents were identified for this research, have produced a valid indicator 
and the results could accurately characterize the context studied which in turn was in some ways limited by our 
access to them. The project managers made the final selection of respondents therefore there is the possibility that 
the project managers intentionally selected respondents that would present a picture of software process 
development, which they could approve. However, there was no reason to let such political factors play a part in 
the selection of respondents. The project managers were informed that the study had no intention to examine the 
organization as such. The purpose was to gather information on how system development takes place in practice 
and to examine which role methods play in the process. They were also informed about the anonymity of the 
organization in the report. Thus, there was no real motive why they should wish to present a wrong picture of the 
situation in their organization. 

An issue not addressed directly in this study is the cross-cultural comparison of software process and process 
improvement in action (Niazi et al. 2010) as different countries who poses different cultures may have a different 
pre-disposition to varying levels of formality in process implementation (Cater-Steel and Toleman 2006). 
Therefore there is potential to place the present study in the context of similar studies in other geographical 
locations (Sanchez-Gordon et al. 2015). 

 

The immediate future research is to expand the number of research participants, which would help to produce 
more reliable and generalized results. From there, very small companies could get the information and gain 
awareness in managing their software development process as the first step to address the challenge to deal with 
the software process improvement. 
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