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Abstract. Serverless computing is on the rise but developing software to exploit 

this space involves a deep rethink of software architecture, deployment, and 

operation (perhaps also, software development processes and team structures). 

Central to this revolution, we find a compelling argument for distributed, 

services-based software architectures. But converting a large, established 

monolith architecture system to microservices is non-trivial and fraught with both 

cost and risk. For the many firms with established software systems, this 

architectural system conversion might be considered the first stop-off on the 

journey to serverless computing. In tandem, software deployment and production 

monitoring also require reinvention. The focus of this paper involves an 

examination of the advantages of microservices architectures, include techniques 

for migrating from monolith architectures. Through application of a Multivocal 

Literature Review (MLR), we find that migrating from a monolith architecture to 

a microservices architecture is risky and non-trivial, but that there are techniques 

that can be employed to support the transition. We find also that monoliths have 

their advantages which might be overlooked to some extent in the race to 

serverless computing.  
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1 Introduction 

The microservice architecture has become increasingly popular in the past several years 

as many companies have migrated their monolith applications to microservices [1]. 

However, the transition can be difficult and challenging [2]. Arguments for whether to 

adopt the microservices architecture, how to do so and what to expect during the 

transition exist in various forms both in the grey and white literature [36], though the 

focus of such literature varies greatly, and in some cases, there is conflicting 

information. 
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The term microservice was introduced in 2011 to describe an architectural style for web 

services where applications are composed of several small independently deployable 

services which each run in their own process, handle a single business capability and 

communicate with each other via lightweight mechanisms such as HTTP [3]. 

Generally, each microservice is owned by a single small “two-pizza” team which 

manages its development, deployment and testing [4]. Microservices have many 

advantages over monolithic applications such as better scaling, resilience, technological 

heterogeneity, replaceability [5] and modifiability [6]. 

There has been a significant increase in the popularity of microservices in recent 

years as many businesses have decided to use the microservice architecture over the 

more traditional monolithic architecture [1]. As of 2020, only 23% of organisations 

surveyed were not using the microservices architecture. 

 

 

Fig. 1. microservice adoption rates as of 2020 [1], 23% of respondents said they had not yet 

adopted microservice architecture. 

The number of searches for the term ‘microservices’ has also increased significantly 

over the past several years. Google trends, an online tool for measuring the search 

interest of search terms, shows that the worldwide search interest for the search term 

‘microservices’ from 2004 onward increased rapidly over the past several years [7]. 

    Netflix and Amazon have been pioneers of the microservice architecture. Amazon 

launched their “Amazon Elastic Compute Cloud” in 2006 much ahead of their other 

competitors such as Google or Microsoft [8]. Netflix started to migrate their monolithic 

application to microservices running on AWS in 2009; two years before the term 

‘microservice’ was introduced. Netflix’s adoption of this architecture has been pivotal 

in facilitating the company’s massive growth. The microservice architecture enables 

Netflix to regularly update their product for millions of users worldwide and provide 

uninterrupted access to their service [4]. 
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Fig. 2. Worldwide Google search interest for the term ‘microservices’. 

Source: adapted from [7]. 

    A monolith is an application where all the functions of the application are 

encapsulated in a single running process. The monolithic architecture was the 

established way of building applications [6]. Monolithic applications have their own 

strengths such as simple deployment and testing [9]. Therefore, the monolith can be 

viewed as the “least software” approach to developing an application and is therefore 

suitable for small companies. However, large monoliths are associated with many 

problems such as high complexity, slower deployment, scaling difficulties and 

technology lock-in [10]. There are pros and cons to monoliths and microservices and 

whether an organisation adopts the monolithic or microservice architecture depends on 

contextual factors such as the size of the company and the rate at which the software 

might ideally evolve. In this paper, we examine why microservices are appealing to 

software firms, what techniques might be employed when transitioning from a monolith 

architecture to microservices, and what risks are involved in the process. For serverless 

computing to be fully embraced, it seems that a large part of the initiative is dependent 

on a distributed software architecture. For this reason, this paper focuses on the benefits 

of microservices architectures, and later, the techniques that might be adopted when 

migrating monolith architectures to microservices.  

2 Research Methodology 

This research paper was written in the context of a Multivocal Literature Review 

(MLR) involving academic and non-academic literature also known as white and grey 

literature respectively [36]. Under the guidance of a senior academic, the primary 

research team was assigned the research topic “Monolith to Microservices Migrations: 

Techniques and Pitfalls”. The first task when conducting the MLR was to divide the 

research paper title into subproblems by formulating research questions to guide the 

research process. Each of the four primary researchers was assigned a single research 

question. The following research questions were identified: 

 

● RQ1:  Why have microservices increased in popularity in recent years?  

● RQ2:  What are the advantages of migrating from a monolithic to a 

 microservice architecture? 
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● RQ3:  What are some techniques for migrating applications from a 

 monolithic to a microservices architecture? 

● RQ4:  What are the risks of migrating from a monolithic to a microservices 

 architecture? 

 

Once the research questions had been chosen, we used certain search keywords and 

search engines to create an initial pool of white and grey literature. The names of the 

search engines used to find academic literature were Google Scholar and IEEE Xplore 

and Google Search was used to find non-academic literature. To find relevant academic 

papers, the following search terms were used in Google Scholar: ‘monolith to 

microservices’, ‘microservices’ and ‘monolith to microservices migration’. For each 

search term in Google Scholar, we saved references to all the papers on the first search 

results page using the Mendeley reference manager. We also used snowballing to add 

additional white and grey literature to the initial document pool which ultimately 

contained 79 documents. 

2.1 Selection Criteria 

We then applied inclusion and exclusion criteria to filter out irrelevant or low-quality 

documents to create the final literature pool which contained 35 documents. To filter 

our collection of academic literature, we first excluded and removed duplicate papers, 

papers not written in English, papers with few citations and papers written more than 

ten years ago. We then only included papers considered to be relevant to our research 

questions and relevance was determined by reading the abstract of each document. 

When selecting grey literature documents such as online articles and blog posts, we 

included documents which were ranked high enough to be on the first search results 

page, were written by prominent industry figures and had enough supporting 

references. Grey literature documents were only included if they were insightful and 

well-written, and if presented from sources of ostensible credibility.  

Before answering the research questions, we read through the papers in the final 

literature collection to create research notes, identify useful information and references 

relevant to answering our research questions. In the following analysis section, a 

subsection is dedicated to answering each research question. 

3 Analysis 

3.1      RQ1: Why have microservices increased in popularity in recent years? 

There has been a significant increase in the popularity of microservices over the past 

several years as more and more businesses choose the microservices architecture over 

the more traditional monolithic architecture [1]. In this section, explore the reasons for 

the increase in microservices to answer the first research question: “Why have 

microservices increased in popularity in recent years?”. 

 

Reasons for the increase in popularity of microservices. We identified several 

reasons in the white and grey literature for the increase in popularity of microservices: 
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the advantages of the microservice over the monolithic architecture, increasing 

awareness of microservices, supporting technologies which have increased the viability 

of microservices and the changing software development culture. 

 

Advantages of microservices. One of the reasons why microservices have increased in 

popularity is the advantages they have over the monolithic architecture. Large 

monoliths have many downsides such as slower deployment speed, higher coupling, 

complexity and technology lock-in and many of these problems can be eliminated by 

migrating to a microservice architecture [10]. In recent years, an increasing number of 

companies have been motivated by these benefits to replace their monolithic 

applications with microservices causing an increase in the popularity of microservices. 

 

Increased awareness of microservices. The increase in awareness of microservices in 

recent years [7] has probably contributed to the increased use of microservices [2]. Two 

reasons for this increased awareness include the use of microservices by high-profile 

companies such as Amazon and Netflix and the endorsement of microservices by 

prominent industry figures. Netflix solved many of their problems using microservices 

and since then many other high-profile companies such as Uber have also started using 

the microservices architecture [4]. The significant increase in interest in microservices 

after 2014 [7] coincided with the publishing of Martin Fowler’s article on microservices 

[3] and the book Sam Newman’s Building Microservices by Sam Newman in the same 

year [5]. Since then, many other prominent industry writers such as Chris Richardson 

have popularised microservices by writing books, articles and presentations on the 

subject [11]. 

 

Supporting technologies. Containers and deployment automation have increased the 

feasibility of microservices. In the past deploying a monolith and all its dependencies 

could take hours. Deployment time also increases linearly without deployment 

automation. Therefore, without deployment automation or containers, deploying a 

microservice application could take an entire week which is not practical [12]. To make 

the deployment of microservice applications practical, several technologies are 

necessary such as continuous integration, containers, monitoring and logging [6]. Since 

many of these supporting technologies have only been developed in the past several 

years, microservices have only recently become practical, which explains the recent 

increase in popularity. 

  

Cultural changes. In the past several years, methodologies such as extreme 

programming and companies such as Amazon with its ‘two-pizza’ teams have 

advocated that small autonomous teams are more productive than larger teams [4]. 

Since each microservice can be owned by a single team, the microservices architecture 

is ideal for this new organisational structure [3]. Other cultural trends such as DevOps 

with its emphasis on developer ownership, monitoring and infrastructure are well-

suited to microservices [13]. 
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3.2      RQ2: What are the advantages of migrating from a monolithic to a 

microservice architecture? 

In this section, we describe the benefits of the microservice architecture over the 

monolithic architecture that have been described in the white and grey literature to 

understand why a business might want to migrate from a monolithic to a microservices 

architecture. 

 

Scalability. Services can be scaled vertically by running the services on more powerful 

hardware or horizontally by duplicating an application on multiple servers [14]. There 

are limits to vertical scaling because in practice the hardware the service is running on 

has finite computational resources [15]. Therefore, as a business scales its services, it 

eventually needs to scale horizontally. Monoliths can be scaled horizontally by running 

several instances of the monolith on multiple machines but since the monolith must be 

scaled as one unit, it is not possible to independently scale individual modules within 

the monolith. Microservices address this problem by having separate independently 

deployable and scalable microservices for each business capability [3]. Microservices 

can be scaled horizontally more effectively and efficiently because individual 

microservices can be scaled independently. Thus, microservices have a scaling 

advantage over monoliths, especially for services that process many requests. 

 

Resilience. A problem in a monolithic application could cause the entire application to 

fail as the modules in a monolith are all running in the same process [2]. In contrast, as 

each microservice runs independently in a different process, the boundaries between 

microservices act as bulkheads and problems in a microservice can more easily be 

confined to that microservice causing degraded performance instead of a full 

application failure [5]. In 2008, when Netflix was using a monolithic architecture, a 

single mistake caused several days of downtime [4]. By breaking its monolithic 

application into microservices, Netflix was able to achieve much better availability and 

resilience. 

 

Organisation alignment. As software teams grow larger, the rate of development tends 

to slow down as the communication overhead is often higher in bigger teams. To 

address this problem, Amazon has a “two-pizza” team rule to ensure that teams are no 

larger than about ten people [4]. The traditional monolithic architecture does not align 

well with small, autonomous teams because it’s often not clear how to divide up the 

work of working on the monolith between teams. One common solution to the problem 

is to assign a team to each layer of the monolith. For example, there could be a front-

end team and a back-end team. The problem with this organisational structure is that it 

is necessary for a team to collaborate with another team to make changes to a layer 

other than the one owned by the team. This makes it significantly more difficult to make 

changes outside of the team’s own layer. As a path of least resistance, each team will 

tend to implement changes in their own layer creating a siloed architecture [3]. 

In contrast, the microservice architecture offers much better organisational 

alignment for small teams as there is often a simple one-to-one mapping between teams 

and microservices. Each team can own a single microservice and easily make changes 

to it without needing to consult other teams resulting in higher agility and velocity [16]. 
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Technological heterogeneity. Monolithic applications are usually built with a single 

technology or programming language. However, a business using a monolithic 

architecture may have to commit to using a single technology for a long time because 

the cost of porting the entire system to a new technology is high [10] which could 

promote technological conservatism and discourage experimentation [2]. Instead, 

microservices offer technological heterogeneity where each service can be 

implemented in using a different technology that is best suited to the business capability 

[5]. If a technology becomes obsolete, an individual microservice can be easily updated 

or replaced because of its small size and low coupling with the rest of the system. 

 

Higher velocity. Another major benefit to microservices over monoliths is increased 

development and deployment velocity. As the codebase of a monolith increases in size 

and complexity, deployment velocity tends to decrease because the entire monolith 

needs to be tested, built and redeployed for every change [17]. As deployment slows 

down, teams may decide to deploy multiple changes at a time to maintain velocity. 

However, this strategy increases the risk of regressive changes being introduced to the 

system [5]. 

As a monolithic codebase increases in size and complexity, development velocity 

also tends to fall. The codebase becomes increasingly difficult to understand as it grows 

which makes it more difficult to make changes and add new features [6]. Large 

monoliths also slow down the onboarding of new hires because it takes longer for new 

hires to understand a large codebase than a smaller one [18]. 

Many of these problems can be eliminated by using a microservice architecture. 

Microservices do not grow beyond a certain size because new business capabilities are 

implemented in new microservices [3]. Consequently, the problems that arise from 

large codebases are less likely to arise when small microservices are used. 

3.3      RQ3: What are some techniques for migrating applications from a 

monolithic to a microservice architecture? 

A business with a monolithic architecture (MA) might decide to migrate to a 

microservice architecture (MSA) once the problems associated with their growing 

monolith become greater than the cost associated with migrating it to a microservice 

architecture [6][20][9]. The following section explores several migration techniques 

which have been described in white and grey literature and answers the fourth research 

question, “What are some techniques for migrating applications from a monolithic to a 

microservices architecture?”. 

 

Rebuild the application from scratch using microservices. A business with a 

monolithic application that is old, tightly coupled or highly complex might decide to 

replace it with a new application built from scratch using microservices if doing so is 

more cost effective than migrating the old application [6]. In addition to saving time 

and money, the new application could be built with modern technologies and would be 

less likely to inherit the undesirable complexity of the monolith. In most cases, 

however, a business’s monolithic application is unlikely to be so poorly implemented 

that replacing it completely would be easier than breaking it up into microservices. 
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Monolith to microservices migration steps. Migrating a monolith to microservices is 

a complex and important challenge for businesses that can be challenging to execute 

successfully [2]. The challenge is to select the appropriate ‘candidate microservices’ in 

the monolith: modules or groups of modules in the monolith which are intended to be 

extracted and implemented as microservices later [20]. We now describe the high-level 

steps we believe are required to migrate a monolith to a microservice architecture. We 

propose that migrating from a monolith to a microservice architecture involves the 

following steps: 

1. Identify candidate microservices in the monolithic application. 

2. Choose a method or strategy for extracting the microservices candidates and 

execute it until the monolith has been partially or fully replaced  by 

microservices. 

Techniques for candidate microservice identification. A variety of techniques for 

identifying candidate microservices in monoliths have been described in the white and 

grey literature. These techniques can be grouped into three high-level categories: 

model-driven, static-analysis and dynamic analysis approaches; though the most 

common approach described in the academic literature is the model-driven approach 

[17]. Model-driven approaches involve creating a visual model of the business using 

domain diagrams, UML diagrams or data flow diagrams and using the model to identify 

boundaries between candidate microservices [21]. Static analysis approaches 

decompose monoliths by identifying boundaries in the source code structure of the 

monolith application and dynamic analysis approaches identify boundaries by 

analysing the execution traces of the running monolith [17][21]. The categories and 

approaches in each category we will describe are as follows: 

● Model-driven approaches: 

o Decompose by business capability  

o A dataflow-driven approach  

o A graph-based approach 

● Static analysis approaches: 

o Identify seams 

● Dynamic analysis approaches: 

o Functionality-oriented microservice extraction 

 

Decompose by business capability. Since each microservice should handle a single 

business capability [5], one logical decomposition approach is to decompose by 

business capability. Business capabilities can be identified using domain-driven design 

(DDD) [22][23]. Another way to identify business capabilities is via communication 

with stakeholders [24]. Then a microservice can be created for each business capability. 

 

Dataflow-driven approach. A monolith application can be modelled as a dataflow 

diagram and this diagram can be used to identify microservices. Chen R. et al. [20] 

describes a three-step algorithm that uses a dataflow diagram (DFD) to identify 

microservices. In the dataflow diagram, data storage components and operations are 
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represented as boxes and ovals respectively. Then microservices are identified as pairs 

consisting of operations and their output data. 

 

 

Fig. 3. Identifying microservice candidates using a dataflow diagram (adapted from [20]). 

Graph-based approaches. Mazlami G. et al. [25] describe a graph-based candidate 

microservice identification algorithm involving two steps: construction and clustering. 

In the construction phase, a graph representation of the monolith is generated. In the 

graph, nodes correspond to classes in the monolith and weighted edges between nodes 

indicate the level of coupling between classes. In the clustering phase, the graph is 

converted into a minimum spanning tree (MST) and edges are removed to partition the 

MST into several trees which are each clusters of highly coupled classes. These clusters 

are the candidate microservices. 

 

Identify seams. In the book Building Microservices, author Sam Newman states that 

monoliths can be decomposed into microservices by first identifying seams [5] which 

are sections of the codebase which can be modified or removed without affecting other 

components and are therefore good microservice candidates. To identify seams, 

Newman recommends using namespace constructs in the source code as a guide such 

as packages in the Java programming language. 
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Fig. 4. Identifying microservice candidates using a graph of the monolith's modules (adapted 

from [25]). 

Functionality-oriented microservice extraction. Jin, W. et al. have proposed a dynamic 

analysis approach named functionality-oriented microservice extraction which 

monitors the dynamic program behaviour of a monolith service, stores program 

behaviour in the form of logs and analyzes the logs to identify candidate microservices 

[26]. 

 

Combining migration techniques. Note that it may be effective to use several candidate 

microservice identification techniques. One strategy is to start with more abstract 

model-driven techniques and combine or verify the results of these methods using static 

or dynamic analysis approaches [27]. 

Microservice extraction strategies. Once candidate microservices have been 

identified in the monolith, the next step is to choose a strategy for extracting the 

candidate microservices to form actual microservices so that the monolith can 

eventually be replaced with microservices. When extracting microservices, Chris 

Richardson recommends using the following principles [28]: 

1. Migrate incrementally. Services in the monolith should be converted to 

microservices incrementally  rather than simultaneously to reduce risk 

and complexity. 

2. Migrate the services with the highest return on investment (ROI) first. 

Richardson defines the services with the highest ROI as those that have the 

highest ease of extraction and the highest benefit of extraction. Richardson 

says that modules with more inbound dependencies are more  difficult to 

decouple and thus have a lower ease of extraction. Modules with the highest 

benefit of extraction are those that would benefit most from the velocity 

benefits such as modules that are deployed frequently and the scaling benefits 

such as microservices that are under heavy load. 
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Richardson also describes a useful pattern named the strangler pattern for safely and 

gradually replacing a monolith with microservices in his book Microservice Patterns 

[29]. 

 

Strangler application. To create a strangler application, microservices are extracted 

from the monolith and added to the strangler application. New functionality is 

implemented as new microservices in the strangler application to prevent the monolith 

from growing. Over time, as more services are extracted from the monolith, the 

strangler application grows while the monolith shrinks. Richardson outlines the 

following process for building a strangler application by extracting microservices from 

a monolith application [30]: 

 

1. Split a module within the monolith to form two modules. 

2. Split the database so that each module has its own database. 

3. Create a new microservice for the new module. 

4. Redirect traffic from the new module to the new microservice. 

5. Delete the new module because it has been replaced by the microservice. 

 

 

 

Fig. 5. Monolith to microservices migration using a strangler application (adapted from [30]). 

The image above shows the result of applying the steps above. By repeating this 

process, the monolith is gradually replaced by microservices. 

3.4      RQ4: What are the risks of migrating from a monolithic to a microservices 

architecture? 
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In our multivocal literature review, we have identified several risks associated with 

monolith to microservice migrations. 

 

Unnecessary migration. Although the benefits of microservices have been widely 

communicated, the microservice architecture is not the best architecture for all 

organisations. To make a monolith to microservices migration worthwhile, the costs of 

the migration such as extra code for inter-service communication and error handling 

should be exceeded by the benefits [18]. Microservices are generally more suitable for 

large organisations because the disadvantages of monoliths tend to increase as they 

become larger [20] and the benefits of microservices such as better scaling are only 

significant for heavily used services which are more likely to be found at large, 

established companies [18]. Therefore, monolith to microservices migrations should be 

avoided by small companies because the net benefit is more likely to be negative. Andy 

Singleton recommends that companies with fewer than 60 developers should not use 

microservices [18]. If a business has a good reason to migrate their application to a 

microservices architecture, there are still several pitfalls the business is vulnerable to. 

 

Thinking microservices are a silver bullet. Adopting microservices is not a substitute 

for other essential software engineering practices such as clean code, good design and 

automated testing and will not somehow cause all problems to disappear [31][32]. Also, 

microservices will only benefit the company substantially if they are carefully 

implemented [32]. 

  

Adopting microservices without changing business practices. A business that 

previously divided teams by layers (e.g. front end, back end) should change their team 

structure after the adoption of microservices so that each team owns a single 

microservice [32]. Similarly, the team should adopt DevOps processes such as 

continuous delivery to manage their microservices effectively [31]. 

  

Difficulty decoupling the monolith. Extracting microservices from a monolith can be 

challenging [32] if there is a high degree of coupling in the monolith because a change 

in one part of the system would affect many components. Databases in monoliths tend 

to have particularly high levels of coupling and reputation for being difficult to 

decouple [5]. 

 

Unwillingness to change. Developers who invested significant amounts of time into 

the development of the monolith may be reluctant to accept the significant change that 

is migrating to microservices. Traditional companies or older developers may be 

unwilling to accept the new microservices architecture because of its significant 

difference to more traditional architectures [32]. 

 

Increased security risk. In monolithic applications, modules communicate with each 

other within the same process via internal communication. In contrast, microservices 

use network calls to communicate with each other over a network. The problem is that 

the APIs microservices use to communicate with each other are exposed to the network 

resulting in a greater attack surface area [10]. If measures to compensate for this 
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increased attack surface area are not introduced, the new microservices application 

could be less secure than the original monolith. 

 

Lower resilience. Microservices are a distributed system that relies on network calls 

instead of internal communication in the case of a monolith. These network calls can 

fail [5] and one problem could cascade through the system possibly resulting in lower 

resilience than the original monolith if methods for handling the network failures such 

as circuit breakers [5] are not put in place. 

4 Limitations of Research 

Although the researchers behind this paper have made every effort to create a complete 

and unbiased multivocal review it must be acknowledged that there are limitations and 

imperfections in our research. Perhaps the greatest limitation was that the initial 

literature review effort was conducted by four final year undergraduate students who 

had limited research knowledge and experience. This limitation has necessarily 

diminished the strictly academic quality of the work, but it is nevertheless felt that the 

findings are of interest to the community and that this can serve as a minor contribution 

to an important topic. The total time available to the researchers was also a constraint 

as the paper was researched and written as part of an assignment over several weeks, 

with the result that there are only limited references included, and even those included 

may include the effects of filter bubbles and recommendations of search engines. 

However, the research was guided by experienced software engineering academics at 

various stages, ultimately leading to the completion of this research paper. The fact that 

the steps involved in a multivocal review are well-defined also served to limit the 

possibility of errors being introduced. 

Another significant limitation relates to the excessive volume of white and grey 

literature available through searches. For example, the search term ‘monolith to 

microservices’ returns over two thousand search results in Google Scholar which 

exceeds the limitation of most individual researchers. It is therefore necessary to sample 

only a small subset of those previous contributions. However, it is likely that a minority 

of these documents are highly relevant to our research topic and sorting results by 

relevance ensures that only the most relevant papers have been selected for this review. 

A potential source of bias concerns the process of selecting relevant literature from 

the initial literature pool. To reduce the effect of subjectivity in this process, we used 

objective metrics such as the number of citations, publish date and search engine 

relevance where possible. 

5 Directions for Future Research 

We have observed that the distribution of research literature relevant to our research 

questions was uneven. We found a relative abundance of literature for the reasons 

behind the recent increase in the popularity of microservices, the advantages and risks 

of monolith to microservice migrations and methods for identifying microservice 

candidates in monoliths. However, we found that there was a lack of academic literature 
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related to monolith to microservices migration steps after the identification of candidate 

microservices and practical code-focused migration strategies. To address this 

shortcoming, we found that it was often necessary to turn to grey literature to find 

relevant content. Therefore, we suggest that candidate microservice extraction 

strategies such as the strangler pattern and practical code-focused migration techniques 

could be areas with many opportunities for further academic research. 

Although there are many advantages to the microservice architecture over the 

monolithic architecture, it may be that published material may tend to underemphasize 

the advantages of a monolithic architecture. Some companies such as Intercom [33], 

believe that the benefits of microservices have been overstated and that a monolithic 

architecture is often better for small companies. To reduce the risk of a bias in favour 

of the microservice architecture over the monolithic architecture, we believe there is an 

opportunity for future research that consolidates and articulates the advantages of the 

monolithic architecture. 

Finally, since we had limited time when writing this paper, we believe there is an 

opportunity for a more thorough and complete multivocal review of monolith to 

microservices migrations. Also, as the software engineering discipline evolves, new 

ideas and practices related to the topic are likely to create new opportunities for 

research. 

6 Conclusions 

By applying a multivocal literature review, we have identified some of the reasons 

behind the increase in popularity of the microservice architecture, and the advantages 

and pitfalls associated with monolith to microservices migrations. Microservices 

promote lower coupling, increased organisational alignment, better scalability, velocity 

and resilience, and technological heterogeneity. We identified several monolith to 

microservices migration techniques from three classes of migration techniques: model-

driven, static analysis and dynamic analysis techniques and described how they could 

be used to identify boundaries in monoliths between candidate microservices. We then 

described high-level monolith to migration strategies and strategies for effectively and 

safely migrating monoliths to microservices such as the strangler application. Finally, 

we outlined some of the risks that can arise when migrating a monolithic application to 

microservices such as migrating for the wrong reasons, seeing microservices as a silver 

bullet and security risks. 

    Recent technologies related to deployment automation and service monitoring have 

increased the viability of microservices as an alternative to the monolithic architecture, 

resulting in increased popularity. It is therefore the case that the apparent rising 

adoption of microservices is critically dependent on a cocktail of other technology 

advancements, one further example of which is serverless computing, a paradigm in 

which software providers do not concern themselves with hardware. This might be 

particularly the case for highly distributed architectures (those with many 

microservices) in a serverless cloud computing environment, as software providers 

potentially only need to pay for services when they are executing. One example of this 

can be found in Function-as-a-Service (FaaS) [34]. Much is changing in this space, it 

is not just a technology fad, fundamental economic considerations are also present.  
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    Discussions regarding the rise of microservices are potentially misleading, because 

it is not just microservices as a standalone concept that is on the rise, it is the 

convergence of several emerging concepts that when orchestrated together, present 

with a harmony that is appealing to software firms. It might be beneficial to academics 

and practitioners alike if this convergence was given a dedicated name: the primary 

constituent elements are serverless computing, microservices architecture, automated 

build and deployment pipelines, and service monitoring. In previous work we termed 

this Continuous Software Engineering [35], but even that concept has now been 

stretched. Perhaps this should be replaced with the term Serverless Software 

Engineering.  
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